**Задание №5 Управление персистентностью на основе JPA (hibernate)**

Еще раз обсудим разницу понятий JPA, ORM, Hibernate etc.

Для начала нам необходимо подготовить структуру проекта:
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Давайте еще раз обсудим структуру проекта.

**БД.**

-- --------------------------------------------------------

-- Хост: 127.0.0.1

-- Версия сервера: 8.0.15 - MySQL Community Server - GPL

-- Операционная система: Win64

-- HeidiSQL Версия: 10.1.0.5464

-- --------------------------------------------------------

/\*!40101 SET @OLD\_CHARACTER\_SET\_CLIENT=@@CHARACTER\_SET\_CLIENT \*/;

/\*!40101 SET NAMES utf8 \*/;

/\*!50503 SET NAMES utf8mb4 \*/;

/\*!40014 SET @OLD\_FOREIGN\_KEY\_CHECKS=@@FOREIGN\_KEY\_CHECKS, FOREIGN\_KEY\_CHECKS=0 \*/;

/\*!40101 SET @OLD\_SQL\_MODE=@@SQL\_MODE, SQL\_MODE='NO\_AUTO\_VALUE\_ON\_ZERO' \*/;

-- Дамп структуры базы данных hib1

CREATE DATABASE IF NOT EXISTS `hib1` /\*!40100 DEFAULT CHARACTER SET utf8mb4 COLLATE utf8mb4\_0900\_ai\_ci \*/;

USE `hib1`;

-- Дамп структуры для таблица hib1.hibernate\_developers

CREATE TABLE IF NOT EXISTS `hibernate\_developers` (

`ID` int(11) NOT NULL AUTO\_INCREMENT,

`FIRST\_NAME` varchar(50) DEFAULT NULL,

`LAST\_NAME` varchar(50) DEFAULT NULL,

`SPECIALTY` varchar(50) DEFAULT NULL,

`EXPERIENCE` int(11) DEFAULT NULL,

PRIMARY KEY (`ID`)

) ENGINE=InnoDB AUTO\_INCREMENT=10 DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_0900\_ai\_ci;

-- Экспортируемые данные не выделены.

/\*!40101 SET SQL\_MODE=IFNULL(@OLD\_SQL\_MODE, '') \*/;

/\*!40014 SET FOREIGN\_KEY\_CHECKS=IF(@OLD\_FOREIGN\_KEY\_CHECKS IS NULL, 1, @OLD\_FOREIGN\_KEY\_CHECKS) \*/;

/\*!40101 SET CHARACTER\_SET\_CLIENT=@OLD\_CHARACTER\_SET\_CLIENT \*/;

**Класс Developer**

package net.iba.hibernate.example.model;  
  
public class Developer {  
 private int id;  
 private String firstName;  
 private String lastName;  
 private String specialty;  
 private int experience;  
  
 public Developer() {  
 }  
  
 public Developer(String firstName, String lastName, String specialty, int experience) {  
 this.firstName = firstName;  
 this.lastName = lastName;  
 this.specialty = specialty;  
 this.experience = experience;  
 }  
  
  
 */\*\*  
 \* Getters and Setters  
 \*/* public int getId() {  
 return id;  
 }  
  
 public void setId(int id) {  
 this.id = id;  
 }  
  
 public String getFirstName() {  
 return firstName;  
 }  
  
 public void setFirstName(String firstName) {  
 this.firstName = firstName;  
 }  
  
 public String getLastName() {  
 return lastName;  
 }  
  
 public void setLastName(String lastName) {  
 this.lastName = lastName;  
 }  
  
 public String getSpecialty() {  
 return specialty;  
 }  
  
 public void setSpecialty(String specialty) {  
 this.specialty = specialty;  
 }  
  
 public int getExperience() {  
 return experience;  
 }  
  
 public void setExperience(int experience) {  
 this.experience = experience;  
 }  
  
 */\*\*  
 \* toString method (optional)  
 \*/* @Override  
 public String toString() {  
 return "Developer:\n" +  
 "id: " + id +  
 "\nFirst Name: " + firstName + "\n" +  
 "Last Name: " + lastName + "\n" +  
 "Specialty: " + specialty + "\n" +  
 "Experience: " + experience + "\n";  
 }  
}

**Класс DeveloperRunner**

package net.iba.hibernate.example;  
  
import net.iba.hibernate.example.model.Developer;  
import org.hibernate.Session;  
import org.hibernate.SessionFactory;  
import org.hibernate.Transaction;  
import org.hibernate.cfg.Configuration;  
  
import java.util.List;  
  
public class DeveloperRunner {  
 private static SessionFactory *sessionFactory*;  
  
 public static void main(String[] args) {  
 *sessionFactory* = new Configuration().configure().buildSessionFactory();  
  
 DeveloperRunner developerRunner = new DeveloperRunner();  
  
 System.*out*.println("Adding developer's records to the DB");  
 */\*\*  
 \* Adding developer's records to the database (DB)  
 \*/* developerRunner.addDeveloper("Ihor", "Developer", "Java Developer", 2);  
 developerRunner.addDeveloper("Some", "Developer", "C++ Developer", 2);  
 developerRunner.addDeveloper("Peter", "UI", "UI Developer", 4);  
  
 System.*out*.println("List of developers");  
 */\*\*  
 \* List developers  
 \*/* List<Developer> developers = developerRunner.listDevelopers();  
 for (Developer developer : developers) {  
 System.*out*.println(developer);  
 }  
 System.*out*.println("===================================");  
 System.*out*.println("Removing Some Developer and updating Ihor");  
 */\*\*  
 \* Update and Remove developers  
 \*/* developerRunner.updateDeveloper(10, 3);  
 developerRunner.removeDeveloper(11);  
  
 System.*out*.println("Final list of developers");  
 */\*\*  
 \* List developers  
 \*/* developers = developerRunner.listDevelopers();  
 for (Developer developer : developers) {  
 System.*out*.println(developer);  
 }  
 System.*out*.println("===================================");  
  
 }  
  
 public void addDeveloper(String firstName, String lastName, String specialty, int experience) {  
 Session session = *sessionFactory*.openSession();  
 Transaction transaction = null;  
  
 transaction = session.beginTransaction();  
 Developer developer = new Developer(firstName, lastName, specialty, experience);  
 session.save(developer);  
 transaction.commit();  
 session.close();  
 }  
  
 public List<Developer> listDevelopers() {  
 Session session = this.*sessionFactory*.openSession();  
 Transaction transaction = null;  
  
 transaction = session.beginTransaction();  
 List<Developer> developers = session.createQuery("FROM Developer").list();  
  
 transaction.commit();  
 session.close();  
 return developers;  
 }  
  
 public void updateDeveloper(int developerId, int experience) {  
 Session session = this.*sessionFactory*.openSession();  
 Transaction transaction = null;  
  
 transaction = session.beginTransaction();  
 Developer developer = (Developer) session.get(Developer.class, developerId);  
 developer.setExperience(experience);  
 session.update(developer);  
 transaction.commit();  
 session.close();  
 }  
  
 public void removeDeveloper(int developerId) {  
 Session session = this.*sessionFactory*.openSession();  
 Transaction transaction = null;  
  
 transaction = session.beginTransaction();  
 Developer developer = (Developer) session.get(Developer.class, developerId);  
 session.delete(developer);  
 transaction.commit();  
 session.close();  
 }  
  
}

Данный класс содержит основные классы, используемые хибернейтом.

Во-первых давайте обсудим EntityManager, которого тут нет, но тем не менее, он используется внутри нашим проектом.

Во-вторых это класс SessionFactory, который является наследником от EM.

Так же нам стоит обратится к классу Transaction.

И наконец обсудим сами методы данных классов.

Рассмотрим маппинг.

**Developer.hbm.xml**

<?xml version="1.0" encoding="utf-8"?>  
<!DOCTYPE hibernate-mapping PUBLIC  
 "-//Hibernate/Hibernate Mapping DTD//EN"  
 "http://www.hibernate.org/dtd/hibernate-mapping-3.0.dtd">  
<hibernate-mapping>  
 <class name="net.iba.hibernate.example.model.Developer" table="HIBERNATE\_DEVELOPERS">  
 <meta attribute="class-description">  
 This class contains developer's details.  
 </meta>  
 <id name="id" type="int" column="ID">  
 <generator class="native"/>  
 </id>  
 <property name="firstName" column="FIRST\_NAME" type="string"/>  
 <property name="lastName" column="LAST\_NAME" type="string"/>  
 <property name="specialty" column="SPECIALTY" type="string"/>  
 <property name="experience" column="EXPERIENCE" type="int"/>  
 </class>  
</hibernate-mapping>

И подключение к БД.

**Hibernate.cfg.xml**

<?xml version="1.0" encoding="utf-8"?>  
<!DOCTYPE hibernate-configuration SYSTEM  
 "http://www.hibernate.org/dtd/hibernate-configuration-3.0.dtd">  
  
<hibernate-configuration>  
 <session-factory>  
 <property name="hibernate.dialect">  
 org.hibernate.dialect.MySQLDialect  
 </property>  
 <property name="hibernate.connection.driver\_class">  
 com.mysql.cj.jdbc.Driver  
 </property>  
  
 <!-- Assume test is the database name -->  
 <property name="hibernate.connection.url">  
 jdbc:mysql://localhost/hib1  
 </property>  
 <property name="hibernate.connection.username">  
 root  
 </property>  
 <property name="hibernate.connection.password">  
 root  
 </property>  
  
 <!-- List of XML mapping files -->  
 <mapping resource="Developer.hbm.xml"/>  
  
 </session-factory>  
</hibernate-configuration>

На всякий случай pom

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
 xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/maven-v4\_0\_0.xsd">  
 <modelVersion>4.0.0</modelVersion>  
 <groupId>com.springapp</groupId>  
 <artifactId>Hibernate</artifactId>  
 <packaging>war</packaging>  
 <version>1.0-SNAPSHOT</version>  
 <name>Hibernate</name>  
  
 <properties>  
 <spring.version>4.1.1.RELEASE</spring.version>  
 </properties>  
  
 <dependencies>  
  
 <dependency>  
 <groupId>org.hibernate</groupId>  
 <artifactId>hibernate-core</artifactId>  
 <version>5.0.7.Final</version>  
 </dependency>  
  
 <dependency>  
 <groupId>mysql</groupId>  
 <artifactId>mysql-connector-java</artifactId>  
 <version>8.0.23</version>  
 </dependency>  
  
 </dependencies>  
  
 <build>  
 <finalName>Hibernate</finalName>  
 <plugins>  
 <plugin>  
 <artifactId>maven-compiler-plugin</artifactId>  
 <configuration>  
 <source>1.6</source>  
 <target>1.6</target>  
 </configuration>  
 </plugin>  
 </plugins>  
 </build>  
</project>

Можете запустить и проверить работу.

Перейдем к следующему шагу – используем аннотации.

Структура проекта будет следующая. Скопируйте проект для экономии времени.
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БД будем использовать ту же.

Далее нам потребуется создать класс **Developer**

package net.iba.hibernate.annotations;  
  
import javax.persistence.\*;  
  
@Entity  
@Table(name = "HIBERNATE\_DEVELOPERS")  
public class Developer {  
 @Id  
 @GeneratedValue (strategy = GenerationType.*AUTO*)  
 @Column (name = "id")  
 private int id;  
 @Column (name = "FIRST\_NAME")  
 private String firstName;  
 @Column (name = "LAST\_NAME")  
 private String lastName;  
 @Column (name = "SPECIALTY")  
 private String specialty;  
 @Column (name = "EXPERIENCE")  
 private int experience;  
  
 */\*\*  
 \* Default Constructor  
 \*/* public Developer() {  
 }  
  
 */\*\*  
 \* Plain constructor  
 \*/* public Developer(String firstName, String lastName, String specialty, int experience) {  
 this.firstName = firstName;  
 this.lastName = lastName;  
 this.specialty = specialty;  
 this.experience = experience;  
 }  
  
 */\*\*  
 \* Getters and Setters  
 \*/* public int getId() {  
 return id;  
 }  
  
 public void setId(int id) {  
 this.id = id;  
 }  
  
 public String getFirstName() {  
 return firstName;  
 }  
  
 public void setFirstName(String firstName) {  
 this.firstName = firstName;  
 }  
  
 public String getLastName() {  
 return lastName;  
 }  
  
 public void setLastName(String lastName) {  
 this.lastName = lastName;  
 }  
  
 public String getSpecialty() {  
 return specialty;  
 }  
  
 public void setSpecialty(String specialty) {  
 this.specialty = specialty;  
 }  
  
 public int getExperience() {  
 return experience;  
 }  
  
 public void setExperience(int experience) {  
 this.experience = experience;  
 }  
  
 */\*\*  
 \* toString method (optional)  
 \*/* @Override  
 public String toString() {  
 return "Developer:\n" +  
 "id: " + id +  
 "\nFirst Name: " + firstName + "\n" +  
 "Last Name: " + lastName + "\n" +  
 "Specialty: " + specialty + "\n" +  
 "Experience: " + experience + "\n";  
 }  
}

И давайте разберем аннотации, которые помогают нам решить проблему маппинга.

Developer.hbm.xml можете закомментировать.

Внутри hibernate.cfg.xml изменим строку маппинга на:
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Обратите внимание, что нам теперь необходимо настроить конфигурацию нашего класса отвечающего за подключение – т.е. SessionFactory.

Добавим следующее:

![](data:image/png;base64,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)

После чего пробуйте запустить.

Обратите внимание на ошибки. Как вы думаете, что в приложении вызвало ошибку?

Давайте разберем следующие значения атрибута аннотации GeneraitedValue.

Давайте перейдем к criteria.

Структура проекта будет выглядеть следующим образом.
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В БД нам необходимо будет добавить еще одно поле.

Можете создать еще одну БД.

-- --------------------------------------------------------

-- Хост: 127.0.0.1

-- Версия сервера: 8.0.15 - MySQL Community Server - GPL

-- Операционная система: Win64

-- HeidiSQL Версия: 10.1.0.5464

-- --------------------------------------------------------

/\*!40101 SET @OLD\_CHARACTER\_SET\_CLIENT=@@CHARACTER\_SET\_CLIENT \*/;

/\*!40101 SET NAMES utf8 \*/;

/\*!50503 SET NAMES utf8mb4 \*/;

/\*!40014 SET @OLD\_FOREIGN\_KEY\_CHECKS=@@FOREIGN\_KEY\_CHECKS, FOREIGN\_KEY\_CHECKS=0 \*/;

/\*!40101 SET @OLD\_SQL\_MODE=@@SQL\_MODE, SQL\_MODE='NO\_AUTO\_VALUE\_ON\_ZERO' \*/;

-- Дамп структуры базы данных hib2

CREATE DATABASE IF NOT EXISTS `hib2` /\*!40100 DEFAULT CHARACTER SET utf8mb4 COLLATE utf8mb4\_0900\_ai\_ci \*/;

USE `hib2`;

-- Дамп структуры для таблица hib2.hibernate\_developers

CREATE TABLE IF NOT EXISTS `hibernate\_developers` (

`id` int(11) NOT NULL AUTO\_INCREMENT,

`FIRST\_NAME` varchar(50) DEFAULT NULL,

`LAST\_NAME` varchar(50) DEFAULT NULL,

`SPECIALTY` varchar(50) DEFAULT NULL,

`EXPERIENCE` int(11) DEFAULT NULL,

`SALARY` int(11) DEFAULT NULL,

PRIMARY KEY (`id`)

) ENGINE=InnoDB AUTO\_INCREMENT=9 DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_0900\_ai\_ci;

-- Экспортируемые данные не выделены.

/\*!40101 SET SQL\_MODE=IFNULL(@OLD\_SQL\_MODE, '') \*/;

/\*!40014 SET FOREIGN\_KEY\_CHECKS=IF(@OLD\_FOREIGN\_KEY\_CHECKS IS NULL, 1, @OLD\_FOREIGN\_KEY\_CHECKS) \*/;

/\*!40101 SET CHARACTER\_SET\_CLIENT=@OLD\_CHARACTER\_SET\_CLIENT \*/;

Теперь создадим класс **Developer.**

package net.iba.hibernate.criteria;  
  
public class Developer {  
 private int id;  
 private String firstName;  
 private String lastName;  
 private String specialty;  
 private int experience;  
 private int salary;  
  
 */\*\*  
 \* Default Constructor  
 \*/* public Developer() {  
 }  
  
 */\*\*  
 \* Plain constructor  
 \*/* public Developer(String firstName, String lastName, String specialty, int experience, int salary) {  
 this.firstName = firstName;  
 this.lastName = lastName;  
 this.specialty = specialty;  
 this.experience = experience;  
 this.salary = salary;  
 }  
  
 */\*\*  
 \* Getters and Setters  
 \*/* public int getId() {  
 return id;  
 }  
  
 public void setId(int id) {  
 this.id = id;  
 }  
  
 public String getFirstName() {  
 return firstName;  
 }  
  
 public void setFirstName(String firstName) {  
 this.firstName = firstName;  
 }  
  
 public String getLastName() {  
 return lastName;  
 }  
  
 public void setLastName(String lastName) {  
 this.lastName = lastName;  
 }  
  
 public String getSpecialty() {  
 return specialty;  
 }  
  
 public void setSpecialty(String specialty) {  
 this.specialty = specialty;  
 }  
  
 public int getExperience() {  
 return experience;  
 }  
  
 public void setExperience(int experience) {  
 this.experience = experience;  
 }  
  
 public int getSalary() {  
 return salary;  
 }  
  
 public void setSalary(int salary) {  
 this.salary = salary;  
 }  
  
 */\*\*  
 \* toString method (optional)  
 \*/* @Override  
 public String toString() {  
 return "id: " + id +  
 "\nFirst Name: " + firstName +  
 "\nLast Name: " + lastName +  
 "\nSpecialty: " + specialty +  
 "\nExperience: " + experience +  
 "\nSalary: " + salary + "\n";  
 }  
}

Для практики – пересоберите проект на аннотациях (можете использовать как ДЗ).

Добавим класс для создания запросов к БД.

package net.iba.hibernate.criteria;  
  
import org.hibernate.Criteria;  
import org.hibernate.Session;  
import org.hibernate.SessionFactory;  
import org.hibernate.Transaction;  
import org.hibernate.cfg.Configuration;  
import org.hibernate.criterion.Projections;  
import org.hibernate.criterion.Restrictions;  
  
import java.util.List;  
  
public class DeveloperRunner {  
 private static SessionFactory *sessionFactory*;  
  
 public static void main(String[] args) {  
 *sessionFactory* = new Configuration().configure().buildSessionFactory();  
 DeveloperRunner developerRunner = new DeveloperRunner();  
  
 System.*out*.println("Adding developer's records to the database...");  
 Integer developerId1 = developerRunner.addDeveloper("Ihor", "Developer", "Java Developer", 3, 2000);  
 Integer developerId2 = developerRunner.addDeveloper("First", "Developer", "C++ Developer", 10, 2000);  
 Integer developerId3 = developerRunner.addDeveloper("Second", "Developer", "C# Developer", 5, 2000);  
 Integer developerId4 = developerRunner.addDeveloper("Third", "Developer", "PHP Developer", 1, 2000);  
  
 System.*out*.println("List of Developers with experience more than 3 years:");  
 developerRunner.listDevelopersOverThreeYears();  
  
 System.*out*.println("Total Salary of all Developers:");  
 developerRunner.totalSalary();  
 *sessionFactory*.close();  
 }  
  
 public Integer addDeveloper(String firstName, String lastName, String specialty, int experience, int salary) {  
 Session session = *sessionFactory*.openSession();  
 Transaction transaction = null;  
 Integer developerId = null;  
  
 transaction = session.beginTransaction();  
 Developer developer = new Developer(firstName, lastName, specialty, experience, salary);  
 developerId = (Integer) session.save(developer);  
 transaction.commit();  
 session.close();  
 return developerId;  
 }  
  
 public void listDevelopersOverThreeYears() {  
 Session session = *sessionFactory*.openSession();  
 Transaction transaction = null;  
  
 transaction = session.beginTransaction();  
 Criteria criteria = session.createCriteria(Developer.class);  
 criteria.add(Restrictions.*gt*("experience", 3));  
 List<Developer> developers = criteria.list();  
  
 for (Developer developer : developers) {  
 System.*out*.println("=======================");  
 System.*out*.println(developer);  
 System.*out*.println("=======================");  
 }  
 transaction.commit();  
 session.close();  
 }  
  
 public void totalSalary() {  
 Session session = *sessionFactory*.openSession();  
 Transaction transaction = null;  
  
 transaction = session.beginTransaction();  
 Criteria criteria = session.createCriteria(Developer.class);  
 criteria.setProjection(Projections.*sum*("salary"));  
  
 List totalSalary = criteria.list();  
 System.*out*.println("Total salary of all developers: " + totalSalary.get(0));  
 transaction.commit();  
 session.close();  
 }  
  
  
}

Конфигурационные файлы:

<?xml version="1.0" encoding="utf-8"?>  
<!DOCTYPE hibernate-mapping PUBLIC  
 "-//Hibernate/Hibernate Mapping DTD//EN"  
 "http://www.hibernate.org/dtd/hibernate-mapping-3.0.dtd">  
  
<hibernate-mapping>  
 <class name="net.iba.hibernate.criteria.Developer" table="HIBERNATE\_DEVELOPERS">  
 <meta attribute="class-description">  
 This class contains developer details.  
 </meta>  
 <id name="id" type="int" column="id">  
 <generator class="native"/>  
 </id>  
 <property name="firstName" column="FIRST\_NAME" type="string"/>  
 <property name="lastName" column="LAST\_NAME" type="string"/>  
 <property name="specialty" column="SPECIALTY" type="string"/>  
 <property name="experience" column="EXPERIENCE" type="int"/>  
 <property name="salary" column="SALARY" type="int"/>  
 </class>  
  
</hibernate-mapping>

И крайний, типичный пример с нативными запросами:

package net.iba.hibernate.nativesql;  
  
import org.hibernate.\*;  
import org.hibernate.cfg.Configuration;  
import org.hibernate.criterion.Projections;  
  
import java.util.List;  
import java.util.Map;  
  
public class DeveloperRunner {  
 private static SessionFactory *sessionFactory*;  
  
 public static void main(String[] args) {  
 *sessionFactory* = new Configuration().configure().buildSessionFactory();  
 DeveloperRunner developerRunner = new DeveloperRunner();  
  
 System.*out*.println("Adding developer's records to the database...");  
 Integer developerId1 = developerRunner.addDeveloper("Ihor", "Developer", "Java Developer", 3, 2000);  
 Integer developerId2 = developerRunner.addDeveloper("First", "Developer", "C++ Developer", 10, 5000);  
 Integer developerId3 = developerRunner.addDeveloper("Second", "Developer", "C# Developer", 5, 4000);  
 Integer developerId4 = developerRunner.addDeveloper("Third", "Developer", "PHP Developer", 1, 1000);  
  
 System.*out*.println("List of Developers using Entity Query:");  
 developerRunner.listDevelopers();  
  
 System.*out*.println("List of Developers using Scalar Query:");  
 developerRunner.listDevelopersScalar();  
 *sessionFactory*.close();  
 }  
  
 public Integer addDeveloper(String firstName, String lastName, String specialty, int experience, int salary) {  
 Session session = *sessionFactory*.openSession();  
 Transaction transaction = null;  
 Integer developerId = null;  
  
 transaction = session.beginTransaction();  
 Developer developer = new Developer(firstName, lastName, specialty, experience, salary);  
 developerId = (Integer) session.save(developer);  
 transaction.commit();  
 session.close();  
 return developerId;  
 }  
  
 public void listDevelopers() {  
 Session session = *sessionFactory*.openSession();  
 Transaction transaction = null;  
  
 transaction = session.beginTransaction();  
 SQLQuery sqlQuery = session.createSQLQuery("SELECT \* FROM HIBERNATE\_DEVELOPERS");  
 sqlQuery.addEntity(Developer.class);  
 List<Developer> developers = sqlQuery.list();  
  
 for (Developer developer : developers) {  
 System.*out*.println("=======================");  
 System.*out*.println(developer);  
 System.*out*.println("=======================");  
 }  
 transaction.commit();  
 session.close();  
 }  
  
 public void listDevelopersScalar() {  
 Session session = *sessionFactory*.openSession();  
 Transaction transaction = null;  
  
 transaction = session.beginTransaction();  
 SQLQuery sqlQuery = session.createSQLQuery("SELECT \* FROM HIBERNATE\_DEVELOPERS");  
 sqlQuery.setResultTransformer(Criteria.*ALIAS\_TO\_ENTITY\_MAP*);  
 List<Developer> developers = sqlQuery.list();  
 for (Object developer : developers) {  
 Map row = (Map) developer;  
 System.*out*.println("=======================");  
 System.*out*.println("id: " + row.get("id"));  
 System.*out*.println("First Name: " + row.get("FIRST\_NAME"));  
 System.*out*.println("Last Name: " + row.get("LAST\_NAME"));  
 System.*out*.println("Specialty: " + row.get("SPECIALTY"));  
 System.*out*.println("Experience: " + row.get("EXPERIENCE"));  
 System.*out*.println("Salary: " + row.get("SALARY"));  
 System.*out*.println("=======================");  
 }  
 transaction.commit();  
 session.close();  
 }  
  
 public void totalSalary() {  
 Session session = *sessionFactory*.openSession();  
 Transaction transaction = null;  
  
 transaction = session.beginTransaction();  
 Criteria criteria = session.createCriteria(Developer.class);  
 criteria.setProjection(Projections.*sum*("salary"));  
  
 List totalSalary = criteria.list();  
 System.*out*.println("Total salary of all developers: " + totalSalary.get(0));  
 transaction.commit();  
 session.close();  
 }  
  
  
}

Давайте разберем еще один пример, который есть на гугл диске. Скачайте и откройте его. Так же на диске есть скрипт создания БД, выполните его.
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Пример функционирования серверной части приложения.

Задача – реализовать часть бизнес логики приложения управления магазином автомобилей. Возможность добавлять марки машин, осуществлять поиск в системе и CRUD операции с компанией. Обеспечить наличие ролей.

Нам потребуется следующая структура:
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Начнем с конфигурации проекта.

Создайте пустой проект с помощью maven. Далее откроем pom и воспользуемся зависимостями:

Добавить в Properties

<hibernate-version>5.0.1.Final</hibernate-version>

////

<dependencies>  
 <!--driver for connection to MYSql database -->  
 <dependency>  
 <groupId>mysql</groupId>  
 <artifactId>mysql-connector-java</artifactId>  
 <version>8.0.23</version>  
 </dependency>  
  
 <!-- Hibernate -->  
 <!-- to start need only this -->  
 <dependency>  
 <groupId>org.hibernate</groupId>  
 <artifactId>hibernate-core</artifactId>  
 <version>5.4.28.Final</version>  
 </dependency>  
  
 <!-- for JPA, use hibernate-entitymanager instead of hibernate-core -->  
 <dependency>  
 <groupId>org.hibernate</groupId>  
 <artifactId>hibernate-entitymanager</artifactId>  
 <version>${hibernate-version}</version>  
 </dependency>  
</dependencies>

После чего нам необходимо создать папку ресурсов и добавить конфигурацию подключения нашей БД к проекту.

Файл hibernate.cfg.xml

<?xml version='1.0' encoding='utf-8'?>  
<!DOCTYPE hibernate-configuration PUBLIC  
 "-//Hibernate/Hibernate Configuration DTD//EN"  
 "http://www.hibernate.org/dtd/hibernate-configuration-3.0.dtd">  
  
<hibernate-configuration>  
 <session-factory>  
 <property name="hibernate.connection.driver\_class">com.mysql.jdbc.Driver</property>  
 <property name="hibernate.connection.url">jdbc:mysql://localhost:3306/carshop</property>  
 <property name="hibernate.connection.username">root</property>  
 <property name="hibernate.connection.password">root</property>  
 <property name="hibernate.connection.pool\_size">1</property>  
 <!-- Echo all executed SQL to stdout -->  
 <property name="show\_sql">true</property>  
 <!-- SQL dialect -->  
 <property name="dialect">org.hibernate.dialect.MySQLDialect</property>  
 <property name="hibernate.current\_session\_context\_class">thread</property>  
 <property name="hibernate.connection.CharSet">utf8</property>  
 <property name="hibernate.connection.characterEncoding">utf8</property>  
 <property name="hibernate.connection.useUnicode">true</property>  
 </session-factory>  
</hibernate-configuration>

Следующий файл – это класс Main

import menu.Menu;  
  
public class Main {  
 public static void main(String[] args) {  
 Menu menu = new Menu();  
 menu.IntroducingMenu();  
 }  
}

Тут мы сразу перенаправляем вызов на класс исполнителя. Методом хорошей практики считается не загружать класс Main кодом бизнес логики.

Поработаем с частью системы в пакете Menu
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Наш класс Main перенаправил нас на метод касса Menu. Этот класс будет определять наборы меню для пользователей и вызов определенных методов – это первый слой нашей архитектуры, предназначенный для описания пользовательской информации и взаимодействия. Нас в первую очередь интересует самый первый метод, который вызывается из Main, остальное чуть позже. Давайте рассмотрим что он содержит:

package menu;  
  
import authorization.LogIn;  
import authorization.SignUp;  
import entity.User;  
  
import java.util.Scanner;  
  
public class Menu {  
  
 public Menu() { }  
  
 Scanner in = new Scanner(System.*in*);  
 MenuFunctions menuFunctions = new MenuFunctions();  
  
 public void IntroducingMenu() {  
 LogIn logIn = new LogIn();  
 SignUp signUp = new SignUp();  
 String choice = "0";  
 while (Integer.*parseInt*(choice) != 3) {  
 String s = "Меню\n" +  
 "1. Войти\n" +  
 "2. Зарегистрироваться\n" +  
 "3. Выход\n" +  
 "Выбор: ";  
 System.*out*.print(s);  
 choice = in.nextLine();  
 switch (choice) {  
 case "1":  
 logIn.authorization();  
 break;  
 case "2":  
 signUp.registration();  
 break;  
 case "3":  
 System.*out*.println("До свидания!");  
 break;  
 default:  
 System.*out*.println("Проверьте корректность ввода!");  
 choice = "0";  
 break;  
 }  
 }  
 }  
  
 public void AdminMenu() {  
 String choice = "0";  
 while (Integer.*parseInt*(choice) != 4) {  
 String s = "Меню админа\n" +  
 "1. Работа с пользователями\n" +  
 "2. Работа с компаниями\n" +  
 "3. Работа с машинами\n" +  
 "4. Выход\n" +  
 "Выбор: ";  
 System.*out*.print(s);  
 choice = in.nextLine();  
 switch (choice) {  
 case "1":  
 AdminMenuWithUsers();  
 break;  
 case "2":  
 AdminMenuWithCompanies();  
 break;  
 case "3":  
 AdminMenuWithCars();  
 break;  
 case "4":  
 break;  
 default:  
 System.*out*.println("Проверьте корректность ввода!");  
 choice = "0";  
 break;  
 }  
 }  
 }  
  
 public void UserMenu(User currentUser) {  
 String choice = "0";  
 while (Integer.*parseInt*(choice) != 6) {  
 String s = "Меню пользователя\n" +  
 "1. Просмотреть все компании\n" +  
 "2. Просмотреть все модели машин\n" +  
 "3. Найти компанию по названию\n" +  
 "4. Найти модель машины по названию\n" +  
 "5. Отредактировать свой профиль\n" +  
 "6. Выход\n" +  
 "Выбор: ";  
 System.*out*.print(s);  
 choice = in.nextLine();  
 switch (choice) {  
 case "1":  
 menuFunctions.showCompanies();  
 break;  
 case "2":  
 menuFunctions.showCars();  
 break;  
 case "3":  
 menuFunctions.showOneCompany();  
 break;  
 case "4":  
 menuFunctions.findCarByName();  
 break;  
 case "5":  
 menuFunctions.updateLoginAndPassword(currentUser);  
 break;  
 case "6":  
 break;  
 default:  
 System.*out*.println("Проверьте корректность ввода!");  
 choice = "0";  
 break;  
 }  
 }  
 }  
  
 private void AdminMenuWithUsers() {  
 String choice = "0";  
 while (Integer.*parseInt*(choice) != 5) {  
 String s = "Работа с пользователями\n" +  
 "1. Добавить пользователя\n" +  
 "2. Изменить личные данные пользователя\n" +  
 "3. Удалить пользователя\n" +  
 "4. Просмотреть всех пользователей\n" +  
 "5. Выход\n" +  
 "Выбор: ";  
 System.*out*.print(s);  
 choice = in.nextLine();  
 switch (choice) {  
 case "1":  
 menuFunctions.addPerson();  
 break;  
 case "2":  
 menuFunctions.updatePerson();  
 break;  
 case "3":  
 menuFunctions.deletePerson();  
 break;  
 case "4":  
 menuFunctions.showPeople();  
 break;  
 case "5":  
 break;  
 default:  
 System.*out*.println("Проверьте корректность ввода!");  
 choice = "0";  
 break;  
 }  
 }  
 }  
  
 public void AdminMenuWithCompanies() {  
 String choice = "0";  
 while (Integer.*parseInt*(choice) != 5) {  
 String s = "Работа с компаниями\n" +  
 "1. Добавить компанию\n" +  
 "2. Изменить компанию\n" +  
 "3. Удалить компанию\n" +  
 "4. Вывести все компании\n" +  
 "5. Выход\n" +  
 "Выбор: ";  
 System.*out*.print(s);  
 choice = in.nextLine();  
 switch (choice) {  
 case "1":  
 System.*out*.println(menuFunctions.addCompany());  
 break;  
 case "2":  
 menuFunctions.updateCompany();  
 break;  
 case "3":  
 menuFunctions.deleteCompany();  
 break;  
 case "4":  
 menuFunctions.showCompanies();  
 break;  
 case "5":  
 break;  
 default:  
 System.*out*.println("Проверьте корректность ввода!");  
 choice = "0";  
 break;  
 }  
 }  
 }  
  
 public void AdminMenuWithCars() {  
 String choice = "0";  
 while (Integer.*parseInt*(choice) != 7) {  
 String s = "Работа с машинами\n" +  
 "1. Добавить машину\n" +  
 "2. Изменить машину\n" +  
 "3. Удалить машину\n" +  
 "4. Вывести все машины\n" +  
 "5. Вывести все машины одной компании\n" +  
 "6. Найти машину по названию\n" +  
 "7. Выход\n" +  
 "Выбор: ";  
 System.*out*.print(s);  
 choice = in.nextLine();  
 switch (choice) {  
 case "1":  
 menuFunctions.addCar();  
 break;  
 case "2":  
 menuFunctions.updateCar();  
 break;  
 case "3":  
 menuFunctions.deleteCar();  
 break;  
 case "4":  
 menuFunctions.showCars();  
 break;  
 case "5":  
 menuFunctions.showCarsFromOneCompany();  
 break;  
 case "6":  
 menuFunctions.findCarByName();  
 case "7":  
 break;  
 default:  
 System.*out*.println("Проверьте корректность ввода!");  
 choice = "0";  
 break;  
 }  
 }  
 }  
  
}

Как мы видим из данного класса есть 3 возможности. Получить доступ, зарегистрироваться и выйти.

При выборе пункта меню, нам потребуется вызвать методы класса Входа в систему и регистрации.

Рассмотрим эту часть:

![](data:image/png;base64,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)

Класс LogIn:

package authorization;  
  
import entity.Person;  
import entity.User;  
import menu.Menu;  
import service.PersonService;  
import service.serviceImpl.PersonServiceImpl;  
  
import java.util.List;  
import java.util.Scanner;  
  
public class LogIn {  
  
 Scanner in = new Scanner(System.*in*);  
  
 public void authorization() {  
  
 PersonService personService = new PersonServiceImpl();  
 List<Person> people = personService.showPeople();  
 System.*out*.print("Введите логин: ");  
 String login = in.nextLine();  
 System.*out*.print("Введите пароль: ");  
 String password = in.nextLine();  
 User currentUser = null;  
 for(Person p : people) {  
 if(p.getUser().getLogin().equals(login) && p.getUser().getPassword().equals(password)) {  
 currentUser = p.getUser();  
 p.setPersonId(people.size());  
 }  
 if (p.getUser().getLogin().equals(login) && !p.getUser().getPassword().equals(password)) {  
 System.*out*.println("Проверьте корректность пароля!");  
 }  
 }  
 if (currentUser != null) {  
 System.*out*.println("Авторизация пройдена успешно! Добро пожаловать " +  
 currentUser.getPerson().getSurname() + " " + currentUser.getPerson().getName());  
 Menu menu = new Menu();  
 String role = currentUser.getRole();  
 switch (role) {  
 case "Admin":  
 menu.AdminMenu();  
 break;  
 case "User":  
 menu.UserMenu(currentUser);  
 break;  
 }  
 }  
 else {  
 System.*out*.println("Такого пользователя не найдено");  
 }  
 }  
}

И класс SignUp:

package authorization;  
  
import menu.MenuFunctions;  
  
public class SignUp {  
  
 public void registration() {  
 MenuFunctions menuFunctions = new MenuFunctions();  
 menuFunctions.addPerson();  
 }  
}

Начнем с SignUp

Тут мы видим создание объекта другого класса и перенаправление к нему. Вопрос – почему нельзя это было сделать в предыдущем классе? Зачем делать промежуточный класс? Ответ – во всех языках придерживаются правил написания. Существуют правила, как официальные, так и неофициальные. Например, самый распространённый стек правил, который вы могли слышать – SOLID, который устанавливает привольность или грамотность создания кода(если говорить утрированно). Также можно привести CodConventions и т.д.

Что бы закрыть раздел с Menu добавим код для классам MenuFunctions и рассмотрим его подробнее. Опять же нас будет пока что интересовать только первый метод, но остальные методы тоже быстро пробежимся. Что бы представлять назначение класса. Более подробно их рассмотрим при соответствующих вызовах.

package menu;  
  
import entity.Car;  
import entity.Company;  
import entity.Person;  
import entity.User;  
import service.CompanyService;  
import service.PersonService;  
import service.serviceImpl.CompanyServiceImpl;  
import service.serviceImpl.PersonServiceImpl;  
//import validator.Validator;  
  
import java.util.List;  
import java.util.Scanner;  
  
public class MenuFunctions {  
  
 Scanner in = new Scanner(System.*in*);  
 PersonService personService = new PersonServiceImpl();  
 CompanyService companyService = new CompanyServiceImpl();  
  
 public MenuFunctions() { }  
  
 //---PERSON AND USER---//  
  
 public void addPerson() {  
 System.*out*.println("---Добавление пользователя---");  
 Person person = getPersonInfo();  
 if (person != null) {  
 if (personService.addPerson(person)) {  
 System.*out*.println("---Добавление выполнено!---");  
 }  
 }  
 }  
  
 private Person getPersonInfo() {  
 Person person = null;  
 System.*out*.print("Введите имя пользователя: ");  
 String name = in.nextLine();  
 System.*out*.print("Введите фамилию пользователя: ");  
 String surname = in.nextLine();  
 System.*out*.print("Введите возраст пользователя: ");  
 String age = in.nextLine();  
 System.*out*.print("Введите телефон пользователя: ");  
 String phone = in.nextLine();  
 System.*out*.print("Введите почту пользователя: ");  
 String mail = in.nextLine();  
 //if (Validator.correctPerson(name, surname, age, phone, mail)) {  
 User user = getUserInfo();  
 if (user != null) {  
 person = new Person(name, surname, Integer.*parseInt*(age), phone, mail);  
 user.setPerson(person);  
 person.setUser(user);  
 }  
 else {  
 System.*out*.println("Пароль или логин не корректны!");  
 }  
 /\* }  
 else {  
 System.out.println("Личные данные не корректны!");  
 }\*/  
 return person;  
 }  
  
 private User getUserInfo() {  
 User user = null;  
 System.*out*.print("Введите логин пользователя: ");  
 String login = in.nextLine();  
 System.*out*.print("Введите пароль пользователя: ");  
 String password = in.nextLine();  
 // if(Validator.correctUser(login, password)) {  
 if(checkUniqueLogin(login)) {  
 user = new User(login, password, "User");  
 }  
 else {  
 System.*out*.println("Такой логин уже занят!");  
 }  
 //}  
 return user;  
 }  
  
 private boolean checkUniqueLogin(String login) {  
 boolean isUnique = true;  
 for (Person p : getPeople()) {  
 if (p.getUser().getLogin().equals(login)) {  
 isUnique = false;  
 }  
 }  
 return isUnique;  
 }  
  
 public void updatePerson() {  
 System.*out*.println("---Изменение пользователя---");  
 showPeople();  
 System.*out*.print("Выберите ID пользователя для изменения: ");  
 String id = in.nextLine();  
 if (getPersonId(id)) {  
 Person person = findPersonById(Integer.*parseInt*(id));  
 if (person != null) {  
 changeDataFromPerson(person);  
 changeDataFromUser(person);  
 if (personService.updatePerson(person)) {  
 System.*out*.println("---Изменение выполнено!---");  
 }  
 }  
 }  
 }  
  
 private Person changeDataFromPerson(Person person) {  
 System.*out*.print("Введите имя пользователя: ");  
 String name = in.nextLine();  
 System.*out*.print("Введите фамилию пользователя: ");  
 String surname = in.nextLine();  
 System.*out*.print("Введите возраст пользователя: ");  
 String age = in.nextLine();  
 System.*out*.print("Введите телефон пользователя: ");  
 String phone = in.nextLine();  
 System.*out*.print("Введите почту пользователя: ");  
 String mail = in.nextLine();  
 // if (Validator.correctPerson(name, surname, age, phone, mail)) {  
 person.setName(name);  
 person.setSurname(surname);  
 person.setAge(Integer.*parseInt*(age));  
 person.setPhone(phone);  
 person.setMail(mail);  
 /\* }  
 else {  
 System.out.println("Личные данные не корректны!");  
 }\*/  
 return person;  
 }  
  
 private Person changeDataFromUser(Person person) {  
  
 System.*out*.print("Введите логин пользователя: ");  
 String login = in.nextLine();  
 System.*out*.print("Введите пароль пользователя: ");  
 String password = in.nextLine();  
 // if(Validator.correctUser(login, password)) {  
 person.getUser().setLogin(login);  
 person.getUser().setPassword(password);  
 // }  
 return person;  
 }  
  
 public void updateLoginAndPassword(User user) {  
 System.*out*.println("---Изменение логина и пароля---");  
 changeDataFromUser(user.getPerson());  
 if (personService.updatePerson(user.getPerson())) {  
 System.*out*.println("---Изменение выполнено!---");  
 }  
  
 }  
  
 public void deletePerson() {  
 System.*out*.println("---Удаление пользователя---");  
 showPeople();  
 System.*out*.print("Выберите ID пользователя для изменения: ");  
 String id = in.nextLine();  
 if (getPersonId(id)) {  
 if (personService.deletePerson(Integer.*parseInt*(id))) {  
 System.*out*.println("---Удаление выполнено!---");  
 }  
 }  
 }  
  
 private boolean getPersonId(String id) {  
 boolean isAppropriateNumber = false;  
 // if (Validator.correctId(id)) {  
 if (!(Integer.*parseInt*(id) < 0) && !(Integer.*parseInt*(id) > getPeople().size())) {  
 isAppropriateNumber = true;  
 }  
 else {  
 System.*out*.println("Такого ID нет!");  
 }  
 /\* }  
 else {  
 System.out.println("ID не корректно!");  
 }\*/  
 return isAppropriateNumber;  
 }  
  
 public void showPeople() {  
 List<Person> people = getPeople();  
 if (people.size() != 0) {  
 System.*out*.format("%10s%20s%20s%10s%20s%30s%20s", "ID |", "Имя |", "Фамилия |", "Возраст |", "Телефон |", "Почта |", "Логин |");  
 for (Person p: people) {  
 System.*out*.println(" ");  
 System.*out*.format("%10s%20s%20s%10s%20s%30s%20s", p.getPersonId() + " |", p.getName() + " |",  
 p.getSurname() + " |", p.getAge() + " |",  
 p.getPhone() + " |", p.getMail() + " |", p.getUser().getLogin() + " |");  
  
 }  
 System.*out*.println(" ");  
 }  
 else {  
 System.*out*.println("Нет пользователей!");  
 }  
 }  
  
 private List<Person> getPeople() {  
 List<Person> people = personService.showPeople();  
 return people;  
 }  
  
 private Person findPersonById(int id) {  
 Person person = personService.findPersonById(id);  
 return person;  
 }  
  
 //---COMPANY---//  
  
 public String addCompany() {  
 System.*out*.println("---Добавление компании---");  
 String result = null;  
 System.*out*.print("Введите название компании: ");  
 String name = in.nextLine();  
 System.*out*.print("Введите страну происхождения компании: ");  
 String country = in.nextLine();  
 // if (Validator.correctCompany(name, country)) {  
 Company company = new Company(name, country);  
 if (companyService.addCompany(company)) {  
 result = "---Добавление выполнено!---";  
 }  
 /\* }  
 else {  
 result = "Данные не корректны!";  
 }\*/  
 return result;  
 }  
  
 public String updateCompany() {  
 String result = null;  
 System.*out*.println("---Изменение компании---");  
 showCompanies();  
 System.*out*.print("Выберите ID компании для изменения: ");  
 String id = in.nextLine();  
 if (getCompanyId(id)) {  
 System.*out*.print("Введите название компании: ");  
 String name = in.nextLine();  
 System.*out*.print("Введите страну происхождения компании: ");  
 String country = in.nextLine();  
 // if (Validator.correctCompany(name, country)) {  
 Company company = companyService.findCompanyById(Integer.*parseInt*(id));  
 company.setCompanyName(name);  
 company.setCompanyCountry(country);  
 if (companyService.updateCompany(company)) {  
 System.*out*.println("---Изменение выполнено!---");  
 }  
 /\* }  
 else {  
 System.out.println("Данные не корректны!");  
 }\*/  
 }  
  
 return result;  
 }  
  
 public void deleteCompany() {  
 System.*out*.println("---Удаление компании---");  
 showCompanies();  
 System.*out*.print("Введите ID компании для удаления: ");  
 String id = in.nextLine();  
 if (getCompanyId(id)) {  
 if(companyService.deleteCompany(Integer.*parseInt*(id))) {  
 System.*out*.println("---Удаление выполнено!---");  
 }  
 }  
 }  
  
 private boolean getCompanyId(String id) {  
 boolean isAppropriateNumber = false;  
 // if (Validator.correctId(id)) {  
 if (!(Integer.*parseInt*(id) < 0) && !(Integer.*parseInt*(id) > getCompanies().size())) {  
 isAppropriateNumber = true;  
 }  
 else {  
 System.*out*.println("Такого ID нет!");  
 }  
 /\* }  
 else {  
 System.out.println("ID не корректно!");  
 }\*/  
 return isAppropriateNumber;  
 }  
  
 public void showCompanies() {  
 List<Company> companies = getCompanies();  
 if (companies.size() != 0) {  
 theHeaderForCompany();  
 for (Company c: companies) {  
 theTableForCompany(c);  
 }  
 System.*out*.println(" ");  
 }  
 else {  
 System.*out*.println("Нет компаний!");  
 }  
 }  
  
 private void theTableForCompany(Company c) {  
 System.*out*.println(" ");  
 System.*out*.format("%10s%20s%30s", c.getCompanyId() + " |", c.getCompanyName() + " |", c.getCompanyCountry() + " |");  
 System.*out*.println(" ");  
 }  
  
 private void theHeaderForCompany() {  
 System.*out*.format("%10s%20s%30s"," ID |", "Название |", "Страна происхождения |");  
 }  
  
 private List<Company> getCompanies() {  
 List<Company> companies = companyService.showCompanies();  
 return companies;  
 }  
  
 public void showOneCompany() {  
 Company company = findCompanyByName();  
 if (company != null) {  
 theHeaderForCompany();  
 theTableForCompany(company);  
 }  
 }  
  
 private Company findCompanyByName() {  
 System.*out*.print("Введите название компании: ");  
 String name = in.nextLine();  
 boolean isFound = false;  
 for (Company c : getCompanies()) {  
 if (c.getCompanyName().equals(name)) {  
 isFound = true;  
 }  
 }  
 Company company = null;  
 if (isFound) {  
 company = companyService.findCompanyByName(name);  
 }  
 else {  
 System.*out*.println("Такой компании не найдено!");  
 }  
 return company;  
 }  
  
 //---CAR---//  
  
 public void addCar() {  
 System.*out*.println("---Добавление машины---");  
 showCompanies();  
 System.*out*.print("Выберите ID компании для авто: ");  
 String id = in.nextLine();  
 Car car = getCarInfo();  
 if (car != null) {  
 Company company = companyService.findCompanyById(Integer.*parseInt*(id));  
 car.setCompany(company);  
 company.addCar(car);  
 if (companyService.updateCompany(company)) {  
 System.*out*.println("---Добавление выполнено!---");  
 }  
 }  
 }  
  
 private Car getCarInfo() {  
 System.*out*.print("Введите название: ");  
 String name = in.nextLine();  
 System.*out*.print("Введите год создания: ");  
 String year = in.nextLine();  
 System.*out*.print("Введите пробег: ");  
 String distance = in.nextLine();  
 System.*out*.print("Введите вид топлива: ");  
 String fuel = in.nextLine();  
 System.*out*.print("Введите расход: ");  
 String fuelConsumption = in.nextLine();  
 System.*out*.print("Введите цену: ");  
 String price = in.nextLine();  
 // if (Validator.correctCar(name, year, distance, fuel, fuelConsumption, price)) {  
 // if (Validator.correctFuel(fuel)) {  
 Car car = new Car();  
 car.setName(name);  
 car.setYear(Integer.*parseInt*(year));  
 car.setDistance(Integer.*parseInt*(distance));  
 car.setFuel(fuel);  
 car.setFuelConsumption(fuelConsumption);  
 car.setPrice(Integer.*parseInt*(price));  
 return car;  
 /\* }  
 else {  
 System.out.println("Введите топливо: Бензин или Дизель!");  
 }\*/  
 /\* }  
 else {  
 System.out.println("Данные не корректны!");  
 }\*/  
 }  
  
 public void deleteCar() {  
 System.*out*.println("---Удаление машины---");  
 showCars();  
 Company company = findCompanyByName();  
 if (company != null) {  
 System.*out*.print("Введите название машины: ");  
 String name = in.nextLine();  
 Car car = findCarInList(company, name);  
 if (car != null) {  
 company.getCars().remove(car);  
 if (companyService.updateCompany(company)) {  
 System.*out*.println("---Удаление выполнено!---");  
 }  
 }  
 }  
 }  
  
 public void updateCar() {  
 System.*out*.println("---Изменение машины---");  
 showCars();  
 Company company = findCompanyByName();  
 if (company != null) {  
 System.*out*.print("Введите название машины: ");  
 String nameForChange = in.nextLine();  
 Car car = findCarInList(company, nameForChange);  
 if (car != null) {  
 System.*out*.print("Введите название: ");  
 String name = in.nextLine();  
 System.*out*.print("Введите год создания: ");  
 String year = in.nextLine();  
 System.*out*.print("Введите пробег: ");  
 String distance = in.nextLine();  
 System.*out*.print("Введите вид топлива: ");  
 String fuel = in.nextLine();  
 System.*out*.print("Введите расход: ");  
 String fuelConsumption = in.nextLine();  
 System.*out*.print("Введите цену: ");  
 String price = in.nextLine();  
 /\* if (Validator.correctCar(name, year, distance, fuel, fuelConsumption, price)) {  
 if (Validator.correctFuel(fuel)) {\*/  
 car.setName(name);  
 car.setYear(Integer.*parseInt*(year));  
 car.setDistance(Integer.*parseInt*(distance));  
 car.setFuel(fuel);  
 car.setFuelConsumption(fuelConsumption);  
 car.setPrice(Integer.*parseInt*(price));  
 }  
 else {  
 System.*out*.println("Введите топливо: Бензин или Дизель!");  
 }  
 /\* }  
 else {  
 System.out.println("Данные не корректны!");  
 }  
 if (companyService.updateCompany(company)) {  
 System.out.println("---Изменение выполнено!---");  
 }\*/  
 // }  
 }  
 }  
  
 public void findCarByName() {  
 System.*out*.print("Введите название машины: ");  
 String name = in.nextLine();  
 Car car = null;  
 for (Company company : getCompanies()) {  
 car = findCarInList(company, name);  
 if (car != null) {  
 theHeaderForCar();  
 theTableForCar(car);  
 }  
 }  
 System.*out*.println(" ");  
 }  
  
 private Car findCarInList(Company company, String name) {  
 Car car = null;  
 if (!company.getCars().isEmpty()) {  
 for (Car c : company.getCars()) {  
 if (c.getName().equals(name)) {  
 car = c;  
 }  
 }  
 if (car == null) {  
 System.*out*.println("Такой машины не найдено в компании " + company.getCompanyName());  
 }  
  
 }  
 return car;  
 }  
  
 public void showCarsFromOneCompany() {  
 showCompanies();  
 Company company = findCompanyByName();  
 if (company != null) {  
 if (!company.getCars().isEmpty()) {  
 theHeaderForCar();  
 for (Car c : company.getCars()) {  
 theTableForCar(c);  
 }  
 System.*out*.println(" ");  
 }  
 else {  
 System.*out*.println("Компания " + company.getCompanyName() + " не имеет моделей!");  
 }  
 }  
 }  
  
 public void showCars() {  
 List<Company> companies = getCompanies();  
 if (companies.size() != 0) {  
 theHeaderForCar();  
 for (Company c: companies) {  
 List<Car> cars = c.getCars();  
 if (!cars.isEmpty()) {  
 for (Car car : cars) {  
 theTableForCar(car);  
 }  
 System.*out*.println(" ");  
 }  
  
 }  
 }  
 else {  
 System.*out*.println("Нет пользователей!");  
 }  
 }  
  
 private void theHeaderForCar() {  
 System.*out*.format("%15s%20s%10s%10s%10s%15s%10s%20s", "ID |", "Название |", "Год |", "Пробег |", "Топливо |",  
 "Расход топлива |", "Цена |", " Компания|");  
 }  
  
 private void theTableForCar(Car car) {  
 System.*out*.println(" ");  
 System.*out*.format("%15s%20s%10s%10s%10s%16s%10s%20s", car.getCarId() + " |", car.getName() + " |",  
 car.getYear() + " |", car.getDistance() + " |", car.getFuel() + " |",  
 car.getFuelConsumption() + " |", car.getPrice() + " |", car.getCompany().getCompanyName() + " |");  
 }  
}

Вернемся к классу LogIn и рассмотрим часть логики для регистрации.

Из данного класса нас направляют еще в один слой архитектуры.
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Данная часть отвечает за часть бизнес-логики выполняемой системой. В частности, мы должны обработать работу с Person. Рассмотрим PersonService.

package service;  
  
import entity.Person;  
  
import java.util.List;  
  
public interface PersonService {  
 boolean addPerson(Person person);  
 boolean updatePerson(Person person);  
 boolean deletePerson(int id);  
 List<Person> showPeople();  
 Person findPersonById(int id);  
}

Если классы Menu, LogIn и т.д. отвечают за порядок предоставления данных и связи пользовательского меню с обработкой действий системы. ТО начиная с уровня Сервисов мы описываем полноценную бизнес-логику приложения, как она работает с БД или иными источниками данных, как информацию хранит и какие действия с этой информацией может выполнить.

Наш интерфейс хранит методы, и мы их должны переопределить в PersonServiceImpl. Пока что так же мы рассматриваем часть – это первый метод.

package service.serviceImpl;  
  
import dao.PersonDao;  
import dao.daoImpl.PersonDaoImpl;  
import entity.Person;  
import exception.ShowException;  
import org.hibernate.HibernateError;  
import service.PersonService;  
  
import java.util.List;  
  
public class PersonServiceImpl implements PersonService {  
  
 PersonDao personDao = new PersonDaoImpl();  
  
 public PersonServiceImpl() {}  
  
 @Override  
 public boolean addPerson(Person person) {  
 boolean isAdded = false;  
 try {  
 if (personDao.addPerson(person))  
 isAdded = true;  
 }  
 catch (HibernateError e) {  
 ShowException.*showNotice*(e);  
 }  
 return isAdded;  
 }  
  
 @Override  
 public boolean updatePerson(Person person) {  
 boolean isUpdated = false;  
 try {  
 if (personDao.updatePerson(person))  
 isUpdated = true;  
 }  
 catch (HibernateError e) {  
 ShowException.*showNotice*(e);  
 }  
 return isUpdated;  
 }  
  
 @Override  
 public boolean deletePerson(int id) {  
 boolean isDeleted = false;  
 try {  
 if (personDao.deletePerson(id))  
 isDeleted = true;  
 }  
 catch (HibernateError e) {  
 ShowException.*showNotice*(e);  
 }  
 return isDeleted;  
 }  
  
 @Override  
 public List<Person> showPeople() {  
 List<Person> people = null;  
 try {  
 people = personDao.showPeople();  
 }  
 catch (HibernateError e) {  
 ShowException.*showNotice*(e);  
 }  
 return people;  
 }  
  
 @Override  
 public Person findPersonById(int id) {  
 Person person = null;  
 try {  
 person = personDao.findPersonById(id);  
 }  
 catch (HibernateError e) {  
 ShowException.*showNotice*(e);  
 }  
 return person;  
 }  
}

Разберем данный класс.

Из этого следует, что мы проваливаемся еще глубже в логику – в слой работы с БД или, иными словами, DAO (data access object). Теперь все более ярко становится ясным понятие Объектный язык программирования – начиная с простой инкапсуляции, POJO и уровнями архитектуры все завязано на этом представлении объектов и их трансформации.

Начнем с Entity.
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А именно с Person

package entity;  
  
import javax.persistence.\*;  
  
@Entity  
@Table(name = "people")  
public class Person {  
  
 @Id  
 @GeneratedValue (strategy = GenerationType.*IDENTITY*)  
 @Column (name = "person\_id")  
 private int personId;  
  
 @Column  
 private String surname;  
  
 @Column  
 private String name;  
  
 @Column  
 private int age;  
  
 @Column  
 private String phone;  
  
 @Column  
 private String mail;  
  
 @OneToOne(mappedBy = "person", cascade = CascadeType.*ALL*, orphanRemoval = true)  
 private User user;  
  
 public Person() {  
 }  
  
 public Person(String surname, String name, int age, String phone, String mail) {  
 this.surname = surname;  
 this.name = name;  
 this.age = age;  
 this.phone = phone;  
 this.mail = mail;  
 user = new User();  
 }  
  
 public int getPersonId() {  
 return personId;  
 }  
  
 public void setPersonId(int personId) {  
 this.personId = personId;  
 }  
  
 public String getSurname() {  
 return surname;  
 }  
  
 public void setSurname(String surname) {  
 this.surname = surname;  
 }  
  
 public String getName() {  
 return name;  
 }  
  
 public void setName(String name) {  
 this.name = name;  
 }  
  
 public int getAge() {  
 return age;  
 }  
  
 public void setAge(int age) {  
 this.age = age;  
 }  
  
 public String getPhone() {  
 return phone;  
 }  
  
 public void setPhone(String phone) {  
 this.phone = phone;  
 }  
  
 public String getMail() {  
 return mail;  
 }  
  
 public void setMail(String mail) {  
 this.mail = mail;  
 }  
  
 public User getUser() {  
 return user;  
 }  
  
 public void setUser(User user) {  
 this.user = user;  
 }  
  
 public void addUser(User newUser) {  
 newUser.setPerson(this);  
 user = newUser;  
 }  
  
 @Override  
 public String toString() {  
 return "Person{" +  
 "surname='" + surname + '\'' +  
 ", name='" + name + '\'' +  
 ", age=" + age +  
 ", phone='" + phone + '\'' +  
 ", mail='" + mail + '\'' +  
 '}';  
 }  
}

И после этого перейдем уже в DAO.
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В интерфйсе PersonDao

package dao;  
  
import entity.Person;  
import entity.User;  
  
import java.util.List;  
  
public interface PersonDao {  
 boolean addPerson(Person person);  
 boolean updatePerson(Person person);  
 boolean deletePerson(int id);  
 List<Person> showPeople();  
 Person findPersonById(int id);  
}

И реализации Impl

package dao.daoImpl;  
  
import dao.PersonDao;  
import entity.Person;  
import org.hibernate.Query;  
import org.hibernate.Session;  
import org.hibernate.Transaction;  
import sessionFactory.SessionFactoryImpl;  
  
import javax.persistence.criteria.CriteriaBuilder;  
import javax.persistence.criteria.CriteriaQuery;  
import javax.persistence.criteria.Root;  
import java.util.List;  
  
public class PersonDaoImpl implements PersonDao {  
  
 @Override  
 public boolean addPerson(Person person) {  
 boolean isAdded = false;  
 try {  
 Session session = SessionFactoryImpl.*getSessionFactory*().openSession();  
 Transaction tx = session.beginTransaction();  
 session.save(person);  
 tx.commit();  
 session.close();  
 isAdded = true;  
 }  
 catch (NoClassDefFoundError e) {  
 System.*out*.println("Exception: " + e);  
 }  
 return isAdded;  
 }  
  
 @Override  
 public boolean updatePerson(Person person) {  
 boolean isUpdated = false;  
 try {  
 Session session = SessionFactoryImpl.*getSessionFactory*().openSession();  
 Transaction tx = session.beginTransaction();  
 session.update(person);  
 tx.commit();  
 session.close();  
 isUpdated = true;  
 }  
 catch (NoClassDefFoundError e) {  
 System.*out*.println("Exception: " + e);  
 }  
 return isUpdated;  
 }  
  
 @Override  
 public boolean deletePerson(int id) {  
 boolean isDeleted = false;  
 try {  
 Session session = SessionFactoryImpl.*getSessionFactory*().openSession();  
 Person person = session.load(Person.class, id);  
 Transaction tx = session.beginTransaction();  
 session.delete(person);  
 tx.commit();  
 session.close();  
 isDeleted = true;  
 }  
 catch (NoClassDefFoundError e) {  
 System.*out*.println("Exception: " + e);  
 }  
 return isDeleted;  
 }  
  
 @Override  
 public List<Person> showPeople() {  
 List<Person> people = (List<Person>)SessionFactoryImpl.*getSessionFactory*().openSession().createQuery("FROM Person").list();  
 return people;  
 }  
  
 @Override  
 public Person findPersonById(int id) {  
 Person person = null;  
 try {  
 Session session = SessionFactoryImpl.*getSessionFactory*().openSession();  
 Transaction tx = session.beginTransaction();  
 CriteriaBuilder cb = session.getCriteriaBuilder();  
 CriteriaQuery<Person> cr = cb.createQuery(Person.class);  
 Root<Person> root = cr.from(Person.class);  
 cr.select(root).where(cb.equal(root.get("personId"), id));  
 person = session.createQuery(cr).getSingleResult();  
 tx.commit();  
 session.close();  
 }  
 catch (NoClassDefFoundError e) {  
 System.*out*.println("Exception: " + e);  
 }  
 return person;  
 }  
}

Ну и наконец крайний класс:
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package sessionFactory;  
  
  
import entity.Car;  
import entity.Company;  
import entity.Person;  
import entity.User;  
import org.hibernate.SessionFactory;  
import org.hibernate.boot.registry.StandardServiceRegistryBuilder;  
import org.hibernate.cfg.Configuration;  
//import org.hibernate.cfg.Configuration;  
  
public class SessionFactoryImpl {  
 private static SessionFactory *sessionFactory*;  
  
 private SessionFactoryImpl() {}  
  
 public static SessionFactory getSessionFactory() {  
 if (*sessionFactory* == null) {  
 try {  
 Configuration configuration = new Configuration().configure();  
 configuration.addAnnotatedClass(Company.class);  
 configuration.addAnnotatedClass(Car.class);  
 configuration.addAnnotatedClass(Person.class);  
 configuration.addAnnotatedClass(User.class);  
 StandardServiceRegistryBuilder builder = new StandardServiceRegistryBuilder().applySettings(configuration.getProperties());  
 *sessionFactory* = configuration.buildSessionFactory(builder.build());  
  
 } catch (Exception e) {  
 System.*out*.println("Исключение!" + e);  
 }  
 }  
 return *sessionFactory*;  
 }  
}

Давайте теперь добавим БД.

DROP SCHEMA IF EXISTS carshop;  
CREATE SCHEMA carshop;  
  
USE carshop;  
  
 CREATE TABLE `companies` (  
 `company\_id` int NOT NULL AUTO\_INCREMENT primary key,  
 `company\_name` varchar(45) NOT NULL,  
 `company\_country` varchar(45) NOT NULL);  
  
 CREATE TABLE `cars` (  
 `car\_id` int NOT NULL AUTO\_INCREMENT primary key,  
 `name` varchar(45) NOT NULL,  
 `year` int NOT NULL,  
 `distance` int DEFAULT NULL,  
 `fuel` varchar(45) NOT NULL DEFAULT 'Бензин',  
 `fuel\_consumption` varchar(45) NOT NULL,  
 `price` int NOT NULL,  
 `company\_id` int NOT NULL,  
 FOREIGN KEY (`company\_id`) REFERENCES companies(`company\_id`)  
 ON delete cascade  
 );  
  
CREATE TABLE `people` (  
 `person\_id` int NOT NULL primary key auto\_increment,  
 `surname` varchar(45) NOT NULL,  
 `name` varchar(45) NOT NULL,  
 `age` int NOT NULL,  
 `phone` varchar(45) NOT NULL,  
 `mail` varchar(45) NOT NULL  
);  
  
CREATE TABLE `users` (  
 `user\_id` int NOT NULL primary key auto\_increment,  
 `login` varchar(45) NOT NULL,  
 `password` varchar(45) NOT NULL,  
 `role` varchar(45) not null DEFAULT 'User',  
 `person\_id` int,  
  
 constraint `fk\_user\_person` foreign key (`person\_id`) references `people` (`person\_id`)  
 on delete cascade  
);

Рассмотрим БД и добавим Entity в проект:

Класс Car

package entity;  
  
import javax.persistence.Column;  
import javax.persistence.Entity;  
import javax.persistence.FetchType;  
import javax.persistence.GeneratedValue;  
import javax.persistence.GenerationType;  
import javax.persistence.Id;  
import javax.persistence.JoinColumn;  
import javax.persistence.ManyToOne;  
import javax.persistence.Table;  
  
@Entity  
@Table(name = "cars")  
public class Car {  
  
 @Id  
 @GeneratedValue (strategy = GenerationType.*IDENTITY*)  
 @Column(name = "car\_id")  
 private int carId;  
  
 @Column(name = "name")  
 private String name;  
  
 @Column(name = "year")  
 private int year;  
  
 @Column(name = "distance")  
 private int distance;  
  
 @Column(name = "fuel")  
 private String fuel;  
  
 @Column(name = "fuel\_consumption")  
 private String fuelConsumption;  
  
 @Column(name = "price")  
 private int price;  
  
 @ManyToOne(fetch = FetchType.*LAZY*)  
 @JoinColumn(name = "company\_id")  
 private Company company;  
  
 public Car() {  
 }  
  
 public Car(String name, int year, int distance, String fuel, String fuelConsumption, int price) {  
 this.name = name;  
 this.year = year;  
 this.distance = distance;  
 this.fuel = fuel;  
 this.fuelConsumption = fuelConsumption;  
 this.price = price;  
 }  
  
 public int getCarId() {  
 return carId;  
 }  
  
 public void setCarId(int carId) {  
 this.carId = carId;  
 }  
  
 public String getName() {  
 return name;  
 }  
  
 public void setName(String name) {  
 this.name = name;  
 }  
  
 public int getYear() {  
 return year;  
 }  
  
 public void setYear(int year) {  
 this.year = year;  
 }  
  
 public int getDistance() {  
 return distance;  
 }  
  
 public void setDistance(int distance) {  
 this.distance = distance;  
 }  
  
 public String getFuel() {  
 return fuel;  
 }  
  
 public void setFuel(String fuel) {  
 this.fuel = fuel;  
 }  
  
 public String getFuelConsumption() {  
 return fuelConsumption;  
 }  
  
 public void setFuelConsumption(String fuelConsumption) {  
 this.fuelConsumption = fuelConsumption;  
 }  
  
 public int getPrice() {  
 return price;  
 }  
  
 public void setPrice(int price) {  
 this.price = price;  
 }  
  
 public Company getCompany() {  
 return company;  
 }  
  
 public void setCompany(Company company) {  
 this.company = company;  
 }  
  
 @Override  
 public String toString() {  
 return "Car{" +  
 "carId=" + carId +  
 ", name='" + name + '\'' +  
 ", year=" + year +  
 ", distance=" + distance +  
 ", fuel='" + fuel + '\'' +  
 ", fuelConsumption='" + fuelConsumption + '\'' +  
 ", price=" + price +  
 ", company=" + company +  
 '}';  
 }  
}

Класс Company

package entity;  
  
import javax.persistence.\*;  
import java.util.ArrayList;  
import java.util.List;  
  
@Entity  
@Table (name = "companies")  
public class Company {  
  
 @Id  
 @GeneratedValue (strategy = GenerationType.*IDENTITY*)  
 @Column(name = "company\_id")  
 private int companyId;  
  
 @Column(name = "company\_name")  
 private String companyName;  
  
 @Column(name = "company\_country")  
 private String companyCountry;  
  
 @OneToMany(mappedBy = "company", cascade = CascadeType.*ALL*, orphanRemoval = true, fetch = FetchType.*EAGER*)  
 private List<Car> cars;  
  
 public Company() {  
 }  
  
 public Company(String companyName, String companyCountry) {  
 this.companyName = companyName;  
 this.companyCountry = companyCountry;  
 cars = new ArrayList<>();  
 }  
  
 public int getCompanyId() {  
 return companyId;  
 }  
  
 public void setCompanyId(int companyId) {  
 this.companyId = companyId;  
 }  
  
 public String getCompanyName() {  
 return companyName;  
 }  
  
 public void setCompanyName(String companyName) {  
 this.companyName = companyName;  
 }  
  
 public String getCompanyCountry() {  
 return companyCountry;  
 }  
  
 public void setCompanyCountry(String companyCountry) {  
 this.companyCountry = companyCountry;  
 }  
  
 public List<Car> getCars() {  
 return cars;  
 }  
  
 public void setCars(List<Car> cars) {  
 this.cars = cars;  
 }  
  
 public void addCar(Car car) {  
 car.setCompany(this);  
 this.cars.add(car);  
 }  
  
 @Override  
 public String toString() {  
 return "Company{" +  
 "companyId=" + companyId +  
 ", companyName='" + companyName + '\'' +  
 ", companyCountry='" + companyCountry + '\'' +  
 '}';  
 }  
}

Класс User

package entity;  
import javax.persistence.\*;  
  
@Entity  
@Table(name = "users")  
public class User {  
  
 @Id  
 @GeneratedValue (strategy = GenerationType.*IDENTITY*)  
 @Column(name = "user\_id")  
 private int userId;  
  
 @Column  
 private String login;  
  
 @Column  
 private String password;  
  
 @Column  
 private String role;  
  
 @OneToOne  
 @JoinColumn(name = "person\_id")  
 private Person person;  
  
 public User() {  
 }  
  
 public User(String login, String password) {  
 this.login = login;  
 this.password = password;  
 }  
  
 public User(String login, String password, String role) {  
 this.login = login;  
 this.password = password;  
 this.role = role;  
 }  
  
 public int getUserId() {  
 return userId;  
 }  
  
 public void setUserId(int userId) {  
 this.userId = userId;  
 }  
  
 public String getLogin() {  
 return login;  
 }  
  
 public void setLogin(String login) {  
 this.login = login;  
 }  
  
 public String getPassword() {  
 return password;  
 }  
  
 public void setPassword(String password) {  
 this.password = password;  
 }  
  
 public String getRole() {  
 return role;  
 }  
  
 public void setRole(String role) {  
 this.role = role;  
 }  
  
 public Person getPerson() {  
 return person;  
 }  
  
 public void setPerson(Person person) {  
 this.person = person;  
 }  
  
 @Override  
 public String toString() {  
 return "User{" +  
 "userId=" + userId +  
 ", login='" + login + '\'' +  
 ", password='" + password + '\'' +  
 ", role=" + role +  
 '}';  
 }  
}

Создадим оставшиеся интрфейсы:

CompanyService

package service;  
  
import entity.Company;  
import java.util.List;  
  
public interface CompanyService {  
 boolean addCompany(Company company);  
 boolean updateCompany(Company company);  
 boolean deleteCompany(int id);  
 List<Company> showCompanies();  
 Company findCompanyById(int id);  
 Company findCompanyByName(String name);  
}

CompanyDao

package dao;  
  
import entity.Company;  
  
import java.util.List;  
  
public interface CompanyDao {  
 boolean addCompany(Company company);  
 boolean updateCompany(Company company);  
 boolean deleteCompany(int id);  
 List<Company> showCompanies();  
 Company findCompanyById(int id);  
 Company findCompanyByName(String name);  
}

ServiceCompanyImpl

package service.serviceImpl;  
  
import dao.CompanyDao;  
import dao.daoImpl.CompanyDaoImpl;  
import entity.Company;  
import exception.ShowException;  
import org.hibernate.HibernateError;  
import service.CompanyService;  
  
import java.util.List;  
  
public class CompanyServiceImpl implements CompanyService {  
  
 CompanyDao companyDao = new CompanyDaoImpl();  
  
 public CompanyServiceImpl() {}  
  
 @Override  
 public boolean addCompany(Company company) {  
 boolean isAdded = false;  
 try {  
 companyDao.addCompany(company);  
 isAdded = true;  
 }  
 catch (HibernateError e) {  
 ShowException.*showNotice*(e);  
 }  
 return isAdded;  
 }  
  
 @Override  
 public boolean updateCompany(Company company) {  
 boolean isUpdated = false;  
 System.*out*.println("Это ДЗ");  
 return isUpdated;  
 }  
  
 @Override  
 public boolean deleteCompany(int id) {  
 System.*out*.println("Это ДЗ");  
 // return isDeleted;  
 return false;  
 }  
  
 @Override  
 public List<Company> showCompanies() {  
 System.*out*.println("Это ДЗ");  
 // return companies;  
 return null;  
 }  
  
 @Override  
 public Company findCompanyById(int id) {  
 System.*out*.println("Это ДЗ");  
 //return company;  
 return null;  
 }  
  
 @Override  
 public Company findCompanyByName(String name) {  
 System.*out*.println("Это ДЗ");  
 // return company;  
 return null;  
 }  
}

CompanyDaoImpl

package dao.daoImpl;  
  
import dao.CompanyDao;  
import entity.Company;  
import org.hibernate.Session;  
import org.hibernate.Transaction;  
import sessionFactory.SessionFactoryImpl;  
import javax.persistence.criteria.CriteriaBuilder;  
import javax.persistence.criteria.CriteriaQuery;  
import javax.persistence.criteria.Root;  
import java.util.List;  
  
public class CompanyDaoImpl implements CompanyDao {  
  
 public CompanyDaoImpl() {  
 }  
  
 @Override  
 public boolean addCompany(Company company) {  
 boolean isAdded = false;  
 try {  
 Session session = SessionFactoryImpl.*getSessionFactory*().openSession();  
 Transaction tx = session.beginTransaction();  
 session.save(company);  
 tx.commit();  
 session.close();  
 isAdded = true;  
 }  
 catch (NoClassDefFoundError e) {  
 System.*out*.println("Exception: " + e);  
 }  
 return isAdded;  
 }  
  
 @Override  
 public boolean updateCompany(Company company) {  
 boolean isUpdated = false;  
 try {  
 // Тут нужно обновление  
 isUpdated = true;  
 }  
 catch (NoClassDefFoundError e) {  
 System.*out*.println("Exception: " + e);  
 }  
 return isUpdated;  
 }  
  
 @Override  
 public boolean deleteCompany(int id) {  
 boolean isDeleted = false;  
 try {  
 // Тут нужно удаление  
 isDeleted = true;  
 }  
 catch (NoClassDefFoundError e) {  
 System.*out*.println("Exception: " + e);  
 }  
 return isDeleted;  
 }  
  
 @Override  
 public Company findCompanyById(int id) {  
 Company company = null;  
 try {  
 //Тут нужен поиск  
 }  
 catch (NoClassDefFoundError e) {  
 System.*out*.println("Exception: " + e);  
 }  
 return company;  
 }  
  
 @Override  
 public Company findCompanyByName(String name) {  
 Company company = null;  
 try {  
 // Тут нужен поиск по имени  
 }  
 catch (NoClassDefFoundError e) {  
 System.*out*.println("Exception: " + e);  
 }  
 return company;  
 }  
  
 @Override  
 public List<Company> showCompanies() {  
 List<Company> companies = (List<Company>)SessionFactoryImpl.*getSessionFactory*().openSession().createQuery("From Com1pany").list();  
 return companies;  
 }  
}

Дополним наш пример JDK 11

Создайте класс Validator

package validator;  
  
import java.util.regex.Pattern;  
  
public class Validator {  
  
 private static final Pattern *STRING\_PATTERN* = Pattern.*compile*("^[\\p{L}]+$");  
 private static final Pattern *NUMBER\_PATTERN* = Pattern.*compile*("\\d+");  
 private static final Pattern *FUEL\_CONSUMPTION\_PATTERN* = Pattern.*compile*("\\-?\\d+(\\.\\d{0,})?");  
  
 public static boolean correctCompany(String name, String country) {  
 boolean isCorrect = true;  
 if (name.isBlank() || country.isBlank() || !*STRING\_PATTERN*.matcher(country).matches()) {  
 isCorrect = false;  
 }  
 return isCorrect;  
 }  
  
 public static boolean correctPerson(String name, String surname, String age, String phone, String mail) {  
 boolean isCorrect = true;  
 if (name.isBlank() || surname.isBlank() || age.isBlank() || !*NUMBER\_PATTERN*.matcher(age).matches() ||  
 phone.isBlank() || mail.isBlank()) {  
 isCorrect = false;  
 }  
 return isCorrect;  
 }  
  
 public static boolean correctUser(String login, String password) {  
 boolean isCorrect = true;  
 if (login.isBlank() || password.isBlank()) {  
 isCorrect = false;  
 }  
 return isCorrect;  
 }  
  
 public static boolean correctRole(String role) {  
 boolean isCorrect = true;  
 if (!role.equals("User") || !role.equals("Admin")) {  
 isCorrect = false;  
 }  
 return isCorrect;  
 }  
  
 public static boolean correctId(String id) {  
 boolean isCorrect = true;  
 if (id.isBlank() || !*NUMBER\_PATTERN*.matcher(id).matches()) {  
 isCorrect = false;  
 }  
 return isCorrect;  
 }  
  
 public static boolean correctCar(String name, String year, String distance,  
 String fuel, String fuelConsumption, String price) {  
 boolean isCorrect = true;  
 if (name.isBlank() || year.isBlank() || !*NUMBER\_PATTERN*.matcher(year).matches() || distance.isBlank() ||  
 !*NUMBER\_PATTERN*.matcher(distance).matches() || fuel.isBlank() || fuelConsumption.isBlank() ||  
 !*FUEL\_CONSUMPTION\_PATTERN*.matcher(fuelConsumption).matches() || price.isBlank() ||  
 !*NUMBER\_PATTERN*.matcher(price).matches()) {  
 isCorrect = false;  
 }  
 return isCorrect;  
 }  
  
 public static boolean correctFuel(String fuel) {  
 boolean isCorrect = false;  
 if (fuel.equals("Бензин") || fuel.equals("Дизель")) {  
 isCorrect = true;  
 }  
 return isCorrect;  
 }  
}