RC4 is a broken algorithm and recommendation is to not use the same anymore if the data is to be kept highly secure.

If you still need a working implementation, you don't need to recreate the algorithm in your code. Java API javax.crypto can do it for you. Just generate a key and call the init method with mode set to encryption/decryption.

static String decryptRC4() throws NoSuchAlgorithmException, NoSuchPaddingException, InvalidKeyException, IllegalBlockSizeException, BadPaddingException, InvalidAlgorithmParameterException{

byte[] testDataBytes = "testString".getBytes();

KeyGenerator rc4KeyGenerator = KeyGenerator.getInstance("RC4");

SecretKey key = rc4KeyGenerator.generateKey();

// Create Cipher instance and initialize it to encrytion mode

Cipher cipher = Cipher.getInstance("RC4"); // Transformation of the algorithm

cipher.init(Cipher.ENCRYPT\_MODE, key);

byte[] cipherBytes = cipher.doFinal(testDataBytes);

// Reinitialize the Cipher to decryption mode

cipher.init(Cipher.DECRYPT\_MODE,key, cipher.getParameters());

byte[] testDataBytesDecrypted = cipher.doFinal(cipherBytes);

System.out.println("Decrypted Data : "+new String(testDataBytesDecrypted));

return new String(testDataBytesDecrypted);

}

Output:

[![enter image description here](data:image/png;base64,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)](https://i.stack.imgur.com/H40qE.png)

If you need to send the encrypted data as part of a url then use Base64Encoding and then send.

e.g.

static String decryptRC4() throws NoSuchAlgorithmException, NoSuchPaddingException, InvalidKeyException, IllegalBlockSizeException, BadPaddingException, InvalidAlgorithmParameterException{

byte[] plainBytes = "testString".getBytes();

KeyGenerator rc4KeyGenerator = KeyGenerator.getInstance("RC4");

SecretKey key = rc4KeyGenerator.generateKey();

// Create Cipher instance and initialize it to encrytion mode

Cipher cipher = Cipher.getInstance("RC4"); // Transformation of the algorithm

cipher.init(Cipher.ENCRYPT\_MODE, key);

byte[] cipherBytes = cipher.doFinal(plainBytes);

String encoded = encodeBase64(cipherBytes);

String decoded = decodeBase64(encoded);

// Reinitialize the Cipher to decryption mode

cipher.init(Cipher.DECRYPT\_MODE,key, cipher.getParameters());

byte[] plainBytesDecrypted = cipher.doFinal(Hex.decode(decoded));

System.out.println("Decrypted Data : "+new String(plainBytesDecrypted));

return new String(plainBytesDecrypted);

}

static String decodeBase64(String encodedData){

byte[] b = Base64.getDecoder().decode(encodedData);

String decodedData = DatatypeConverter.printHexBinary(b);

return decodedData;

}

static String encodeBase64(byte[] data){

byte[] b = Base64.getEncoder().encode(data);

String encodedData = new String(b);

/\*String encodedData = DatatypeConverter.printHexBinary(b);\*/

return encodedData;

}

**Tip:** Use Hex.decode as shown above to get bytes from the base64 decoded string or else you will get encoding issues. As much as possible do the conversions using Hex and convert to bytes array using bouncycastle methods.

Imports needed:

import java.io.IOException;

import java.security.InvalidAlgorithmParameterException;

import java.security.InvalidKeyException;

import java.security.MessageDigest;

import java.security.NoSuchAlgorithmException;

import java.util.Base64;

import javax.crypto.BadPaddingException;

import javax.crypto.Cipher;

import javax.crypto.IllegalBlockSizeException;

import javax.crypto.KeyGenerator;

import javax.crypto.NoSuchPaddingException;

import javax.crypto.SecretKey;

import javax.xml.bind.DatatypeConverter;

import org.apache.commons.codec.DecoderException;

import org.bouncycastle.util.encoders.Hex;

Also if you are generating a key from your own string you can use MD5Hashing for the same.

Please refer this for help on how to create a key using custom String: <https://stackoverflow.com/a/52463858/5912424>