**Starvation and Livelock**

Starvation and livelock are much less common a problem than deadlock, but are still problems that every designer of concurrent software is likely to encounter.

**Starvation**

*Starvation* describes a situation where a thread is unable to gain regular access to shared resources and is unable to make progress. This happens when shared resources are made unavailable for long periods by "greedy" threads. For example, suppose an object provides a synchronized method that often takes a long time to return. If one thread invokes this method frequently, other threads that also need frequent synchronized access to the same object will often be blocked.

**Livelock**

A thread often acts in response to the action of another thread. If the other thread's action is also a response to the action of another thread, then *livelock* may result. As with deadlock, livelocked threads are unable to make further progress. However, the threads are not blocked — they are simply too busy responding to each other to resume work. This is comparable to two people attempting to pass each other in a corridor: Alphonse moves to his left to let Gaston pass, while Gaston moves to his right to let Alphonse pass. Seeing that they are still blocking each other, Alphone moves to his right, while Gaston moves to his left. They're still blocking each other, so...
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In [computer science](https://en.wikipedia.org/wiki/Computer_science), **resource starvation** is a problem encountered in [concurrent computing](https://en.wikipedia.org/wiki/Concurrent_computing) where a [process](https://en.wikipedia.org/wiki/Computer_process) is perpetually denied necessary [resources](https://en.wikipedia.org/wiki/Resource_(computer_science)) to process its work.[[1]](https://en.wikipedia.org/wiki/Starvation_(computer_science)#cite_note-1) Starvation may be caused by errors in a scheduling or [mutual exclusion](https://en.wikipedia.org/wiki/Mutual_exclusion) algorithm, but can also be caused by [resource leaks](https://en.wikipedia.org/wiki/Resource_leak), and can be intentionally caused via a [denial-of-service attack](https://en.wikipedia.org/wiki/Denial-of-service_attack) such as a [fork bomb](https://en.wikipedia.org/wiki/Fork_bomb).

When starvation is impossible in a [concurrent algorithm](https://en.wikipedia.org/wiki/Concurrent_algorithm), the algorithm is called **starvation-free**, **lockout-freed**[[2]](https://en.wikipedia.org/wiki/Starvation_(computer_science)#cite_note-2) or said to have **finite bypass**.[[3]](https://en.wikipedia.org/wiki/Starvation_(computer_science)#cite_note-raynal-3) This property is an instance of [liveness](https://en.wikipedia.org/wiki/Liveness), and is one of the two requirements for any mutual exclusion algorithm; the other being [correctness](https://en.wikipedia.org/wiki/Correctness_(computer_science)). The name "finite bypass" means that any process (concurrent part) of the algorithm is bypassed at most a finite number times before being allowed access to the [shared resource](https://en.wikipedia.org/wiki/Shared_resource).[[3]](https://en.wikipedia.org/wiki/Starvation_(computer_science)#cite_note-raynal-3)

Scheduling[[edit](https://en.wikipedia.org/w/index.php?title=Starvation_(computer_science)&action=edit&section=1)]

Starvation is usually caused by an overly simplistic [scheduling algorithm](https://en.wikipedia.org/wiki/Scheduling_algorithm). For example, if a (poorly designed) multi-tasking system always switches between the first two tasks while a third never gets to run, then the third task is being starved of [CPU time](https://en.wikipedia.org/wiki/CPU_time). The scheduling algorithm, which is part of the [kernel](https://en.wikipedia.org/wiki/Kernel_(computer_science)), is supposed to allocate resources equitably; that is, the algorithm should allocate resources so that no process perpetually lacks necessary resources.

Many operating system schedulers employ the concept of process priority. A high priority process A will run before a low priority process B. If the high priority process (process A) blocks and never yields, the low priority process (B) will (in some systems) never be scheduled—it will experience starvation. If there is an even higher priority process X, which is dependent on a result from process B, then process X might never finish, even though it is the most important process in the system. This condition is called a [priority inversion](https://en.wikipedia.org/wiki/Priority_inversion). Modern scheduling algorithms normally contain code to guarantee that all processes will receive a minimum amount of each important resource (most often CPU time) in order to prevent any process from being subjected to starvation.

In computer networks, especially wireless networks, [scheduling algorithms](https://en.wikipedia.org/wiki/Scheduling_algorithm) may suffer from scheduling starvation. An example is [maximum throughput scheduling](https://en.wikipedia.org/wiki/Maximum_throughput_scheduling).

Starvation is normally caused by [deadlock](https://en.wikipedia.org/wiki/Deadlock) in that it causes a process to freeze. Two or more processes become deadlocked when each of them is doing nothing while waiting for a resource occupied by another program in the same set. On the other hand, a process is in starvation when it is waiting for a resource that is continuously given to other processes. Starvation-freedom is a stronger guarantee than the absence of deadlock: a mutual exclusion algorithm that must choose to allow one of two processes into a [critical section](https://en.wikipedia.org/wiki/Critical_section) and picks one arbitrarily is deadlock-free, but not starvation-free.[[3]](https://en.wikipedia.org/wiki/Starvation_(computer_science)#cite_note-raynal-3)

A possible solution to starvation is to use a scheduling algorithm with priority queue that also uses the [aging](https://en.wikipedia.org/wiki/Aging_(scheduling)) technique. Aging is a technique of gradually increasing the priority of processes that wait in the system for a long time.[[4]](https://en.wikipedia.org/wiki/Starvation_(computer_science)#cite_note-4)

See also[[edit](https://en.wikipedia.org/w/index.php?title=Starvation_(computer_science)&action=edit&section=2)]

* [Dining philosophers problem](https://en.wikipedia.org/wiki/Dining_philosophers_problem)
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### Thread Starvation in Java Multi-Threading

In any multi-threaded application, where you have multiple [threads](https://www.netjstech.com/2015/06/lifecycle-of-thread-thread-states-in-java-multithreading.html) vying for the access over the shared resources you may come across a situation where a thread (or a bunch of threads) is unable to gain regular access to shared resources and is unable to make progress. This situation is known as **thread starvation**.

Thread starvation in multi-threading may happen because other “greedy” threads are gaining the lock and access to the shared resource, resulting in a thread (or a bunch of threads) getting starved of access to shared resources and CPU time.

### Thread starvation in Java

Some of the reasons why thread starvation may happen in Java-

* If there is an object providing a [synchronized method](https://www.netjstech.com/2015/06/synchronization-in-java-multithreading-synchronizing-thread.html%20target=) that requires a lots of processing time. If there is a thread invoking this method quite frequently, other threads that also need to access the synchronized method will be blocked.
* If there are some higher [priority threads](https://www.netjstech.com/2015/06/thread-priorities-java-multithreading.html) those threads will get executed first rather than the threads having lower priority.
* If you are using [wait-notify signalling](https://www.netjstech.com/2015/07/inter-thread-communiction-wait-notify-java-multi-thread.html), then theoretically a thread that is waiting to get access to a shared resource may wait indefinitely if always some other thread is notified and get access to the shared resource.

### Thread starvation scenario - Java Example

Let’s see an example in Java where thread starvation scenario is shown.

Here we have a class called **ThreadStarveDemo** which has a synchronized method **displayValues()**. Three [threads are created](https://www.netjstech.com/2015/06/creating-thread-in-java.html) which will share an object of class **ThreadStarveDemo**. There are two classes **Display** and **Display1**.

Two thread objects are created of type Display and one thread object of type Display1 is created. While the two thread objects of type Display are given the maximum priority the thread object of type Display1 is given the minimum priority.

In displayValues() method, [sleep method](https://www.netjstech.com/2015/07/difference-between-sleep-and-wait-java-threading.html) of thread class is used to simulate some delay (processing time) and it is called thrice from maximum priority threads to have a scenario that the method is invoked frequently from thread.

class Display implements Runnable{

private ThreadStarveDemo td;

Display(ThreadStarveDemo td){

this.td = td;

}

@Override

public void run() {

td.displayValues();

System.out.println("Calling again");

td.displayValues();

System.out.println("Calling again");

td.displayValues();

//System.out.println("Calling again");

}

}

/\*\*

\*

\*/

class Display1 implements Runnable{

private ThreadStarveDemo td;

Display1(ThreadStarveDemo td){

this.td = td;

}

@Override

public void run() {

try {

// introducing some delay

Thread.sleep(5000);

} catch (InterruptedException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

td.displayValues();

//System.out.println("Calling again");

}

}

public class ThreadStarveDemo {

synchronized void displayValues(){

System.out.println("In ThreadStarveDemo For thread " +

Thread.currentThread().getName());

try {

Thread.sleep(1000);

} catch (InterruptedException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

System.out.println("For thread " + Thread.currentThread().getName());

for(int i = 0; i < 3; i++){

System.out.println("Value of i " + i);

}

}

public static void main(String[] args) {

ThreadStarveDemo td1 = new ThreadStarveDemo();

// Creating 3 threads

Thread thread0 = new Thread(new Display1(td1));

Thread thread1 = new Thread(new Display(td1));

Thread thread2 = new Thread(new Display(td1));

// Setting priorities

thread1.setPriority(Thread.MAX\_PRIORITY);

thread2.setPriority(Thread.MAX\_PRIORITY);

thread0.setPriority(Thread.MIN\_PRIORITY);

thread0.start();

thread1.start();

thread2.start();

}

}

**Output**

In ThreadStarveDemo For thread Thread-2

For thread Thread-2

Value of i 0

Value of i 1

Value of i 2

In ThreadStarveDemo For thread Thread-1

Calling again

For thread Thread-1

Value of i 0

Value of i 1

Value of i 2

Calling again

In ThreadStarveDemo For thread Thread-2

For thread Thread-2

Value of i 0

Value of i 1

Value of i 2

Calling again

In ThreadStarveDemo For thread Thread-1

For thread Thread-1

Value of i 0

Value of i 1

Value of i 2

Calling again

In ThreadStarveDemo For thread Thread-2

For thread Thread-2

Value of i 0

Value of i 1

Value of i 2

In ThreadStarveDemo For thread Thread-0

For thread Thread-0

Value of i 0

Value of i 1

Value of i 2

In ThreadStarveDemo For thread Thread-1

For thread Thread-1

Value of i 0

Value of i 1

Value of i 2

Here it can be seen that Thread-0 has to invoke displayValues() method only once but that invocation is delayed by the threads of maximum priority.

Think of same scenario in a multi-threaded application having lots of threads and a synchronized method called from various points in the application. There is a very good chance that thread starvation may happen.

That's all for this topic **Thread Starvation in Java Multi-Threading**. If you have any doubt or any suggestions to make please drop a comment. Thanks!
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