**What Is An Interface In Java**

***An interface in Java is defined as an abstract type that specifies class behavior.*** An interface is a kind of a protocol that sets up rules regarding how a particular class should behave.

An interface in Java can contain abstract methods and static constants. By default, all the methods in the interface are public and abstract.

**A simple example of an interface in Java is given below.**

interface shape{

public static final String color = “Red”;

public void calculateArea();

}

The above example defines an interface ‘shape’ which has a static variable and an abstract method ‘calculateArea ()’.

An interface is an entity that has only abstract methods as its body. It can also have static final variables in it.

So just like class, an interface can also have methods and variables but note that the methods are abstract (without implementation) and variables are static.

**Enlisted below are some properties that should be kept in mind related to Interfaces:**

* Interfaces are blueprints for a class. They tell the class what to do through their methods.
* An interface specifies abstract methods and classes implementing that interface should also implement those methods.
* If a class implementing the interface does not define all the methods of the interface, then that class becomes an abstract class.

**The general syntax of the interface declaration is given below.**

interface <interface\_name>{

//constant or static fields declaration

//abstract method declaration

//default declarations

}

As shown in the above declaration, we use a Java keyword “interface” which indicates that we are declaring an interface now.

An ‘interface’ keyword is followed by the interface\_name and then the opening curly braces. Then we have various declarations of abstract methods, static fields declaration, etc. Finally, we close the curly braces.

**For example, if we want to declare an interface ‘TestInterface’ with two methods in it i.e. method\_one and method\_two then the declaration of TestInterface will be as below:**

interface TestInterface{

           void method\_one();

           void method\_two();

}

**Uses of the Interface In Java**

* Interfaces in Java provide 100% abstraction as they can have only abstract methods.
* Using interfaces, we can achieve multiple inheritances in Java which is not possible using classes.
* To achieve loose coupling, an interface can be used.

**How To Implement An Interface In Java**

Once the interface is declared, we can use it in a class **using the “implements” keyword** in the class declaration.

**This ‘implements’ keyword appears after the class name as shown below:**

class <class\_name> implements <interface\_name>{

//class body

}

Implementing an interface is the same as signing a contract. Hence a class implementing an interface means that it has signed a contract and has agreed to implement the abstract methods of the interface or in other words perform the behavior specified by the interface.

If the class implementing the interface does not implement the exact behavior specified in the interface then the class needs to be declared as abstract.

Interface Implementation Example

**Given below is a simple example of an interface in Java.**

|  |
| --- |
| //interface declaration  **interface** Polygon\_Shape {  **void** calculateArea(**int** length, **int** breadth);  }    //implement the interface  **class** Rectangle **implements** Polygon\_Shape {      //implement the interface method  **public** **void** calculateArea(**int** length, **int** breadth) {          System.out.println("The area of the rectangle is " + (length \* breadth));      }  }    **class** Main {  **public** **static** **void** main(String[] args) {          Rectangle rect = **new** Rectangle();       //declare a class object          rect.calculateArea(10, 20);             //call the method      }  } |

**Output:**

[![Area of rectangle example output](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAR4AAAAfCAMAAAAGPFL1AAAAqFBMVEUAAAAPDw////+2ZgA6kNsAOpAAZrbbkDo6AACQOgDb///b25AAADr/tmZmtttmAADbtmaQ29sAOma2tmb/27aQ27bbtpBmtv///9uQttv//7Y6ZrYAAGa2kDpmOgCQtv+2Zjrb2///29u225CQtpA6ZpAAOjq2//+22/+Q2//b27bbkGaQZjo6kLYAZpA6OgC2/9u229tmkNtmkLb/25C2kJDbttu2ttudIKYWAAACVUlEQVRo3u2XiU7jQAyGZ520SZqDXpAsPViWXXa5b3j/N8MzwXKTaYwiFYSQfyl1FY/t6Rd7lJofKkGKR/Eong+SeTOqrVI8/fCEEJjd6WoEFef7iCKsIUDULyL7CXAQu9hjWLH18WByqyox4Q53vrxNTEP7e870LMKhssIuPOV2R3GB1xi/DPDjKiG7FU9k9zzZLZ5Bar4EHkHLExvo0JCV8TyNYL6Hy0au81jXx1Ct0JYQFdhmtIIdXtOWgMob7Q9uAjqKcHJ2ZAXA/C6hUKqGueb/XYopmgfIGQ+FNqaOtvWctkfS0igS9yjJ+nj4kYaHa3MfmexPjKVnhnV6Y8xR4MqN0Ucr2EHKJgk6TuKO7hGKUHJ2uAGY3iYUytWG1SXycMVOz3LuHj8ncQsvYrNI2/0d98RjS+f2GaAONzp6Ye84PK4YryAHCduTS/p4hCKUnB1LpMyhvA0XjlddbMh4vJzkcH0G52uzqYWj0x+P/8umNnO5iSdtOfrjIb+HhxweHqom4EmFQylbPDbuj2PaDiZi+z4eM/nlt+HfEeOhFeRoDpe7628VPbjUK+LhYUdph+suoFCqRni84fJyNhyN4cqK1dvRPJjZx0l2K54QUIE1wRAgdwfZ71nMKwuAgyMIlv/qhYZWkKPjaI4aPx5P5EvTXYSSswO/YAiHUjUbjldUH805Ljyrh6qdkx37L5hqbVrFHuuJrVZkv99bs+0klv6p6H7tUzwkHpExj5LiEaR4RCkeUYpHlOIRpXhEKR5RikeU4hGleEQpHlGKR5Ti+VS9AgFYLqqeFYVHAAAAAElFTkSuQmCC)](https://www.softwaretestinghelp.com/wp-content/qa/uploads/2020/08/Java-interface-implementation-example.png)

The above program demonstrates the simple example of interfaces in Java. Here, we declare an interface named Polygon\_Shape and then the class Rectangle implements it.

**Interface Naming Convention In Java**

Java naming conventions are the naming guidelines that we have to follow as programmers so that we can produce readable consistent code. Java uses “TitleCase” notations for the naming classes and interfaces. It uses “CamelCase” notations for variables, methods, etc.

As far as interface is concerned, the interface name is in the titlecase with the first letter of every word of the interface name capitalized. Interface names are selected such that they are usually adjectives. But when interfaces represent the family of classes like map or list, then they can be named after nouns.

**Some examples of valid interface names are given below:**

public interface Iterable {}

public interface List {}

public interface Serializable {}

public interface Clonable {}

public interface Runnable {}

**Interface Constructor**

***The next question is whether an interface has a constructor?***

We know that we need objects to invoke methods. To create objects we need constructors. But in the case of Interfaces in Java, the methods are not implemented.

The methods of interfaces are all abstract. Hence there is no use in calling these methods from the interface. Secondly, as interfaces are by default abstract, we cannot create objects of the interface. **Thus we do not need constructors for Interface.**

**Interface Methods**

In this section, we will discuss how to declare interface methods. By rule, an interface can have only public methods or by default, interface methods are public. No other access modifier is allowed to be used inside the interface.

So whether we explicitly declare it or not, every method in the interface is by default abstract with public visibility.

Hence if void printMethod() is the prototype that we intend to declare in an interface, then the following declarations are the same.

void printMethod();

public void printMethod();

abstract void printMethod ();

public abstract void printMethod ();

**Note that we cannot use the following modifiers inside the interface for the interface methods.**

* final
* static
* Private
* protected
* synchronized
* native
* strictfp

**Now let’s implement a Java program to demonstrate the interface method visibility.**

|  |
| --- |
| //declare an interface  **interface** TestInterface  {  **void** printMethod(); //default visibility is public.  }  //interface implementation  **class** TestClass **implements** TestInterface  {      //if the access modifier is changed to any other, compiler generates error  **public** **void** printMethod()      {          System.out.println("TestClass::printMethod()");      }  }    **class** Main  {  **public** **static** **void** main(String[] args)      {          TestClass tc = **new** TestClass();     //create an object          tc.printMethod();                   //call concrete method      }  } |

**Output:**

[![TestClass printMethod](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANMAAAAYCAMAAABX9jicAAAAt1BMVEUAAAAPDw////8AZra2ZgA6kNsAOpDbkDqQOgDb//9mAAA6AAAAADqQ29uQ27bb25D/27b/25Bmttv/tmaQ2/8AAGb//9v//7Y6ZrZmOgBmtv8AOma22/+QttvbtpDbtma225C2ZjqQZjq2/9vb27Y6ZpC2tmbbkGa2////29vbttu2tttmkNsAOjo6OgCQtv+227aQtpCjZmbb2/+2/7bbtraQtraQkLa2kJC2ZpAAZpC2kDpmOjoz242lAAACLklEQVRYw+2WiXKbMBCGt4oAESAcxvhM7Lpt4rR20qZXrvd/rvziWE0MgzOTODNh2BkjgX5295NWMvSpe9ZZJuqY9UxER0I49N5mCUk1G67jvPUDhasdejtMyBSWKarbyXHxZiLE2UbqAG/ANHUaYvipTsB243p0S1ID1LKY5UI/lbtMjn4taGH690i0Td+IqTkGcOA6ydTLmRiG0epMcIvl8Ij8UyG+h9UCOmQvSj0z3f8W2QOx0nTgI/LItGn23xWRQnDhJKiFqn7RRHMRHXMMsv8uafjnlLMwI9atC2UZRI/M5iK7WeZkXxRxa5jMVPi/tP4cdxcejUOeKUDvMm2viK4lK7lTY6L07Ip8uEGKC8/4wH220j2zTotEWU6iOAuzTqMJbZxy78yW3vDnhPxpnDsZFRJKZTMTJggGFeZBfJ20MY21VBIruVOzQBXu2QkzDYqfYTq6CFSiOAvDJHNlWS6Jyj3ZIddcGxNkbP44ZiYe4HxmOv2pZCV3XsXkzwfI2ATbz7R/nSj4TFS147DM6JsrKYGXbWDOCJyd+rlRmo7tjjwyram9ZiaOwRlXWfAIM6H2dGiuvdb9ZAmYLPbg5blHJz+EiCZ5YOzOFdqNKy5XOG+rstBn+7WQrORObT8FN3N9RgzXRQz2gRNggJ9TxoAeD3HJVJVFNYLspFY/PyPu1nHLuXdYw9we0vj/qUNM1PwdcVBDpcW03/pv2J6pA9YzfQzrmT6GdZDpCUhmKWkmYR4vAAAAAElFTkSuQmCC)](https://www.softwaretestinghelp.com/wp-content/qa/uploads/2020/08/TestClass-printMethod.png)

As already mentioned, by default, the interface methods are public. Hence when we do not specify any access modifier for the interface method, then it is public as in the above program.

**Suppose we change the interface method declaration in the above program as follows:**

*private void printMethod();*

Then this means that we specified the interface method printMethod () as private. When we compile the program, we get the following compiler error.

*error: modifier private not allowed here*

*private void printMethod();*

The second case we can test is by changing the modifier of the implemented method in the class TestClass from public to private. Now the default modifier in the class is private. So we just remove the public keyword from the method prototype in the class as follows:

void printMethod()

{

System.out.println("TestClass::printMethod()");

}

**Now if we compile the program, then we get the following error.**

*error: printMethod() in TestClass cannot implement printMethod() in TestInterface*  
*void printMethod()*  
*^*  
*attempting to assign weaker access privileges; was public*

Hence the point to be noted here is that we cannot change the access modifier of the implemented method of the interface to any other access modifier. As the interface methods are by default public, when they are implemented by classes that implement interfaces, these methods should also be public.

**Interface Fields In Java**

The fields or variables declared in an interface are by default public, static, and final. This means that once declared their value cannot be changed.

Note that if the interface fields are defined without specifying any of these modifiers then Java compilers assume these modifiers. **For example,** if we do not specify a public modifier when declaring the field in the interface, then it is assumed by default.

When an interface is implemented by a class, then it provides an implementation for all the abstract methods of the interface. Similarly, all the fields declared in the interface are also inherited by the class that implements the interface. Thus a copy of the interface field is present in the implementing class.

Now all the fields in the interface are by default static. Hence we can access them by using the interface name directly as the same as we access static fields of the class using the class name and not the object.

**The example Java program below shows how we can access the interface fields.**

|  |
| --- |
| //interface declaration  **interface** TestInterface{  **public** **static** **int** value = 100;       //interface field  **public** **void** display();  }  //Interface implementation  **class** TestClass **implements** TestInterface{  **public** **static** **int** value = 5000;      //class fields  **public** **void** display() {        System.out.println("TestClass::display () method");     }  **public** **void** show() {        System.out.println("TestClass::show () method");     }  }  **public** **class** Main{  **public** **static** **void** main(String args[]) {        TestClass testObj = **new** TestClass();        //print interface and class field values.        System.out.println("Value of the interface variable (value): "+TestInterface.value);        System.out.println("Value of the class variable (value): "+testObj.value);     }  } |

**Output:**

[![Interface field example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAX4AAAA1CAMAAABx7HDVAAAAsVBMVEUPDw////8AAAA6kNvbkDq2ZgAAOpAAZraQOgA6AADb///b25AAADpmAAD/tmZmtttmtv/btmaQ29sAOmb//7b/27aQ27b//9u2tmaQ2//btpA6ZrYAAGaQtv+2kDo6ZpCQttv/25Db2/9mOgDb27Y6OgC22/+2/9u2Zjr/29u229u225CQtpAAZpAAOjo6kLbbkGa227aQZjq2//9mkLaQZpDbttu2tttmkNu2kJA6OmZu64qmAAAEUElEQVR42uxW7ZKaQBBkF3BBEeTUeCbeGb2vRJNc7qsqyfs/WAawnehwKMWf/JguLbd2pnuWZndWT6FQKBQKxf8AZ0xwbu5j38xCMesbzHWAEO+O+Sw6/YjJRdTKld4grhf687pOK+raXPPgCC/GhKQ9GfKUf679i4ejpX6oVPwG10aBYDSId4EsBmebHtGtxFQzZRS+K1Uyerm1jxEPgP2arO0NRKFzAFob+wWjSbw72tov3TxFcatm+/3C35wHQtbawq/vazO73s2ghYxMSj70jfkYe4zkczlBUUJ6cEAJAVF/98106IEqz7Az03vKYAZlQjPIzCzai/OyksyY6SYSmj6lFV9k7jVQjAMXb1Q14keEljhzQhMUYQoYxcw0rrM/w/bG4BCLrU2KPfjjztqrcFcIe9ilXvIttnZ8edAdaWIbN+z+yY39FXiCyuJu9mz9gBmc6Uwe8+7/Z1nZT8p4iKSmyy1pcSY0UIwD89WdHT8NEahbn5sMpSa06k2Zh13sp2mX0s8nep9G2l++Z74bqh5GyKKm5mMtMZkq7U+rDDCQiTXDfl7WYhvbAlKTNg99OBMaKMYB2jflSUcAWqKVCE1QhCmwH2hvv8szEhjf3lg7qrMfjPb2I37afmQK+7Estn9QI+lyZEr7EZD2o6rY/VITFGFKs/0wo5fz4BjJZlA2ktgu+7B/97O8T2nRX8RfM9KpOPJuIw3YL6jCfjCQKe3nZY2K5rMJazSTp02ETGE/Amg+y1tuPtASvV9qgiJN4d4/qW0+vctyr/Kg3pGM7pIrEyZzHKsx3VOvJihv2q+X8TtXb3BQkK7cZ8+v/sumnqBCvIg64oKxz1y8mOq0QxzLqjIolTUZPpXiTGig2D4wn71RtYgDdVqjUGqyljClbFey9+MBVmXvK25vDBSNgJunwe9L0QGygbZB0YUVCoVCoVAoFAqFQqFQKP62a+6qCkNBFM19FSGBq41NKtEPsNL//zOHwHKKLQxyhKO4V3OKeeGAQ4pljDHGGGOMMcaYh3g7v58hz7f3a32/3d7HT/zD2q80/qSz318Pabf3a32/3d7HFsTaLzT+5EX8foa0Uq9f19lu77N+rP1K40+6+v1I+gxZh9LzPPGqvU+q2PsE0t6nOdPl/yo9xd7P0igQh5De+zG95VJkhq5+//9pGELSV/X+5zR+LxOv2vukqr1PAHufCNNFYJae4i9Tir+s619Ztg3r7+H3hyU+3FfvQ139Oh7yFXufVLH3CaCPE5Hp3BLpqeunlPUD8Gsa1t/B75f159BgXva8Yu+TKusnIOtnuuj72lPXT2m5fqz9WuOHrn7/Jo5PSPqi3q+Zy8Sr9j6pun4C2PtEmC63X3qqvU8pBarvxxWdN79p7ZcaP3T0+5H0Vb0fdpcIHPIVe59UsfcJYO9nhOnAl4/0FHufUq6V3v45Srfjzdq3xl/B8be93wfuo+19Y4wx5gO5AiUwcYpzkNwpAAAAAElFTkSuQmCC)](https://www.softwaretestinghelp.com/wp-content/qa/uploads/2020/08/Value-of-the-interface-variable.png)

As shown in the program above, the interface fields can be accessed using an Interface name followed by dot operator (.) and then the actual variable or field name.

**The Generic Interface In Java**

We have discussed Java generics in our earlier tutorials. Apart from having generic classes, methods, etc., we can also have generic interfaces. Generic interfaces can be specified similarly in the way in which we specify generic classes.

Generic interfaces are declared with type parameters which make them independent of a data type.

**The general syntax of the generic interface is as follows:**

interface <interface\_name><type-param-list>{

//interface methods and variables

}

**Now if we want to use the above generic interface in a class, then we can have the class definition as shown below:**

class <class\_name><type-param-list> implements interface\_name <type-param-list>{

//class body

}

Note that we have to specify the same param-list with the class as with the interface.

**The following Java program demonstrates the Generic Interfaces in Java.**

|  |
| --- |
| //generic interface declaration  **interface** MinInterface&lt;T **extends** Comparable&lt;T&gt;&gt;{       T minValue();  }    //implementation for generic interface  **class** MinClassImpl&lt;T **extends** Comparable&lt;T&gt;&gt; **implements** MinInterface&lt;T&gt; {       T[] intArray;       MinClassImpl(T[] o) {           intArray = o;       }    **public** T minValue() {           T v = intArray[0];    **for** (**int** i = 1; i &lt;intArray.length; i++) {  **if** (intArray[i].compareTo(v) &lt; 0) {                    v = intArray[i];               }           }  **return** v;       }  }    **public** **class** Main {  **public** **static** **void** main(String args[]) {           //create int and char type arrays           Integer intArray[] = { 13, 36, 22, 18, 26 };           Character charArray[] = { 'S', 's', 'V', 'w', 'p', 'R'};           //Create objects of type MinClassImpl with interger and character data types           MinClassImpl&lt;Integer&gt; intMinValue = **new** MinClassImpl&lt;Integer&gt;(intArray);           MinClassImpl&lt;Character&gt; charMinValue = **new** MinClassImpl&lt;Character&gt;(charArray);             //call interface method minValue for int type array           System.out.println("Min value in intOfArray: " + intMinValue.minValue());          //call interface method minValue for char type array           System.out.println("Min value in charOfArray: " + charMinValue.minValue());       } |

**Output:**

[![Generic interface example output](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPMAAAA2CAMAAAAlDV8KAAAAtFBMVEUPDw////8AAAAAZrbbkDo6kNv/tma2ZgAAOpA6AABmtv8AADpmAADb//+QOgBmttvbtmb//9vb25D//7b/27aQ27YAAGaQ2//btpD/25C2//+22/+Qtv8AOmaQ29s6ZpA6ZraQZjpmOgDb2/+QtttmkNvb27a227YAOjq2/82225AAZpDbkGa2kDo6OgC229u2tmZmkLa2Zjr/29vbtraQkLY6kLaQtpCQOjq2kJCQOmY6Ombdo9atAAADMklEQVRo3u1ZaXPaMBC15Ku2wdiBQAlXISEHTZujd/v//1d3hQ6G9XgYZzJmYN8QW7Hkp33alfzheQwGg3Ge8IUIvHfDz64o4zcx/Hu5jlTjU1cUHkU2KnPP+9AdQzs9WElYPxKpDuy57Og4ekJ8TKAxfMg9vF0JMW6elUBJvkiyKQ0E5cLTHghHNNDcCFTzqEjkepxAPBcmsKKXN9dsW1GV5u8bWNubXFcs3AYTMejs6BMiwj/v87Uov1jN2BF7qYjUumGSSPFTrr1J4I4IUGkipUyREKDiTGO/wJsIeqLMbUOHgYWAo8dq+kFCNJvyIdtEL2cY9HKbPb9cSmw5gkKqB/dfpZzGRjNe4+06Zr8g4NkzKQTKRSYxeQ4DCfADl+fsLoGfWp8CbqbhwsAVyeD1Os2p3s9Es/84z3c1R1LuVgQSw0+dCEJQzSrNgH6HKCNcZJJqzWZEGNv4bcOFMc9tnwXNc1CpOZtEskYzPsc1nd2uoPqoZhdmY81IIVVtWzJd5FSzC8MvVCrq9/NwU6lZAmo1Z3dP+XbLLbpGs74uJjhy/tpUMyYLSMkZphdhnhPNLozs8kegj+F+ZW33Hj1vHVUd21CUcCl/j7YF6sPq7n+AQ/Uifk2mUFWZHunN4Bx6wZHZjRDfns28bgDhysgkflcMlu5bhenF5z6OgmOq/HsltqU81A0TBirD7UT2s+YYY1iK86QA2Tw34G4+L+DHon9uohkMBoPBYDAYDAaDwWAwGIfiuLzYUMTvY8pSHIMXqwmomD1PFk1ZKeUbPNlUCOQ6Gi+2WrPzZLWTgWjuyaaxzNKgdS8W0zgAJyj808UOzeksV+PJGr9K/eMXOyP2PVlnylI/I8YVa92LRQtp9gCa+yu5tpzGaXX+pMuz9mT1COrJWlO2UvP9PGjbix1uElPb2w7HiTqrNCNFaEdQT7bGlMVSefVa9WKpZs1pFTlP1mne1jjRbF+tMWWhd3G7at2LTbG2n2KtWXM6zfQMM54s0WxetaYs9WTTWHmXLXuxauRgiedijJ2G0zit9ltlTFnryeZmBPVktTCyn4FhDNcTNbXYlD0DsCnLYDAYJ4v/fshCLmD5gR8AAAAASUVORK5CYII=)](https://www.softwaretestinghelp.com/wp-content/qa/uploads/2020/08/Min-value-in-intOfArray.png)

The above program implements an interface containing a method to find the minimum value in the array. This is a generic interface. The class implements this interface and overrides the method. In the main method, we call the interface method to find the minimum value in an integer and a character array.

**Multiple Interfaces In Java**

In our inheritance topic, we have seen that Java does not allow a class to inherit from multiple classes as it results in an ambiguity called the “Diamond Problem”.

However, a class can inherit or implement more than one interface. In this case, it is known as multiple inheritance. So although we are not allowed to implement multiple inheritance in Java through classes, we can do so using interfaces.

**The following diagram shows multiple inheritance using interfaces. Here a class implements two interfaces i.e. Interface\_one and Interface\_two.**

[![Multiple interfaces in Java](data:image/png;base64,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)](https://www.softwaretestinghelp.com/wp-content/qa/uploads/2020/08/class-implements-two-interfaces.png)

Note that when a class implements the multiple interfaces, the interface names are comma-separated in the class declaration. We can implement as many interfaces as long as we can handle the complexity.

**The Java program that demonstrates multiple interfaces is shown below.**

|  |
| --- |
| //Interface\_One declaration  **interface** Interface\_One{  **void** print();  }    //Interface\_Two declaration  **interface** Interface\_Two{  **void** show();  }    //multiple inheritance - DemoClass implementing Interface\_One&amp;Interface\_Two  **class** DemoClass **implements** Interface\_One,Interface\_Two{  **public** **void** print(){        //Override Interface\_One print()          System.out.println("Democlass::Interface\_One\_Print ()");      }  **public** **void** show(){         //Override Interface\_Two show()          System.out.println("DemoClass::Interface\_Two\_Show ()");      }  }    **public** **class** Main{    **public** **static** **void** main(String args[]){          DemoClass obj = **new** DemoClass();  //create DemoClass object and call methods          obj.print();          obj.show();      }  } |

**Output:**

[![multiple interfaces example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASAAAAA6CAMAAAAnZ3T7AAAAyVBMVEUAAAAPDw////8AZrbbkDoAOpA6AAC2ZgA6kNvb//8AADqQOgBmAAD/tmbb25Bmtv//27aQ29tmttsAAGYAOmaQttv/25DbtpCQ27bbtmb//9v//7ZmOgA6ZraQ2/+2tma2/9u2Zjq225CQZjrbkGaQtv//29vb27a22/+QtpA6ZpC229u2/7YAOjo6OgBmkNu227a2kDq2///b2//b/9vbttu2tttQkLYAZpC2traQZpA6OpCQOmY6ADrb/7bbtraQtra2kJBmOjoEL3BeAAAD1ElEQVR42u2ah1LbQBCGN6fms4WL7Ci4AqEmFJNKenv/h8oe16yR5bWYIYiw/wzoxvy7e/p8ujPjhWesjWJADIgB3atA/2ZVqTagQIgQ7k83UkwSeDC1Bx2AqBuXAAUC1Z/BNmrVBdQTqB1Y0W5aYR3ud7a8k0yIF/EmwwKLTt4U5hECELMI8ltjUl5BAQZHp+l9APIhNKCoC9tpMY5hmW8iNLxIof28yJuaBaKxmMqA9H1EUr0zkTyR/RuJE8Aa6gX9lvXPO/5uP71Tb5A2fOiuDiLZj8FfbUgg+mein6qBUgimmFpiYSYmHbvWXG5X1Tk9yPj2dlxO6ygCwsI2udsbTIidRWkB+0sZULDTfoU1RnsQve+08qvjRD+Uo5cxZEd43V8BdHkFgAZoHcUw74IdVAOCYHKII//e2WJq0uPYryCf21b1TigkDF1O6ygCwtmb5D7IhKxdQcFUv7RIqgBFUqCmaTS+hZ8ADlBZZ4iMis/LXFkx0ehMiNMZ2EH1I4bp1Y8HZIvp6h6Qz62remcJkM1ZdsDwrRCTA+1yQX4a6wHlsAkQZrB7AA1ohCzsbtae52AHNQDZYkVAPrcH5J0FH1pMTu8oPmJAAKq3gkbXKQwOCoD8uddTi/08MXX0a69lAipCP1luEMlpDOa6HhAmxViMKAMq5DZVrbO8Sbuc6KgHyM+C3oP8Ma932pO9r1LstETYm3T8Jo3X/iGennYpq3P2WCSw+1FHukFxD/LHfIC/zE4ZSMxli8X4MKAS6wxdblPVO0vHvM1ZdqiJqn3fJHcTdyFmFtQpxp+k134OYkBVMjsKAyL0WAFFUmiFpOFpAtpKT3kFbSEGRIgBEWJAhBgQIQZEiAERYkCEGBAhBkSIARFiQIQYECEGRIgBEWJAhBgQoQcH9NjaX1oiuUPbS1X7C9Vvskwa0v4SCKVJpdn0Uvy8SKGV3OXrnvrtL7/+AFwukoa0vwShuvHBJkDZAab7UQGIanup3/4SjbW9Ie0vFlAP3RiVu3l69Y5iXfu3xKreYEOIr5zrtr/YL7gb0v6CQkCqu0H3Vrh5rj5iUryYoW86g2XoDC6EaFqo2/6Cf29S+4sFhJkW+ffr2M0TCprnMfpUVWdwIUTbS932F/xDk9pfHKDs2172ZQwVgLBQCZANIVZQ7faXDA2Xg8a0v1hAwecwkOGac3q4f6jTaUDO4EKIPah2+wsspThpTvtLy4TgZqluvbxJD69VaKqMiapsDTZk/SnGn6SJz0EMiGh7YUD/+T+r3P7SQDEgBsSAVsWACDEgQgyIEAMixID+sf4CEdxljT5lXJEAAAAASUVORK5CYII=)](https://www.softwaretestinghelp.com/wp-content/qa/uploads/2020/08/multiple-interfaces.png)

As shown above, we implement two interfaces. Then we override their respective methods and call them in the main method.

Multiple inheritance in Java provides all the benefits that multiple inheritance provide in the C++. But unlike multiple inheritance using classes, multiple inheritance using interfaces is without any ambiguity.

**Interface Inheritance In Java: Interface Extends Interface**

When a class implements an interface, it is done using the ‘**implements**’ keyword. In Java, an interface can inherit another interface. This is done using the ‘**extends**’ keyword. When an interface extends another interface it is called “**Interface inheritance**” in Java.

[![interface extends interface](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIoAAADXCAMAAADySTl/AAABSlBMVEX////81bWYSAekpKQAAADY1bUAVYEAMGaOMAD81Zyz1bX8mEj81YFlAABlmLXYeCj8t2azVQAAAEiOt7U5AAA5eJwAOpDbkDqfVBbb//8AZrb/25A5AEi2/////9v//7YAACiQOgBmtv86kNtlACj/tmabTQ38+ffJnnyjWR317uj50K/1zKnYuqLrvJbWoHQAAGbAgEuoZS7bwKnNpoY6AGa/jWTo18nkz7/ktIzdqX5lMGbIilmydkWtajOoXiLy59/s3dDGmXS5glWvcD05ACj59O/vw5/Sr5LSmWu1fE3Y1ZxlmIFlAEilXyaQ2//Ck2w5eGa8h12OeEi7eUO4dT60cDiOeCjb/9uQ27aOt4FlVYHbtmY5MGbYmEizmEjYeEhlVUiOMEiQkDqQOjpmADo6ADoAADplVSiOMCi2ZgBmZgA6OgA5MABcAocYAAAEL0lEQVR42u3d2VfTQBQG8M51qFLbshYKqKiVbrIURTYBWdwVcN/3ff3/X7037SSkDA8izYT6fedokhmS/LhJ80A4l8SR2CRxJBGTgHKoKHM3Z1coslzYmJkv2SnVqxR5KnM2ykSeXKS8mzLBw8XpWwsqsixMLcl3f6+ZssqjVyZVxBl/wpb5JspVlpxX0WeaqHI9RJknKk4qBxmvEN0MUWaIppWT3CJ6EKJsEE0pJ5kkuhCibBFNKic5T0QhCm8rR2knSucxfbQjKkpPMljv4vVwjvemlIoJhWsSIYWvwt2MPt3HF0PrnJIF1yJ97qHufcojSdXdr3VW1Rdm2qSxbY5htvdP4WPw0qtKfeVoRzojB5SqpC931AdystqYDiSy3Zvyj2Hm90vJ1k8qlO5rfYpL0pfOZHdcoO4TKbltgmleNRPetjmGmT8QSr/mnN5J6dJSc1kNpkP3NR/Ap5j5A6DItynxKXI2U5Vgeq+qmPl/pvC/zmM5C6WnN1W/V+40pkP3Cu9njsG7HwSFq9/4BPFzLaCoHq3vb6Z4lgtvphWnQZZN/xhmvq0f/IeAIpdFknNPiVFVQAHFDyi2gGILKLaAYgsotvxPlDzRuHIQC2WZaFE5yQ2ifIiyTrSknGSR6HaIctHJj20lj4nKIUo17+inpVNEtOZTTFloKfq6TOVNUQyFM8uWlcUbKsKMLzyS10KlZsr12xRxikQiWU0EFKcvhMol6wu76sxytJrl9bkDfo1Z2uJqV2PxRnWGOLNxoFSL3j24FgPKLG0QlWnFPWWNiqtEpQpNOKes0HqCiB/XlZJjikcgkhehZceUCbqY8ChrRfkQOf/1CKLY/KYGKKCAAgoooIACCiiggAIKKKCAAgoooICyM4MDQxFTBodB4YxmtB7mM9VOJsYGnp3RWhfM2KlPzzOaxxMj/br2kSmDmjdbRjl1Rs58lpfDvJCq7ByrneRx2WbNwNDIJXG0jCKH984/8uUX/8+rZkwIYmsQZNl/tpWUMS0RxI+v2x4lGBMKX7WhsVqdIheq0OKqeKbaz1BVOIZiqsJDXJiWUUYzBXNauT3kjDIWovA2GzzK6Oft1n6CdMEj8IWQzYIZMxR26IFXfKFkNAZP2xg9+EEBBRRQQAEFFFBAAQUUUEABBRRQQAEFFFBAAQUUUJopaImJlpi7gpaYewUtMa1BS0xr0BIzHFDapTtnVzI23Tm7kjHpzlnfhzlSP2mN6LA7p98w8t3vrCxNt86Iu3MailSj88PbnKyLyk13TlPJXPpl9+s7fBzTrTPi7pyGIl/2Jtf5/cVmyq+Kg+6cso+c+1tW9bxPBt06XXTn9PYRqjqus363zvZ+8B8CCrpzguIHFFtAsQUUW0CxBRRbQNk7aIlpD1pi7gpaYlqClpjNQUtMa2LdErPN/8jg36TNKbHJHx20v0zPTS6+AAAAAElFTkSuQmCC)](https://www.softwaretestinghelp.com/wp-content/qa/uploads/2020/08/interface-extends-interface.png)

**The Java program to implement interface inheritance is shown below.**

|  |
| --- |
| //Interface\_One declaration  **interface** Interface\_One{  **void** print();  }    //Interface\_Two declaration; inherits from Interface\_One  **interface** Interface\_Two **extends** Interface\_One{  **void** show();  }    //multiple inheritance - DemoClass implementing  Interface\_Two  **class** DemoClass **implements** Interface\_Two{  **public** **void** print(){        //Override Interface\_Two print()          System.out.println("Democlass  **public** **class** Main{  **public** **static** **void** main(String args[]){          DemoClass obj = **new** DemoClass();  //create DemoClass object and call methods          obj.print();          obj.show();      }  } |

**Output:**

[![demo class example output](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK8AAAAzCAMAAADW6Kh/AAAAyVBMVEUAAAAPDw////8AZrbbkDoAOpA6AAA6kNu2ZgAAADrb//+QOgBmAAD/27bb25Bmtv//25CQ29sAAGb/tmaQtttmtttmOgA6ZrbbtmYAOmb//7aQ2//btpCQ27a2/9v//9vb27a2ZjrbkGaQtv+2/7a225C22///29u2tmaQZjrbttu2ttu227YAOjo6OgDb/9tmkNs6ZpC2kDq2///b2/+229tmkLaQtpAAZpA6OpDb/7bbtra2traQtra2kJCQZpCQOmZmOjo6ADpmjMT2AAACyUlEQVRo3u2aiXLaMBiE/8r4trExNWcCgTQBWkjpkd73+z9UVyPb8QEx0Uw7VaOdCdIIefVF/i3CTuiJWlKUl5SR5q3oH+A1GOvQX5Db8/Fqdq1DvKCAwsFJTvYDed0pvOevK2NR1eM8aO5LLCY6h/fXgIF5EfwJXkqeBeQ+9auDbbwAFdjHeAWJ6TF2ZpneygvfebFFWAgDvE1xA279O94Pb/mmiQnPu6UOPEKLilbw8qsi1knZ3M9rCk14zcIALVSrsmTm5+1xXqPvvscK4zWZL307vrl0RBmNryxKl2hnJd7dDREmkL20aAhM0TnGCx8OOLLK98iYb9A7uL/GJBuaOvfxYnuhSWCOYMTvCTpQ6idArtbDkE+F2fiasYsBFZ2mkjeo30W2SIW3z38O88bUygsXsyvG23nHQMuLzB3GVOk06xc6xiu9v+NtQL1FlRf3UZwqEa+HWydbS4y98hziV4gyKDqmN7Eoa0/jxSLwaqvf5nkmHprV+qPH+jbrRHP/7nlDG27E4cT4L59i/BIFcf5CXJl1mvXLL4ERLwvIocIDi/bFo2d48D5yPijy+Vacv4rwUv75pgrvI/1750HSvJq3LM2recvSvJq3LM2recvSvJq3LM373/PK56k2c07LUatfMyXzVJfnDXtHJp/k0cVnZCb2KbxGXPsaL5mnfv1JtJtK8aYLeH86jRektZhEKk8VORokk6dGS0tc+M3j8WnhGbE+4SWu5VD1GEoqT82jL4k8FXgeOxtgwmRA+w4VnsmVyBJrOV895pPKU/G+bJ4qZscW6oEvQYUnYslp/Gtr1cq3ziuVp+INyTy1iPybvOmPdfp9RC37K5enppiw68nkqclsw6dTwVt4Gl86htehlvqVy1Np77GVVJ6abGERYntRPjxCpcITTwnYD58Pqny+5eevKryUFYsyvPdJ0f8nUEaq8f4GTcE/HozbDpoAAAAASUVORK5CYII=)](https://www.softwaretestinghelp.com/wp-content/qa/uploads/2020/08/to-implement-interface-inheritance.png)

We have modified the same program that we used for multiple inheritance using interfaces to demonstrate the interface inheritance. Here, we extend Interface\_one in Interface\_two and then go about implementing Interface\_two in a class. As interfaces are inherited, both the methods are available for overriding.

**Frequently Asked Questions**

**Q #1) What is the use of the Interface in Java?**

**Answer:** An interface in Java is an entity that is used to achieve 100% abstraction. It can contain only abstract methods that can be overridden by the class implementing the interface.

The interface in a way acts like a blueprint of the class wherein it provides the class the abstract method prototypes and static constants and then the class has to override those methods by implementing the interface.

**Q #2) What are the advantages of the Interface in Java?**

**Answer:** **Some of the advantages of Interface are as follows:**

1. The interface acts as a blueprint of the class.
2. The interface provides 100% abstraction in Java as it has all the abstract methods.
3. Interfaces can be used to achieve multiple inheritance in Java. Java does not permit to inherit from more than one class but a class can implement multiple interfaces.

**#3) Can an interface have methods?**

**Answer:** Interfaces can have prototypes of methods and static and final constants. But starting from Java 8, interfaces can contain static and default methods.

**Q #4) Can we declare the interface as final?**

**Answer:** No. If we declare an interface as final, then the class will not be able to implement it. Without being implemented by any class, the interface will not serve any purpose.

**More About Interfaces**

Interfaces are blueprints like class, but it will have only the method declaration. It won’t have any method of implementation. All the methods in the interface are public abstract by default. Java 1.8 interface can have static and default methods.

Interfaces are mainly used in APIs.

**For Example:** Consider you are designing a vehicle’s engine.

When you are done with the hardware part, you want some of the software functionalities to be implemented by a client who is using your engine. So, in that case, you can define your engine functionalities in an interface.

|  |
| --- |
| Interface Engine  {    **void** changeGear(**int** a);  **void** speedUp(**int** a);  } |

**Rules to be followed for Interface**

* The class which is implementing the interface should implement all the methods in the interface.
* An interface can contain final variables.

|  |
| --- |
| **public** **class** Vehicle **implements** Engine {    **int** speed;  **int** gear;    @Override  **public** **void** speedUp(**int** a) {    **this**.speed=a;    System.out.println("speed"+speed);  }    @Override  **public** **void** changeGear(**int** a) {    **this**.gear=a;  System.out.println("gear"+gear);  }    **public** **static** **void** main(String[] args) {  // TODO Auto-generated method    stub    Vehicle objv=**new** Vehicle();    objv.changeGear(3);  objv.speedUp(70);  }  } |
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Here the Vehicle class is the subclass which is implementing the engine interface.

**What are Abstract Classes?**

An abstract class is like a class but it will have abstract methods and concrete methods. Abstract methods don’t have an implementation. It will only have the method declaration.

**Rules to be followed for Abstract Class**

* The abstract class cannot be instantiated.
* Child class which extends the abstract class should implement all the abstract methods of the parent class or the Child class should be declared as an abstract class.

When you want to design partial implementation, you can go for an abstract class.

**Example abstract class program:**

**EmployeeDetails.java**

|  |
| --- |
| **public** **abstract** **class** EmployeeDetails {  **private** String name;  **private** **int** emp\_ID;    **public** **void** commonEmpDetaills()  {  System.out.println("Name"+name);  System.out.println("emp\_ID"+emp\_ID);  }  **public** **abstract** **void** confidentialDetails(**int** s,String p);    } |
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The class which is going to extend the abstract class.

**HR.java**

|  |
| --- |
| **public** **class** HR **extends** EmployeeDetails {  **private** **int** salary;  **private** String performance;    @Override  **public** **void** confidentialDetails(**int** s,String p) {  **this**.salary=s;  **this**.performance=p;  System.out.println("salary=="+salary);  System.out.println("performance=="+performance);  }    **public** **static** **void** main(String[] args) {  HR hr =**new** HR();  hr.confidentialDetails(5000,"good");  }    } |
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**Key points to be noted:**

* In Interfaces, all the methods will not have method implementation.
* The class which is implementing the interface should implement all the methods in that particular interface.
* Abstract classes can have abstract methods as well as normal concrete methods. Abstract methods don’t have an implementation.
* The class which is extending the abstract class should have the implementation for all the abstract methods in the abstract class.
* If the subclass doesn’t have enough information to implement the abstract methods, then the subclass should be declared as an abstract class.

**Conclusion**

In this tutorial, we have presented the basic concepts of interfaces in Java. We have discussed the definition of the interface, along with the need for interfaces. We explored their basic syntax and definition. Then we discussed how to use interfaces for which we use the ‘implements’ keyword.

We learned how to use multiple interfaces and interface inheritance in Java. Using multiple interfaces we can implement multiple inheritance in Java. Interface inheritance is when one interface extends another interface.