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**Representational state transfer** (**REST**) is a [software architectural](https://en.wikipedia.org/wiki/Software_architecture) style that defines a set of constraints to be used for creating [Web services](https://en.wikipedia.org/wiki/Web_service). Web services that conform to the REST architectural style, called *RESTful* Web services, provide interoperability between computer systems on the [internet](https://en.wikipedia.org/wiki/Internet). RESTful Web services allow the requesting systems to access and manipulate textual representations of [Web resources](https://en.wikipedia.org/wiki/Web_resource) by using a uniform and predefined set of [stateless](https://en.wikipedia.org/wiki/Stateless_protocol) operations. Other kinds of Web services, such as [SOAP](https://en.wikipedia.org/wiki/SOAP) Web services, expose their own arbitrary sets of operations.[[1]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-1)

"Web resources" were first defined on the [World Wide Web](https://en.wikipedia.org/wiki/World_Wide_Web) as documents or files identified by their [URLs](https://en.wikipedia.org/wiki/URL). However, today they have a much more generic and abstract definition that encompasses every thing, entity, or action that can be identified, named, addressed, handled, or performed, in any way whatsoever, on the Web. In a RESTful Web service, requests made to a resource's [URI](https://en.wikipedia.org/wiki/Uniform_Resource_Identifier) will elicit a response with a [payload](https://en.wikipedia.org/wiki/Payload_(computing)) formatted in [HTML](https://en.wikipedia.org/wiki/HTML), [XML](https://en.wikipedia.org/wiki/XML), [JSON](https://en.wikipedia.org/wiki/JSON), or some other format. The response can confirm that some alteration has been made to the resource state, and the response can provide [hypertext](https://en.wikipedia.org/wiki/Hypertext) links to other related resources. When [HTTP](https://en.wikipedia.org/wiki/Hypertext_Transfer_Protocol) is used, as is most common, the operations ([HTTP methods](https://en.wikipedia.org/wiki/Hypertext_Transfer_Protocol#Request_methods)) available are GET, HEAD, POST, PUT, PATCH, DELETE, CONNECT, OPTIONS and TRACE.[[2]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-rfc_7231-2)

By using a stateless protocol and standard operations, RESTful systems aim for fast performance, reliability, and the ability to grow by reusing components that can be managed and updated without affecting the system as a whole, even while it is running.

The term *representational state transfer* was introduced and defined in 2000 by [Roy Fielding](https://en.wikipedia.org/wiki/Roy_Fielding) in his doctoral dissertation.[[3]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Fielding-Ch5-3)[[4]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-4) Fielding's dissertation explained the REST principles that were known as the "HTTP object model" beginning in 1994, and were used in designing the [HTTP](https://en.wikipedia.org/wiki/Hypertext_Transfer_Protocol) 1.1 and [Uniform Resource Identifiers](https://en.wikipedia.org/wiki/Uniform_Resource_Identifier) (URI) standards.[[5]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-5)[[6]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Fielding-Ch6-6) The term is intended to evoke an image of how a well-designed Web application behaves: it is a network of Web resources (a virtual state-machine) where the user progresses through the application by selecting resource identifiers such as http://www.example.com/articles/21 and resource operations such as GET or POST (application state transitions), resulting in the next resource's representation (the next application state) being transferred to the end user for their use.
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Roy Fielding speaking at [OSCON](https://en.wikipedia.org/wiki/O%27Reilly_Open_Source_Convention) 2008.

[Roy Fielding](https://en.wikipedia.org/wiki/Roy_Fielding) defined REST in his 2000 PhD dissertation "Architectural Styles and the Design of Network-based Software Architectures" at [UC Irvine](https://en.wikipedia.org/wiki/University_of_California,_Irvine).[[3]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Fielding-Ch5-3) He developed the REST architectural style in parallel with [HTTP](https://en.wikipedia.org/wiki/Hypertext_Transfer_Protocol) 1.1 of 1996–1999, based on the existing design of HTTP 1.0[[7]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Fielding-discuss-7) of 1996.

In a retrospective look at the development of REST, Fielding said:

Throughout the HTTP standardization process, I was called on to defend the design choices of the Web. That is an extremely difficult thing to do within a process that accepts proposals from anyone on a topic that was rapidly becoming the center of an entire industry. I had comments from well over 500 developers, many of whom were distinguished engineers with decades of experience, and I had to explain everything from the most abstract notions of Web interaction to the finest details of HTTP syntax. That process honed my model down to a core set of principles, properties, and constraints that are now called REST.[[7]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Fielding-discuss-7)

Architectural properties[[edit](https://en.wikipedia.org/w/index.php?title=Representational_state_transfer&action=edit&section=2)]

The constraints of the REST architectural style affect the following architectural properties:[[3]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Fielding-Ch5-3)[[8]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-SOA_with_REST-8)

* performance in component interactions, which can be the dominant factor in user-perceived performance and network efficiency;[[9]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Fielding-Ch2-9)
* [scalability](https://en.wikipedia.org/wiki/Scalability) allowing the support of large numbers of components and interactions among components. Roy Fielding describes REST's effect on scalability as follows:

REST's client-server [separation of concerns](https://en.wikipedia.org/wiki/Separation_of_concerns) simplifies component implementation, reduces the complexity of connector semantics, improves the effectiveness of performance tuning, and increases the scalability of pure server components. Layered system constraints allow intermediaries—[proxies](https://en.wikipedia.org/wiki/Proxy_server), [gateways](https://en.wikipedia.org/wiki/Gateway_(telecommunications)), and [firewalls](https://en.wikipedia.org/wiki/Firewall_(computing))—to be introduced at various points in the communication without changing the interfaces between components, thus allowing them to assist in communication translation or improve performance via large-scale, shared caching. REST enables intermediate processing by constraining messages to be self-descriptive: interaction is stateless between requests, standard methods and media types are used to indicate semantics and exchange information, and responses explicitly indicate [cacheability](https://en.wikipedia.org/wiki/Web_cache).[[3]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Fielding-Ch5-3)

* simplicity of a uniform interface;
* modifiability of components to meet changing needs (even while the application is running);
* visibility of communication between components by service agents;
* portability of components by moving program code with the data;
* reliability in the resistance to failure at the system level in the presence of failures within components, connectors, or data.[[9]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Fielding-Ch2-9)

Architectural constraints[[edit](https://en.wikipedia.org/w/index.php?title=Representational_state_transfer&action=edit&section=3)]

Six guiding constraints define a RESTful system.[[8]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-SOA_with_REST-8)[[10]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Richardson_2007-10) These constraints restrict the ways that the server can process and respond to client requests so that, by operating within these constraints, the system gains desirable [non-functional properties](https://en.wikipedia.org/wiki/Non-functional_requirement), such as performance, scalability, simplicity, modifiability, visibility, portability, and reliability.[[3]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Fielding-Ch5-3) If a system violates any of the required constraints, it cannot be considered RESTful.

The formal REST constraints are as follows:

**Client-server architecture**[[edit](https://en.wikipedia.org/w/index.php?title=Representational_state_transfer&action=edit&section=4)]

*See also:*[*Client–server model*](https://en.wikipedia.org/wiki/Client%E2%80%93server_model)

The principle behind the client-server constraints is the separation of concerns. Separating the user interface concerns from the data storage concerns improves the portability of the user interfaces across multiple platforms. It also improves scalability by simplifying the server components. Perhaps most significant to the Web is that the separation allows the components to evolve independently, thus supporting the Internet-scale requirement of multiple organizational domains.[[3]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Fielding-Ch5-3)

**Statelessness**[[edit](https://en.wikipedia.org/w/index.php?title=Representational_state_transfer&action=edit&section=5)]

*See also:*[*Stateless protocol*](https://en.wikipedia.org/wiki/Stateless_protocol)

The client-server communication is constrained by no client context being stored on the server between requests. Each request from any client contains all the information necessary to service the request, and the session state is held in the client. The session state can be transferred by the server to another service such as a database to maintain a persistent state for a period and allow authentication. The client begins sending requests when it is ready to make the transition to a new state. While one or more requests are outstanding, the client is considered to be *in transition*. The representation of each application state contains links that can be used the next time the client chooses to initiate a new state-transition.[[11]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-11)

**Cacheability**[[edit](https://en.wikipedia.org/w/index.php?title=Representational_state_transfer&action=edit&section=6)]

*See also:*[*Web cache*](https://en.wikipedia.org/wiki/Web_cache)

As on the World Wide Web, clients and intermediaries can cache responses. Responses must, implicitly or explicitly, define themselves as either cacheable or non-cacheable to prevent clients from providing stale or inappropriate data in response to further requests. Well-managed caching partially or completely eliminates some client-server interactions, further improving scalability and performance.

**Layered system**[[edit](https://en.wikipedia.org/w/index.php?title=Representational_state_transfer&action=edit&section=7)]

*See also:*[*Layered system*](https://en.wikipedia.org/wiki/Layered_system)

A client cannot ordinarily tell whether it is connected directly to the end server, or to an intermediary along the way. If a [proxy](https://en.wikipedia.org/wiki/Proxy_server) or [load balancer](https://en.wikipedia.org/wiki/Load_balancing_(computing)) is placed between the client and server, it won't affect their communications and there won't be a need to update the client or server code. Intermediary servers can improve system [scalability](https://en.wikipedia.org/wiki/Scalability) by enabling load balancing and by providing shared caches. Also, security can be added as a layer on top of the web services, and then clearly separate business logic from security logic.[[12]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-12) Adding security as a separate layer enforces [security policies](https://en.wikipedia.org/wiki/Security_policy). Finally, it also means that a server can call multiple other servers to generate a response to the client.

**Code on demand (optional)**[[edit](https://en.wikipedia.org/w/index.php?title=Representational_state_transfer&action=edit&section=8)]

*See also:*[*Client-side scripting*](https://en.wikipedia.org/wiki/Client-side_scripting)

Servers can temporarily extend or customize the functionality of a client by transferring executable code: for example, compiled components such as [Java applets](https://en.wikipedia.org/wiki/Java_applet), or client-side scripts such as [JavaScript](https://en.wikipedia.org/wiki/JavaScript).

**Uniform interface**[[edit](https://en.wikipedia.org/w/index.php?title=Representational_state_transfer&action=edit&section=9)]

The uniform interface constraint is fundamental to the design of any RESTful system.[[3]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Fielding-Ch5-3) It simplifies and decouples the architecture, which enables each part to evolve independently. The four constraints for this uniform interface are:

**Resource identification in requests**

Individual resources are identified in requests, for example using [URIs](https://en.wikipedia.org/wiki/Uniform_resource_identifier) in RESTful Web services. The resources themselves are conceptually separate from the representations that are returned to the client. For example, the server could send data from its database as [HTML](https://en.wikipedia.org/wiki/HTML), [XML](https://en.wikipedia.org/wiki/XML) or as [JSON](https://en.wikipedia.org/wiki/JSON)—none of which are the server's internal representation.

**Resource manipulation through representations**

When a client holds a representation of a resource, including any [metadata](https://en.wikipedia.org/wiki/Metadata) attached, it has enough information to modify or delete the resource's state.

**Self-descriptive messages**

Each message includes enough information to describe how to process the message. For example, which parser to invoke can be specified by a [media type](https://en.wikipedia.org/wiki/Media_type).[[3]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Fielding-Ch5-3)

**Hypermedia as the engine of application state (**[**HATEOAS**](https://en.wikipedia.org/wiki/HATEOAS)**)**

Having accessed an initial URI for the REST application—analogous to a human Web user accessing the [home page](https://en.wikipedia.org/wiki/Home_page) of a website—a REST client should then be able to use server-provided links dynamically to discover all the available resources it needs. As access proceeds, the server responds with text that includes [hyperlinks](https://en.wikipedia.org/wiki/Hyperlink) to other resources that are currently available. There is no need for the client to be hard-coded with information regarding the structure or dynamics of the application.[[13]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-RESTfulAPI.net-13)

Applied to web services[[edit](https://en.wikipedia.org/w/index.php?title=Representational_state_transfer&action=edit&section=10)]

Web service [APIs](https://en.wikipedia.org/wiki/Application_programming_interface) that adhere to the [REST architectural constraints](https://en.wikipedia.org/wiki/Representational_state_transfer#Architectural_constraints) are called RESTful APIs.[[14]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-14) HTTP-based RESTful APIs are defined with the following aspects:[[15]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Richardson_2013-15)

* a base [URI](https://en.wikipedia.org/wiki/Uniform_Resource_Identifier), such as http://api.example.com/collection/;
* standard [HTTP methods](https://en.wikipedia.org/wiki/HTTP_method) (e.g., GET, POST, PUT, PATCH and DELETE);
* a [media type](https://en.wikipedia.org/wiki/Media_type) that defines state transition data elements (e.g., Atom, microformats, application/vnd.collection+json,[[15]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-Richardson_2013-15):91–99 etc.). The current representation tells the client how to compose requests for transitions to all the next available application states. This could be as simple as a URI or as complex as a Java applet.[[16]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-must-be-hypertext-driven-16)

**Relationship between URI and HTTP methods**[[edit](https://en.wikipedia.org/w/index.php?title=Representational_state_transfer&action=edit&section=11)]

|  |  |
| --- | --- |
|  | This section **needs additional citations for**[**verification**](https://en.wikipedia.org/wiki/Wikipedia:Verifiability). Please help [improve this article](https://en.wikipedia.org/w/index.php?title=Representational_state_transfer&action=edit) by [adding citations to reliable sources](https://en.wikipedia.org/wiki/Help:Referencing_for_beginners). Unsourced material may be challenged and removed. *(May 2019) (*[*Learn how and when to remove this template message*](https://en.wikipedia.org/wiki/Help:Maintenance_template_removal)*)* |

The following table shows how HTTP methods are intended to be used in HTTP APIs, including RESTful ones.

|  |  |  |
| --- | --- | --- |
| **URI** | | |
| **HTTP methods** | **Resources that manipulate data, such as https://api.example.com/collection or https://api.example.com/collection/item3** | **Resources that invoke operations, such as https://api.example.com/clusters/1234/create-vm**[[17]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-it-is-okay-to-use-post-17) |
| **POST**[[2]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-rfc_7231-2):§4.3.3 |  | *Invoke* the operation provided by the resource. If the request results in the creation of a new resource, its URI is returned in the response *Location* header. |
| **GET**[[2]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-rfc_7231-2):§4.3.1 | *Retrieve* a representation of the data in the response body. | *Retrieve* the status of an asynchronous operation in the response body. |
| **PUT**[[2]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-rfc_7231-2):§4.3.4 | *Store* the representation in the request body as the (new) state of the resource. Subsequent *GET* access on the resource is expected to return this representation with HTTP status 200 until *PATCH*ed, a different representation is *PUT*, or the state of the resource is *DELETE*d. |  |
| **PATCH**[[18]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-rfc_5789-18) | *Update* some part of the resource's state using the instructions in the request body. |  |
| **DELETE**[[2]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-rfc_7231-2):§4.3.5 | *Delete* the state of the resource. Subsequent *GET* access on the resource is expected to return HTTP status 404 until new state is *PUT* to it. | *Cancel* an asynchronous operation. |

The GET method is [safe](https://en.wikipedia.org/wiki/Hypertext_Transfer_Protocol#Safe_methods), meaning that applying it to a resource does not result in a state change of the resource (read-only semantics).[[2]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-rfc_7231-2):§4.2.1 The GET, PUT and DELETE methods are [idempotent](https://en.wikipedia.org/wiki/Idempotent#Computer_science_meaning), meaning that applying them multiple times to a resource results in the same state change of the resource as applying them once, though the response might differ.[[2]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-rfc_7231-2):§4.2.2

**Discussion**[[edit](https://en.wikipedia.org/w/index.php?title=Representational_state_transfer&action=edit&section=12)]

Unlike [SOAP](https://en.wikipedia.org/wiki/SOAP)-based web services, there is no "official" standard for RESTful web APIs. This is because REST is an architectural style, while SOAP is a protocol. REST is not a standard in itself, but RESTful implementations make use of standards, such as [HTTP](https://en.wikipedia.org/wiki/Hypertext_Transfer_Protocol), [URI](https://en.wikipedia.org/wiki/Uniform_Resource_Identifier), [JSON](https://en.wikipedia.org/wiki/JSON), and [XML](https://en.wikipedia.org/wiki/XML). Many developers also describe their APIs as being RESTful, even though these APIs actually don't fulfil all of the architectural constraints described above (especially the uniform interface constraint).[[16]](https://en.wikipedia.org/wiki/Representational_state_transfer#cite_note-must-be-hypertext-driven-16)

The following table shows how HTTP methods are typically used in REST APIs based on HTTP with historical method semantics.

|  |  |  |
| --- | --- | --- |
| **URI** | | |
| **HTTP methods** | **Collection resource, such as https://api.example.com/collection** | **Member resource, such as https://api.example.com/collection/item3** |
| **GET** | *Retrieve* the URIs of the member resources of the collection resource in the response body. | *Retrieve* representation of the member resource in the response body. |
| **POST** | *Create* a member resource in the collection resource using the instructions in the request body. The URI of the created member resource is *automatically assigned* and returned in the response *Location* header field. | *Create* a member resource in the member resource using the instructions in the request body. The URI of the created member resource is *automatically assigned* and returned in the response *Location* header field. |
| **PUT** | *Replace* all the representations of the member resources of the collection resource with the representation in the request body, or *create* the collection resource if it does not exist. | *Replace* all the representations of the member resource or *create* the member resource if it does not exist, with the representation in the request body. |
| **PATCH** | *Update* all the representations of the member resources of the collection resource using the instructions in the request body, or *may create* the collection resource if it does not exist. | *Update* all the representations of the member resource, or *may create* the member resource if it does not exist, using the instructions in the request body. |
| **DELETE** | *Delete* all the representations of the member resources of the collection resource. | *Delete* all the representations of the member resource. |

See also[[edit](https://en.wikipedia.org/w/index.php?title=Representational_state_transfer&action=edit&section=13)]

* [Atomicity, consistency, isolation, durability](https://en.wikipedia.org/wiki/ACID) (ACID)
* [Clean URLs](https://en.wikipedia.org/wiki/Clean_URL)
* [Create, read, update and delete](https://en.wikipedia.org/wiki/Create,_read,_update_and_delete) (CRUD)
* [Domain Application Protocol](https://en.wikipedia.org/wiki/Domain_Application_Protocol) (DAP)
* [Microservices](https://en.wikipedia.org/wiki/Microservices)
* [Overview of RESTful API Description Languages](https://en.wikipedia.org/wiki/Overview_of_RESTful_API_Description_Languages)
  + [OpenAPI Specification](https://en.wikipedia.org/wiki/OpenAPI_Specification) (formerly Swagger) – specification for defining interfaces
  + [OData](https://en.wikipedia.org/wiki/Open_Data_Protocol) – Protocol for REST APIs
  + [RAML](https://en.wikipedia.org/wiki/RAML_(software))
  + [RSDL (RESTful Service Description Language)](https://en.wikipedia.org/wiki/RSDL)
* [Resource-oriented architecture](https://en.wikipedia.org/wiki/Resource-oriented_architecture) (ROA)
* [Resource-oriented computing](https://en.wikipedia.org/wiki/Resource-oriented_computing) (ROC)
* [Service-oriented architecture](https://en.wikipedia.org/wiki/Service-oriented_architecture) (SOA)
* [Web-oriented architecture](https://en.wikipedia.org/wiki/Web-oriented_architecture) (WOA)
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**CHAPTER 5**

**Representational State Transfer (REST)**

This chapter introduces and elaborates the Representational State Transfer (REST) architectural style for distributed hypermedia systems, describing the software engineering principles guiding REST and the interaction constraints chosen to retain those principles, while contrasting them to the constraints of other architectural styles. REST is a hybrid style derived from several of the network-based architectural styles described in Chapter 3 and combined with additional constraints that define a uniform connector interface. The software architecture framework of Chapter 1 is used to define the architectural elements of REST and examine sample process, connector, and data views of prototypical architectures.

**5.1 Deriving REST**

The design rationale behind the Web architecture can be described by an architectural style consisting of the set of constraints applied to elements within the architecture. By examining the impact of each constraint as it is added to the evolving style, we can identify the properties induced by the Web's constraints. Additional constraints can then be applied to form a new architectural style that better reflects the desired properties of a modern Web architecture. This section provides a general overview of REST by walking through the process of deriving it as an architectural style. Later sections will describe in more detail the specific constraints that compose the REST style.

**5.1.1 Starting with the Null Style**

There are two common perspectives on the process of architectural design, whether it be for buildings or for software. The first is that a designer starts with nothing--a blank slate, whiteboard, or drawing board--and builds-up an architecture from familiar components until it satisfies the needs of the intended system. The second is that a designer starts with the system needs as a whole, without constraints, and then incrementally identifies and applies constraints to elements of the system in order to differentiate the design space and allow the forces that influence system behavior to flow naturally, in harmony with the system. Where the first emphasizes creativity and unbounded vision, the second emphasizes restraint and understanding of the system context. REST has been developed using the latter process. Figures 5-1 through 5-8 depict this graphically in terms of how the applied constraints would differentiate the process view of an architecture as the incremental set of constraints is applied.

The Null style ([Figure 5-1](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_1)) is simply an empty set of constraints. From an architectural perspective, the null style describes a system in which there are no distinguished boundaries between components. It is the starting point for our description of REST.

![Figure 5-1: The null style](data:image/gif;base64,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)

**5.1.2 Client-Server**

The first constraints added to our hybrid style are those of the client-server architectural style ([Figure 5-2](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_2)), described in [Section 3.4.1](https://www.ics.uci.edu/~fielding/pubs/dissertation/net_arch_styles.htm#sec_3_4_1). Separation of concerns is the principle behind the client-server constraints. By separating the user interface concerns from the data storage concerns, we improve the portability of the user interface across multiple platforms and improve scalability by simplifying the server components. Perhaps most significant to the Web, however, is that the separation allows the components to evolve independently, thus supporting the Internet-scale requirement of multiple organizational domains.
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**5.1.3 Stateless**

We next add a constraint to the client-server interaction: communication must be stateless in nature, as in the client-stateless-server (CSS) style of [Section 3.4.3](https://www.ics.uci.edu/~fielding/pubs/dissertation/net_arch_styles.htm#sec_3_4_3) ([Figure 5-3](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_3)), such that each request from client to server must contain all of the information necessary to understand the request, and cannot take advantage of any stored context on the server. Session state is therefore kept entirely on the client.
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This constraint induces the properties of visibility, reliability, and scalability. Visibility is improved because a monitoring system does not have to look beyond a single request datum in order to determine the full nature of the request. Reliability is improved because it eases the task of recovering from partial failures [[133](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_133)]. Scalability is improved because not having to store state between requests allows the server component to quickly free resources, and further simplifies implementation because the server doesn't have to manage resource usage across requests.

Like most architectural choices, the stateless constraint reflects a design trade-off. The disadvantage is that it may decrease network performance by increasing the repetitive data (per-interaction overhead) sent in a series of requests, since that data cannot be left on the server in a shared context. In addition, placing the application state on the client-side reduces the server's control over consistent application behavior, since the application becomes dependent on the correct implementation of semantics across multiple client versions.

**5.1.4 Cache**

In order to improve network efficiency, we add cache constraints to form the client-cache-stateless-server style of [Section 3.4.4](https://www.ics.uci.edu/~fielding/pubs/dissertation/net_arch_styles.htm#sec_3_4_4) ([Figure 5-4](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_4)). Cache constraints require that the data within a response to a request be implicitly or explicitly labeled as cacheable or non-cacheable. If a response is cacheable, then a client cache is given the right to reuse that response data for later, equivalent requests.
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The advantage of adding cache constraints is that they have the potential to partially or completely eliminate some interactions, improving efficiency, scalability, and user-perceived performance by reducing the average latency of a series of interactions. The trade-off, however, is that a cache can decrease reliability if stale data within the cache differs significantly from the data that would have been obtained had the request been sent directly to the server.

The early Web architecture, as portrayed by the diagram in [Figure 5-5](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_5) [[11](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_11)], was defined by the client-cache-stateless-server set of constraints. That is, the design rationale presented for the Web architecture prior to 1994 focused on stateless client-server interaction for the exchange of static documents over the Internet. The protocols for communicating interactions had rudimentary support for non-shared caches, but did not constrain the interface to a consistent set of semantics for all resources. Instead, the Web relied on the use of a common client-server implementation library (CERN libwww) to maintain consistency across Web applications.
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Developers of Web implementations had already exceeded the early design. In addition to static documents, requests could identify services that dynamically generated responses, such as image-maps [Kevin Hughes] and server-side scripts [Rob McCool]. Work had also begun on intermediary components, in the form of proxies [[79](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_79)] and shared caches [[59](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_59)], but extensions to the protocols were needed in order for them to communicate reliably. The following sections describe the constraints added to the Web's architectural style in order to guide the extensions that form the modern Web architecture.

**5.1.5 Uniform Interface**

The central feature that distinguishes the REST architectural style from other network-based styles is its emphasis on a uniform interface between components ([Figure 5-6](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_6)). By applying the software engineering principle of generality to the component interface, the overall system architecture is simplified and the visibility of interactions is improved. Implementations are decoupled from the services they provide, which encourages independent evolvability. The trade-off, though, is that a uniform interface degrades efficiency, since information is transferred in a standardized form rather than one which is specific to an application's needs. The REST interface is designed to be efficient for large-grain hypermedia data transfer, optimizing for the common case of the Web, but resulting in an interface that is not optimal for other forms of architectural interaction.
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In order to obtain a uniform interface, multiple architectural constraints are needed to guide the behavior of components. REST is defined by four interface constraints: identification of resources; manipulation of resources through representations; self-descriptive messages; and, hypermedia as the engine of application state. These constraints will be discussed in [Section 5.2](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#sec_5_2).

**5.1.6 Layered System**

In order to further improve behavior for Internet-scale requirements, we add layered system constraints ([Figure 5-7](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_7)). As described in [Section 3.4.2](https://www.ics.uci.edu/~fielding/pubs/dissertation/net_arch_styles.htm#sec_3_4_2), the layered system style allows an architecture to be composed of hierarchical layers by constraining component behavior such that each component cannot "see" beyond the immediate layer with which they are interacting. By restricting knowledge of the system to a single layer, we place a bound on the overall system complexity and promote substrate independence. Layers can be used to encapsulate legacy services and to protect new services from legacy clients, simplifying components by moving infrequently used functionality to a shared intermediary. Intermediaries can also be used to improve system scalability by enabling load balancing of services across multiple networks and processors.
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The primary disadvantage of layered systems is that they add overhead and latency to the processing of data, reducing user-perceived performance [[32](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_32)]. For a network-based system that supports cache constraints, this can be offset by the benefits of shared caching at intermediaries. Placing shared caches at the boundaries of an organizational domain can result in significant performance benefits [[136](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_136)]. Such layers also allow security policies to be enforced on data crossing the organizational boundary, as is required by firewalls [[79](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_79)].

The combination of layered system and uniform interface constraints induces architectural properties similar to those of the uniform pipe-and-filter style ([Section 3.2.2](https://www.ics.uci.edu/~fielding/pubs/dissertation/net_arch_styles.htm#sec_3_2_2)). Although REST interaction is two-way, the large-grain data flows of hypermedia interaction can each be processed like a data-flow network, with filter components selectively applied to the data stream in order to transform the content as it passes [[26](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_26)]. Within REST, intermediary components can actively transform the content of messages because the messages are self-descriptive and their semantics are visible to intermediaries.

**5.1.7 Code-On-Demand**

The final addition to our constraint set for REST comes from the code-on-demand style of [Section 3.5.3](https://www.ics.uci.edu/~fielding/pubs/dissertation/net_arch_styles.htm#sec_3_5_3) ([Figure 5-8](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_8)). REST allows client functionality to be extended by downloading and executing code in the form of applets or scripts. This simplifies clients by reducing the number of features required to be pre-implemented. Allowing features to be downloaded after deployment improves system extensibility. However, it also reduces visibility, and thus is only an optional constraint within REST.
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The notion of an optional constraint may seem like an oxymoron. However, it does have a purpose in the architectural design of a system that encompasses multiple organizational boundaries. It means that the architecture only gains the benefit (and suffers the disadvantages) of the optional constraints when they are known to be in effect for some realm of the overall system. For example, if all of the client software within an organization is known to support Java applets [[45](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_45)], then services within that organization can be constructed such that they gain the benefit of enhanced functionality via downloadable Java classes. At the same time, however, the organization's firewall may prevent the transfer of Java applets from external sources, and thus to the rest of the Web it will appear as if those clients do not support code-on-demand. An optional constraint allows us to design an architecture that supports the desired behavior in the general case, but with the understanding that it may be disabled within some contexts.

**5.1.8 Style Derivation Summary**

REST consists of a set of architectural constraints chosen for the properties they induce on candidate architectures. Although each of these constraints can be considered in isolation, describing them in terms of their derivation from common architectural styles makes it easier to understand the rationale behind their selection. [Figure 5-9](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_9) depicts the derivation of REST's constraints graphically in terms of the network-based architectural styles examined in Chapter 3.

![Figure 5-9: REST derivation by style constraints](data:image/gif;base64,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)

**5.2 REST Architectural Elements**

The Representational State Transfer (REST) style is an abstraction of the architectural elements within a distributed hypermedia system. REST ignores the details of component implementation and protocol syntax in order to focus on the roles of components, the constraints upon their interaction with other components, and their interpretation of significant data elements. It encompasses the fundamental constraints upon components, connectors, and data that define the basis of the Web architecture, and thus the essence of its behavior as a network-based application.

**5.2.1 Data Elements**

Unlike the distributed object style [[31](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_31)], where all data is encapsulated within and hidden by the processing components, the nature and state of an architecture's data elements is a key aspect of REST. The rationale for this design can be seen in the nature of distributed hypermedia. When a link is selected, information needs to be moved from the location where it is stored to the location where it will be used by, in most cases, a human reader. This is unlike many other distributed processing paradigms [[6](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_6), [50](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_50)], where it is possible, and usually more efficient, to move the "processing agent" (e.g., mobile code, stored procedure, search expression, etc.) to the data rather than move the data to the processor.

A distributed hypermedia architect has only three fundamental options: 1) render the data where it is located and send a fixed-format image to the recipient; 2) encapsulate the data with a rendering engine and send both to the recipient; or, 3) send the raw data to the recipient along with metadata that describes the data type, so that the recipient can choose their own rendering engine.

Each option has its advantages and disadvantages. Option 1, the traditional client-server style [[31](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_31)], allows all information about the true nature of the data to remain hidden within the sender, preventing assumptions from being made about the data structure and making client implementation easier. However, it also severely restricts the functionality of the recipient and places most of the processing load on the sender, leading to scalability problems. Option 2, the mobile object style [[50](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_50)], provides information hiding while enabling specialized processing of the data via its unique rendering engine, but limits the functionality of the recipient to what is anticipated within that engine and may vastly increase the amount of data transferred. Option 3 allows the sender to remain simple and scalable while minimizing the bytes transferred, but loses the advantages of information hiding and requires that both sender and recipient understand the same data types.

REST provides a hybrid of all three options by focusing on a shared understanding of data types with metadata, but limiting the scope of what is revealed to a standardized interface. REST components communicate by transferring a representation of a resource in a format matching one of an evolving set of standard data types, selected dynamically based on the capabilities or desires of the recipient and the nature of the resource. Whether the representation is in the same format as the raw source, or is derived from the source, remains hidden behind the interface. The benefits of the mobile object style are approximated by sending a representation that consists of instructions in the standard data format of an encapsulated rendering engine (e.g., Java [[45](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_45)]). REST therefore gains the separation of concerns of the client-server style without the server scalability problem, allows information hiding through a generic interface to enable encapsulation and evolution of services, and provides for a diverse set of functionality through downloadable feature-engines.

REST's data elements are summarized in [Table 5-1](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#tab_5_1).

|  |  |
| --- | --- |
| **Table 5-1: REST Data Elements** | |
| **Data Element** | **Modern Web Examples** |
| resource | the intended conceptual target of a hypertext reference |
| resource identifier | URL, URN |
| representation | HTML document, JPEG image |
| representation metadata | media type, last-modified time |
| resource metadata | source link, alternates, vary |
| control data | if-modified-since, cache-control |

**5.2.1.1 Resources and Resource Identifiers**

The key abstraction of information in REST is a *resource*. Any information that can be named can be a resource: a document or image, a temporal service (e.g. "today's weather in Los Angeles"), a collection of other resources, a non-virtual object (e.g. a person), and so on. In other words, any concept that might be the target of an author's hypertext reference must fit within the definition of a resource. A resource is a conceptual mapping to a set of entities, not the entity that corresponds to the mapping at any particular point in time.

More precisely, a resource *R* is a temporally varying membership function *M*R*(t)*, which for time *t* maps to a set of entities, or values, which are equivalent. The values in the set may be *resource representations* and/or *resource identifiers*. A resource can map to the empty set, which allows references to be made to a concept before any realization of that concept exists -- a notion that was foreign to most hypertext systems prior to the Web [[61](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_61)]. Some resources are static in the sense that, when examined at any time after their creation, they always correspond to the same value set. Others have a high degree of variance in their value over time. The only thing that is required to be static for a resource is the semantics of the mapping, since the semantics is what distinguishes one resource from another.

For example, the "authors' preferred version" of an academic paper is a mapping whose value changes over time, whereas a mapping to "the paper published in the proceedings of conference X" is static. These are two distinct resources, even if they both map to the same value at some point in time. The distinction is necessary so that both resources can be identified and referenced independently. A similar example from software engineering is the separate identification of a version-controlled source code file when referring to the "latest revision", "revision number 1.2.7", or "revision included with the Orange release."

This abstract definition of a resource enables key features of the Web architecture. First, it provides generality by encompassing many sources of information without artificially distinguishing them by type or implementation. Second, it allows late binding of the reference to a representation, enabling content negotiation to take place based on characteristics of the request. Finally, it allows an author to reference the concept rather than some singular representation of that concept, thus removing the need to change all existing links whenever the representation changes (assuming the author used the right identifier).

REST uses a resource identifier to identify the particular resource involved in an interaction between components. REST connectors provide a generic interface for accessing and manipulating the value set of a resource, regardless of how the membership function is defined or the type of software that is handling the request. The naming authority that assigned the resource identifier, making it possible to reference the resource, is responsible for maintaining the semantic validity of the mapping over time (i.e., ensuring that the membership function does not change).

Traditional hypertext systems [[61](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_61)], which typically operate in a closed or local environment, use unique node or document identifiers that change every time the information changes, relying on link servers to maintain references separately from the content [[135](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_135)]. Since centralized link servers are an anathema to the immense scale and multi-organizational domain requirements of the Web, REST relies instead on the author choosing a resource identifier that best fits the nature of the concept being identified. Naturally, the quality of an identifier is often proportional to the amount of money spent to retain its validity, which leads to broken links as ephemeral (or poorly supported) information moves or disappears over time.

**5.2.1.2 Representations**

REST components perform actions on a resource by using a representation to capture the current or intended state of that resource and transferring that representation between components. A representation is a sequence of bytes, plus representation metadata to describe those bytes. Other commonly used but less precise names for a representation include: document, file, and HTTP message entity, instance, or variant.

A representation consists of data, metadata describing the data, and, on occasion, metadata to describe the metadata (usually for the purpose of verifying message integrity). Metadata is in the form of name-value pairs, where the name corresponds to a standard that defines the value's structure and semantics. Response messages may include both representation metadata and resource metadata: information about the resource that is not specific to the supplied representation.

Control data defines the purpose of a message between components, such as the action being requested or the meaning of a response. It is also used to parameterize requests and override the default behavior of some connecting elements. For example, cache behavior can be modified by control data included in the request or response message.

Depending on the message control data, a given representation may indicate the current state of the requested resource, the desired state for the requested resource, or the value of some other resource, such as a representation of the input data within a client's query form, or a representation of some error condition for a response. For example, remote authoring of a resource requires that the author send a representation to the server, thus establishing a value for that resource that can be retrieved by later requests. If the value set of a resource at a given time consists of multiple representations, content negotiation may be used to select the best representation for inclusion in a given message.

The data format of a representation is known as a media type [[48](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_48)]. A representation can be included in a message and processed by the recipient according to the control data of the message and the nature of the media type. Some media types are intended for automated processing, some are intended to be rendered for viewing by a user, and a few are capable of both. Composite media types can be used to enclose multiple representations in a single message.

The design of a media type can directly impact the user-perceived performance of a distributed hypermedia system. Any data that must be received before the recipient can begin rendering the representation adds to the latency of an interaction. A data format that places the most important rendering information up front, such that the initial information can be incrementally rendered while the rest of the information is being received, results in much better user-perceived performance than a data format that must be entirely received before rendering can begin.

For example, a Web browser that can incrementally render a large HTML document while it is being received provides significantly better user-perceived performance than one that waits until the entire document is completely received prior to rendering, even though the network performance is the same. Note that the rendering ability of a representation can also be impacted by the choice of content. If the dimensions of dynamically-sized tables and embedded objects must be determined before they can be rendered, their occurrence within the viewing area of a hypermedia page will increase its latency.

**5.2.2 Connectors**

REST uses various connector types, summarized in [Table 5-2](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#tab_5_2), to encapsulate the activities of accessing resources and transferring resource representations. The connectors present an abstract interface for component communication, enhancing simplicity by providing a clean separation of concerns and hiding the underlying implementation of resources and communication mechanisms. The generality of the interface also enables substitutability: if the users' only access to the system is via an abstract interface, the implementation can be replaced without impacting the users. Since a connector manages network communication for a component, information can be shared across multiple interactions in order to improve efficiency and responsiveness.

|  |  |
| --- | --- |
| **Table 5-2: REST Connectors** | |
| **Connector** | **Modern Web Examples** |
| client | libwww, libwww-perl |
| server | libwww, Apache API, NSAPI |
| cache | browser cache, Akamai cache network |
| resolver | bind (DNS lookup library) |
| tunnel | SOCKS, SSL after HTTP CONNECT |

All REST interactions are stateless. That is, each request contains all of the information necessary for a connector to understand the request, independent of any requests that may have preceded it. This restriction accomplishes four functions: 1) it removes any need for the connectors to retain application state between requests, thus reducing consumption of physical resources and improving scalability; 2) it allows interactions to be processed in parallel without requiring that the processing mechanism understand the interaction semantics; 3) it allows an intermediary to view and understand a request in isolation, which may be necessary when services are dynamically rearranged; and, 4) it forces all of the information that might factor into the reusability of a cached response to be present in each request.

The connector interface is similar to procedural invocation, but with important differences in the passing of parameters and results. The in-parameters consist of request control data, a resource identifier indicating the target of the request, and an optional representation. The out-parameters consist of response control data, optional resource metadata, and an optional representation. From an abstract viewpoint the invocation is synchronous, but both in and out-parameters can be passed as data streams. In other words, processing can be invoked before the value of the parameters is completely known, thus avoiding the latency of batch processing large data transfers.

The primary connector types are client and server. The essential difference between the two is that a client initiates communication by making a request, whereas a server listens for connections and responds to requests in order to supply access to its services. A component may include both client and server connectors.

A third connector type, the cache connector, can be located on the interface to a client or server connector in order to save cacheable responses to current interactions so that they can be reused for later requested interactions. A cache may be used by a client to avoid repetition of network communication, or by a server to avoid repeating the process of generating a response, with both cases serving to reduce interaction latency. A cache is typically implemented within the address space of the connector that uses it.

Some cache connectors are shared, meaning that its cached responses may be used in answer to a client other than the one for which the response was originally obtained. Shared caching can be effective at reducing the impact of "flash crowds" on the load of a popular server, particularly when the caching is arranged hierarchically to cover large groups of users, such as those within a company's intranet, the customers of an Internet service provider, or Universities sharing a national network backbone. However, shared caching can also lead to errors if the cached response does not match what would have been obtained by a new request. REST attempts to balance the desire for transparency in cache behavior with the desire for efficient use of the network, rather than assuming that absolute transparency is always required.

A cache is able to determine the cacheability of a response because the interface is generic rather than specific to each resource. By default, the response to a retrieval request is cacheable and the responses to other requests are non-cacheable. If some form of user authentication is part of the request, or if the response indicates that it should not be shared, then the response is only cacheable by a non-shared cache. A component can override these defaults by including control data that marks the interaction as cacheable, non-cacheable or cacheable for only a limited time.

A resolver translates partial or complete resource identifiers into the network address information needed to establish an inter-component connection. For example, most URI include a DNS hostname as the mechanism for identifying the naming authority for the resource. In order to initiate a request, a Web browser will extract the hostname from the URI and make use of a DNS resolver to obtain the Internet Protocol address for that authority. Another example is that some identification schemes (e.g., URN [[124](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_124)]) require an intermediary to translate a permanent identifier to a more transient address in order to access the identified resource. Use of one or more intermediate resolvers can improve the longevity of resource references through indirection, though doing so adds to the request latency.

The final form of connector type is a tunnel, which simply relays communication across a connection boundary, such as a firewall or lower-level network gateway. The only reason it is modeled as part of REST and not abstracted away as part of the network infrastructure is that some REST components may dynamically switch from active component behavior to that of a tunnel. The primary example is an HTTP proxy that switches to a tunnel in response to a CONNECT method request [[71](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_71)], thus allowing its client to directly communicate with a remote server using a different protocol, such as TLS, that doesn't allow proxies. The tunnel disappears when both ends terminate their communication.

**5.2.3 Components**

REST components, summarized in [Table 5-3](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#tab_5_3), are typed by their roles in an overall application action.

|  |  |
| --- | --- |
| **Table 5-3: REST Components** | |
| **Component** | **Modern Web Examples** |
| origin server | Apache httpd, Microsoft IIS |
| gateway | Squid, CGI, Reverse Proxy |
| proxy | CERN Proxy, Netscape Proxy, Gauntlet |
| user agent | Netscape Navigator, Lynx, MOMspider |

A user agent uses a client connector to initiate a request and becomes the ultimate recipient of the response. The most common example is a Web browser, which provides access to information services and renders service responses according to the application needs.

An origin server uses a server connector to govern the namespace for a requested resource. It is the definitive source for representations of its resources and must be the ultimate recipient of any request that intends to modify the value of its resources. Each origin server provides a generic interface to its services as a resource hierarchy. The resource implementation details are hidden behind the interface.

Intermediary components act as both a client and a server in order to forward, with possible translation, requests and responses. A proxy component is an intermediary selected by a client to provide interface encapsulation of other services, data translation, performance enhancement, or security protection. A gateway (a.k.a., reverse proxy) component is an intermediary imposed by the network or origin server to provide an interface encapsulation of other services, for data translation, performance enhancement, or security enforcement. Note that the difference between a proxy and a gateway is that a client determines when it will use a proxy.

**5.3 REST Architectural Views**

Now that we have an understanding of the REST architectural elements in isolation, we can use architectural views [[105](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_105)] to describe how the elements work together to form an architecture. Three types of view--process, connector, and data--are useful for illuminating the design principles of REST.

**5.3.1 Process View**

A process view of an architecture is primarily effective at eliciting the interaction relationships among components by revealing the path of data as it flows through the system. Unfortunately, the interaction of a real system usually involves an extensive number of components, resulting in an overall view that is obscured by the details. [Figure 5-10](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_10) provides a sample of the process view from a REST-based architecture at a particular instance during the processing of three parallel requests.
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REST's client-server separation of concerns simplifies component implementation, reduces the complexity of connector semantics, improves the effectiveness of performance tuning, and increases the scalability of pure server components. Layered system constraints allow intermediaries--proxies, gateways, and firewalls--to be introduced at various points in the communication without changing the interfaces between components, thus allowing them to assist in communication translation or improve performance via large-scale, shared caching. REST enables intermediate processing by constraining messages to be self-descriptive: interaction is stateless between requests, standard methods and media types are used to indicate semantics and exchange information, and responses explicitly indicate cacheability.

Since the components are connected dynamically, their arrangement and function for a particular application action has characteristics similar to a pipe-and-filter style. Although REST components communicate via bidirectional streams, the processing of each direction is independent and therefore susceptible to stream transducers (filters). The generic connector interface allows components to be placed on the stream based on the properties of each request or response.

Services may be implemented using a complex hierarchy of intermediaries and multiple distributed origin servers. The stateless nature of REST allows each interaction to be independent of the others, removing the need for an awareness of the overall component topology, an impossible task for an Internet-scale architecture, and allowing components to act as either destinations or intermediaries, determined dynamically by the target of each request. Connectors need only be aware of each other's existence during the scope of their communication, though they may cache the existence and capabilities of other components for performance reasons.

**5.3.2 Connector View**

A connector view of an architecture concentrates on the mechanics of the communication between components. For a REST-based architecture, we are particularly interested in the constraints that define the generic resource interface.

Client connectors examine the resource identifier in order to select an appropriate communication mechanism for each request. For example, a client may be configured to connect to a specific proxy component, perhaps one acting as an annotation filter, when the identifier indicates that it is a local resource. Likewise, a client can be configured to reject requests for some subset of identifiers.

REST does not restrict communication to a particular protocol, but it does constrain the interface between components, and hence the scope of interaction and implementation assumptions that might otherwise be made between components. For example, the Web's primary transfer protocol is HTTP, but the architecture also includes seamless access to resources that originate on pre-existing network servers, including FTP [[107](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_107)], Gopher [[7](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_7)], and WAIS [[36](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_36)]. Interaction with those services is restricted to the semantics of a REST connector. This constraint sacrifices some of the advantages of other architectures, such as the stateful interaction of a relevance feedback protocol like WAIS, in order to retain the advantages of a single, generic interface for connector semantics. In return, the generic interface makes it possible to access a multitude of services through a single proxy. If an application needs the additional capabilities of another architecture, it can implement and invoke those capabilities as a separate system running in parallel, similar to how the Web architecture interfaces with "telnet" and "mailto" resources.

**5.3.3 Data View**

A data view of an architecture reveals the application state as information flows through the components. Since REST is specifically targeted at distributed information systems, it views an application as a cohesive structure of information and control alternatives through which a user can perform a desired task. For example, looking-up a word in an on-line dictionary is one application, as is touring through a virtual museum, or reviewing a set of class notes to study for an exam. Each application defines goals for the underlying system, against which the system's performance can be measured.

Component interactions occur in the form of dynamically sized messages. Small or medium-grain messages are used for control semantics, but the bulk of application work is accomplished via large-grain messages containing a complete resource representation. The most frequent form of request semantics is that of retrieving a representation of a resource (e.g., the "GET" method in HTTP), which can often be cached for later reuse.

REST concentrates all of the control state into the representations received in response to interactions. The goal is to improve server scalability by eliminating any need for the server to maintain an awareness of the client state beyond the current request. An application's state is therefore defined by its pending requests, the topology of connected components (some of which may be filtering buffered data), the active requests on those connectors, the data flow of representations in response to those requests, and the processing of those representations as they are received by the user agent.

An application reaches a steady-state whenever it has no outstanding requests; i.e., it has no pending requests and all of the responses to its current set of requests have been completely received or received to the point where they can be treated as a representation data stream. For a browser application, this state corresponds to a "web page," including the primary representation and ancillary representations, such as in-line images, embedded applets, and style sheets. The significance of application steady-states is seen in their impact on both user-perceived performance and the burstiness of network request traffic.

The user-perceived performance of a browser application is determined by the latency between steady-states: the period of time between the selection of a hypermedia link on one web page and the point when usable information has been rendered for the next web page. The optimization of browser performance is therefore centered around reducing this communication latency.

Since REST-based architectures communicate primarily through the transfer of representations of resources, latency can be impacted by both the design of the communication protocols and the design of the representation data formats. The ability to incrementally render the response data as it is received is determined by the design of the media type and the availability of layout information (visual dimensions of in-line objects) within each representation.

An interesting observation is that the most efficient network request is one that doesn't use the network. In other words, the ability to reuse a cached response results in a considerable improvement in application performance. Although use of a cache adds some latency to each individual request due to lookup overhead, the average request latency is significantly reduced when even a small percentage of requests result in usable cache hits.

The next control state of an application resides in the representation of the first requested resource, so obtaining that first representation is a priority. REST interaction is therefore improved by protocols that "respond first and think later." In other words, a protocol that requires multiple interactions per user action, in order to do things like negotiate feature capabilities prior to sending a content response, will be perceptively slower than a protocol that sends whatever is most likely to be optimal first and then provides a list of alternatives for the client to retrieve if the first response is unsatisfactory.

The application state is controlled and stored by the user agent and can be composed of representations from multiple servers. In addition to freeing the server from the scalability problems of storing state, this allows the user to directly manipulate the state (e.g., a Web browser's history), anticipate changes to that state (e.g., link maps and prefetching of representations), and jump from one application to another (e.g., bookmarks and URI-entry dialogs).

The model application is therefore an engine that moves from one state to the next by examining and choosing from among the alternative state transitions in the current set of representations. Not surprisingly, this exactly matches the user interface of a hypermedia browser. However, the style does not assume that all applications are browsers. In fact, the application details are hidden from the server by the generic connector interface, and thus a user agent could equally be an automated robot performing information retrieval for an indexing service, a personal agent looking for data that matches certain criteria, or a maintenance spider busy patrolling the information for broken references or modified content [[39](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_39)].

**5.4 Related Work**

Bass, et al. [[9](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_9)] devote a chapter on architecture for the World Wide Web, but their description only encompasses the implementation architecture within the CERN/W3C developed libwww (client and server libraries) and Jigsaw software. Although those implementations reflect many of the design constraints of REST, having been developed by people familiar with the Web's architectural design and rationale, the real WWW architecture is independent of any single implementation. The modern Web is defined by its standard interfaces and protocols, not how those interfaces and protocols are implemented in a given piece of software.

The REST style draws from many preexisting distributed process paradigms [[6](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_6), [50](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_50)], communication protocols, and software fields. REST component interactions are structured in a layered client-server style, but the added constraints of the generic resource interface create the opportunity for substitutability and inspection by intermediaries. Requests and responses have the appearance of a remote invocation style, but REST messages are targeted at a conceptual resource rather than an implementation identifier.

Several attempts have been made to model the Web architecture as a form of distributed file system (e.g., WebNFS) or as a distributed object system [[83](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_83)]. However, they exclude various Web resource types or implementation strategies as being "not interesting," when in fact their presence invalidates the assumptions that underlie such models. REST works well because it does not limit the implementation of resources to certain predefined models, allowing each application to choose an implementation that best matches its own needs and enabling the replacement of implementations without impacting the user.

The interaction method of sending representations of resources to consuming components has some parallels with event-based integration (EBI) styles. The key difference is that EBI styles are push-based. The component containing the state (equivalent to an origin server in REST) issues an event whenever the state changes, whether or not any component is actually interested in or listening for such an event. In the REST style, consuming components usually pull representations. Although this is less efficient when viewed as a single client wishing to monitor a single resource, the scale of the Web makes an unregulated push model infeasible.

The principled use of the REST style in the Web, with its clear notion of components, connectors, and representations, relates closely to the C2 architectural style [[128](https://www.ics.uci.edu/~fielding/pubs/dissertation/references.htm#ref_128)]. The C2 style supports the development of distributed, dynamic applications by focusing on structured use of connectors to obtain substrate independence. C2 applications rely on asynchronous notification of state changes and request messages. As with other event-based schemes, C2 is nominally push-based, though a C2 architecture could operate in REST's pull style by only emitting a notification upon receipt of a request. However, the C2 style lacks the intermediary-friendly constraints of REST, such as the generic resource interface, guaranteed stateless interactions, and intrinsic support for caching.

**5.5 Summary**

This chapter introduced the Representational State Transfer (REST) architectural style for distributed hypermedia systems. REST provides a set of architectural constraints that, when applied as a whole, emphasizes scalability of component interactions, generality of interfaces, independent deployment of components, and intermediary components to reduce interaction latency, enforce security, and encapsulate legacy systems. I described the software engineering principles guiding REST and the interaction constraints chosen to retain those principles, while contrasting them to the constraints of other architectural styles.

The next chapter presents an evaluation of the REST architecture through the experience and lessons learned from applying REST to the design, specification, and deployment of the modern Web architecture. This work included authoring the current Internet standards-track specifications of the Hypertext Transfer Protocol (HTTP/1.1) and Uniform Resource Identifiers (URI), and implementing the architecture through the libwww-perl client protocol library and Apache HTTP server.