Dmitriy Alexandrov

November 20th, 2019

IT FDN 100 A

Assignment07

Python Error Handling and Pickling

## Research

Per the assignment instructions, I first researched pickling and error handling in Python. Here are the following resources that I used for each:

**Pickling:**

<https://docs.python.org/2/library/pickle.html> - I looked in the Python documentation for a description of pickling to get an in-depth understanding of what the module did and its usages. This was a very useful resource for learning.

<https://www.geeksforgeeks.org/understanding-python-pickling-example/> - I liked this resource because it gave code examples of how pickling works and what the outputs would look like. It also gave some advantages of using pickling as well which helped me further understand the usage of it.

<https://www.benfrederickson.com/dont-pickle-your-data/> - I liked this resource because it showed the down sides of pickle and why you should not use it in your scripts.

**Error Handling:**

<https://www.pythonforbeginners.com/error-handling/> - I found this error handling for beginners’ resource useful because it helped me understand how error handling worked in Python as well as how to use error handling in my own code in the future with examples.

<https://realpython.com/python-exceptions/> - Was another resource that I used and found very helpful because as it explained error handling in Python it gave examples and command outputs with each example to make it easier to understand and visually see what the outputs would be.

## Pickle In Python

Per the definition from the Python library, "...“Pickling” is the process whereby a Python object hierarchy is converted into a byte stream, and “unpickling” is the inverse operation, whereby a byte stream is converted back into an object hierarchy.

In other words, data is converted into a bit stream before it is written to a file and this bit stream contains the information needed to create the data in the "unpickling" process.

### Why use Pickle?

You might be wondering as I was, why would we even use this concept of pickling to begin with? What does it give us? Well during my research on the GeeksForGeeks site, they identified that pickling has 3 major advantages:

1. **Recursive objects**: Pickle keeps track of the objects it has already serialized, so later references to the same object won't be serialized again.
2. **Object sharing**: Similar to self-referencing objects; pickle stores the object once and ensures that all other references point to the master copy.
3. **User-defined classes and their instances**: Pickle can save and restore class instances transparently.

### Why should you not use Pickle?

While looking up the definition of pickle on the Python documentation site, I came across a red banner with a warning message in it that stated,

**"Warning The pickle module is not secure against erroneous or maliciously constructed data. Never unpickle data received from an untrusted or unauthenticated source."**

I figured this wasn't just a common small warning, and decided to do some more research on why you should not use Pickle and what are some disadvantages of it. This is where I came across Ben Frederickson's site on why you should not Pickle your data and his main points were that using pickle is slow, a huge security risk. The slow factor is in comparison to other data serialization methods like JSON, or cPickle (C-based Pickle) but the security risk that was brought up in the Python documentation was that unpickling unknown binary code could result in malicious code execution.

## Error Handling In Python

As your Python script is running and as a user interacts with your scripts there is an inevitable chance that an error will occur.

Whether that error is due to something that the user has done (exception) or whether it is an issue with the script itself (syntax).

Different errors will result in different outcomes in the code execution process. A syntax error will result in the program crashing all together without a chance to recover due to the error existing in the code itself and Python not being able to understand it.

While exception are errors that are put in by a developer to help a user understand what they have done wrong or out of the bounds of the way the script should be working. This is usually done through a try-except method in Python where a developer will have the script to attempt to interpret user input for example, and if that input results in an error than an except block will be used to let the user know what they have done incorrectly.

### How does Error Handling work?

Per the PythonForBeginners site, "...error handling is done through the use of exceptions that are caught in try blocks and handled in except blocks. If an error is encountered, a try block code execution is stopped and transferred down to the except block." In other words, as a script is being executed if an error occurs that isn't due to the Python interpreters ability to understand the code (syntax error) then an exception is generated (if Python knows about this type of error or if the developer created a custom exception) and the code continues to run after that.

### Why is Error Handling important?

Error Handling is useful for all sorts of reasons spanning from identifying bugs in a script to helping a user of a script use that script properly. As a developer is it important to include error handling in your code to allow others that might interact with your script to understand the intended functionality of the script.

## Meet “Pickle Rick 3000” – A Look at Pickling/Unpickling and Error Handling

As an avid "Rick and Morty" fan, when I was learning about the concept of Pickling/Unpickling data all I could think about was the Pickle Rick episode.  
And thus was born the script that would help me practice using pickle and error handling in the same spot.

The script provides the user with the following options:

[![PickleRick3000 Menu](data:image/png;base64,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)](https://github.com/umknownone/IntroToProg-Python-Mod07/blob/master/docs/PickleRick3000.png)

The first two options are easy to understand and were covered in the previous assignments. That being that the user is returned the data stored in a list in option 1, and the user has the ability to input an item name and value for that item to be added to a list in option 2.

But in option 3, the user has the ability to pickle the data that they have stored in the list to a file. This is done with the following code:

try:  
 outputFile = open\_file()  
 if not outputFile.endswith(".dat"):  
 raise BinaryFileExtensionError()  
except Exception as e: # Custom Exception thrown  
 print("An error has occurred...")  
 print("The Custom Error info:")  
 print(e)  
 print("Please try again. \n")  
 continue  
else:  
 print("\nPickling your data...")  
 objF = open(outputFile, "wb")  
 pickle.dump(lstData, objF)  
 objF.close()  
 print("Your data has been pickled in the " + outputFile + " file. \n")

You will see here that this incorporates both the use of Pickle and Error Handling in a single set of code.  
This is done by "try"-ing to get that user input with the "open\_file" function and taking the return and seeing if it ends with ".dat".  
If it does not, then a custom error is generated called "BinaryFileExtensionError". Since this is a custom generated error that isn't native to Python it is created as a separate class above in the script and looks like this:

class BinaryFileExtensionError(Exception): # custom exception if the file extension is not .dat  
 def \_\_str\_\_(self):  
 return "File Extension is invalid, expecting .dat"

If the user does not input a file name with a ".dat" extension then they will receive a message telling them this. This is what the error message looked like as the script was running:
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But if the user did as they were told and put in a file name with a ".dat" extension, then the script took the data that was stored in a list and dumped the bit stream value of the data into a file with the name that the user specified. This is what that functionality looked like to the user:
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And here is what the output looked like in the file that the Pickle module dumped the bit stream into:

[![Bit Stream Output](data:image/png;base64,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)](https://github.com/umknownone/IntroToProg-Python-Mod07/blob/master/docs/BitStreamOutput.png)

This is a single example from the PickleRick3000 script that shows the use of both pickling and error handling. The rest of the script also had the reverse process of unpickling data and more error handling functionality.

## Summary

Learning about how to use the pickle method in Python along with Error Handling has been great. It was important to not only understand the concepts of how each work but to also get some hands-on experience with trying to incorporate each of them into a script. Lastly, being able to teach what you had learned was also a different challenge in itself because you had to be able to represent what you had learned to try and show someone else. But most importantly, having fun in the whole process was the real key to success.