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1. 指令:

1. 绑定内容:

原始HTML片段:

问题: 不能用{{}}绑定，因为{{}}会保持HTML片段原样显示

解决: 用v-html="模型变量" 代替{{}}，可让绑定的HTML片段被浏览器解析为正文

总结: 只要绑定HTML片段，都用v-html

纯文本内容: 可使用{{}}或v-text

表单元素的值

2. v-cloak:

何时: 如果希望当new Vue加载慢时，也不让用户看到{{}}语法，就用v-cloak临时隐藏页面元素

如何: 2步:

1. 在页面的<style>中，定义属性选择器:

[v-cloak]{ display:none }

2. 在要临时隐藏的元素上添加v-cloak指令

原理: new Vue加载完之后，会自动查找v-cloak属性，并移除该属性，使临时隐藏的元素，显示出来

3. v-pre: 保持内容中的{{}}不被Vue编译

何时: 如果内容中刚好有{{}}作为正文，则需要用v-pre保护

4. v-once: 尽在首次Vue加载时，绑定一次，之后即使变量改变，也不更新页面

如何使用: <ANY v-once>绑定语法</ANY>

原理: 在首次绑定后，就将v-once所在的元素从虚拟DOM树中移除

2. 双向绑定:

问题: 普通的绑定":属性"，只能讲内存中的模型变量单向绑定到界面，无法将界面的更改，自动更新回模型变量中

解决: v-model代替:value

什么是双向绑定: 即可以将内存中的数据绑定到界面上，同时又能将界面的修改，反向更新回模型变量中

(M-V, V-M)

何时: 如果希望绑定表单元素的值时，都用双向绑定

如何: <表单元素 v-model:value="模型变量"

:value可省略

原理: Vue用一个死循环，反复扫描虚拟DOM树中的每个节点——监视

如果希望只要界面发生变化，就立刻执行操作时:

new Vue({

...,

data:{ kwords:"" },

...,

watch:{

//在kwords发生改变时，自动执行

kwords(){ }

}

})

各种表单元素的双向绑定:

1. 文本框: <input type="text"> 和文本域: <textarea>

都是绑定value

<ANY v-model="模型变量"> v-model自动绑定value属性

2. 单选按钮:

<input type="radio" name="分组名" value="值" v-model="模型变量">

分组使用:

M-V: 如果模型变量的值等于value，则当前radio选中，否则不选中

V-M: 将当前选中的radio的value值自动更新回模型变量

3. 多选框:

<input type="checkbox" v-model="模型变量"

单用: 自动绑定的是checked属性

4. select:

<select v-model="模型变量">  
 <option value="值1">

<option value="值2">

... ...

M-V: 用模型变量的值和每个option的value做比较。如果某个option的value等于模型变量的值，则该option被选中

V-M: 当选中项发生改变时，自动将选中项的value，更新到模型变量中

3. 绑定class和style:

绑定style: 2种:

1. 将style当做普通字符串属性绑定: 不直观，繁琐

2. 可用对象方式绑定style:

<ANY :style="模型变量"

new Vue({

... ,

data:{

模型变量: {

css属性:值,

... : ...

}

}

})

问题: 用style修改多个css属性，代码会很繁琐

解决:

绑定class: 2种:

1. 将class当做普通字符串属性绑定:

<ANY class="不变的class列表" :class="模型变量"

new Vue({

...,

data:{

模型变量:"可能变化的class列表"

}

})

2. 将class当做对象绑定:

<ANY class="不变的class列表" :class="模型变量"

new Vue({

...,

data:{

模型变量:{

class名: true/false,

class名:true/false

}

}

})

4. 计算属性:

什么是: 数据库中或程序中没有保存的，但需要动态计算出来的值

何时: 如果一个值，没有保存，需要每次动态计算获得

比如: 购物车的总价

如何:

new Vue({

...,

computed:{

属性名(){

...

return 属性值

}

}

})

界面中: <ANY>{{属性名}}</ANY>

其实: methods:{

方法(){ return 计算结果 }

}

界面中:<ANY>{{函数名()}}</ANY>

也行

computed vs methods:

相同: 依赖的变量发生变化，都能自动更新

不同: 1. methods要使用函数名()的调用语法

computed使用不加()的属性名即可

2. 如果需要显示多次时，

methods会重复计算多次

computed会缓存第一次计算的值，避免重复计算

5. 过滤器:

什么是: 接收原始值，经过再加工，再显示出来

何时: 只要模型变量的原始值，不能直接使用时

比如: 性别:0、1

日期/时间: ms

状态: 存数字，显示状态名

如何: