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**ЗАДАНИЕ**

Для тех, кто программирует, необходимо написать программу метода Гаусса для решения системы *n* линейных уравнений *Ax*=*f*. Продемонстрировать её работоспособность на примере решения системы линейных уравнений с матрицей Гильберта *A*, элементы которой *aij* =1/(*i*+*j*-1), *i*,*j*=1.. *n*. Свободный член системы уравнений задайте в виде *fi* = *n*/*i2*. Проведите расчёты без выбора и с выбором главного элемента матрицы. Можно взять в Internet сторонние коды метода Гаусса и модифицировать их под поставленную задачу.

Для тех, кто не программирует, сделайте соответствующее расчётное задание с преподавателем в лаборатории.

Всем, кто программирует и не программирует, необходимо найти число обусловленности рассматриваемой матрицы – Cond(*A*)=||*A*||·||*A*-1||. Это можно сделать в сторонних приложениях, например, Python, MathCad…

Размерность *n* для системы уравнений возьмите в соответствии с вашим номером в списке группы и добавьте к нему цифру 3.

Сделайте выводы из всех полученных результатов.

**ХОД РАБОТЫ**

Репозиторий проекта:

<https://github.com/uncleDimasik/computational-mathematics-22-23-laba-2>

#include <iostream>

using namespace std;

//вывод системы уравнений

void sysout(double\*\* a, double\* y, int n)

{

for (int i = 0; i < n; i++)

{

for (int j = 0; j < n; j++)

{

cout << a[i][j] << "\*x" << j + 1;

if (j < n - 1)

cout << " + ";

}

cout << " = " << y[i] << endl;

}

return;

}

double\* gauss(double\*\* a, double\* y, int n)

{

double\* x, max;

int k, index;

const double eps = 0.00001; //точность

x = new double[n];

k = 0;

while (k < n)

{

//поиск главного элемента

max = abs(a[k][k]);

index = k;

for (int i = k + 1; i < n; i++)

{

if (abs(a[i][k]) > max)

{

max = abs(a[i][k]);

index = i;

}

}

//перестановка строк

if (max < eps)

{

//нет ненулевых диагональных элементов

cout << "Решение получить невозможно из-за нулевого столбца ";

cout << index << " матрицы A" << endl;

return 0;

}

for (int j = 0; j < n; j++)

{

double temp = a[k][j];

a[k][j] = a[index][j];

a[index][j] = temp;

}

double temp = y[k];

y[k] = y[index];

y[index] = temp;

//нормализация уравнений

for (int i = k; i < n; i++)

{

double temp = a[i][k];

if (abs(temp) < eps) continue; //для нулевого коэффициента пропустить

for (int j = 0; j < n; j++)

a[i][j] = a[i][j] / temp;

y[i] = y[i] / temp;

if (i == k) continue; //уравнение не вычитать само из себя

for (int j = 0; j < n; j++)

a[i][j] = a[i][j] - a[k][j];

y[i] = y[i] - y[k];

}

k++;

}

//обратная подстановка

for (k = n - 1; k >= 0; k--)

{

x[k] = y[k];

for (int i = 0; i < k; i++)

y[i] = y[i] - a[i][k] \* x[k];

}

return x;

}

double\* gauss2(double\*\* a, double\* y, int n) //без выбора главного элемента

{

double\* x;

int k;

const double eps = 0.00001;

x = new double[n];

k = 0;

while (k < n)

{

for (int i = k; i < n; i++)

{

double temp = a[i][k];

if (abs(temp) < eps) continue;

for (int j = 0; j < n; j++)

a[i][j] = a[i][j] / temp;

y[i] = y[i] / temp;

if (i == k) continue;

for (int j = 0; j < n; j++)

a[i][j] = a[i][j] - a[k][j];

y[i] = y[i] - y[k];

}

k++;

}

for (k = n - 1; k >= 0; k--)

{

x[k] = y[k];

for (int i = 0; i < k; i++)

y[i] = y[i] - a[i][k] \* x[k];

}

return x;

}

int main()

{

setlocale(LC\_ALL, "Russian");

double\*\* a, \* y, \* x;

int n = 12+3;// номер по списку + 3. Я 12-й

a = new double\* [n];//rowCount

y = new double[n];

for (int i = 0; i < n; i++)//инициализация матрицы гильберта

{

a[i] = new double[n]; //made a new column

for (int j = 0; j < n; j++)

{

a[i][j] = 1.0 / ((i + 1) + (j + 1) - 1.0);

}

}

for (int i = 0; i < n; i++)// Свободный член системы уравнений задайте в виде fi = n/i^2

{

y[i] = ((double)n / ((i + 1) \* (i + 1)));

}

sysout(a, y, n);

cout << "\nС выбором" << endl;

x = gauss(a, y, n);

cout << endl;

for (int i = 0; i < n; i++)

cout << "x[" << i + 1 << "]=" << x[i] << endl;

cout << "\nБез выбора" << endl;

x = gauss2(a, y, n);

cout << endl;

for (int i = 0; i < n; i++)

cout << "x[" << i + 1 << "]=" << x[i] << endl;

return 0;

}

**Число обусловленности рассматриваемой матрицы**

**import** **numpy** **as** **np**

**from** **numpy** **import** linalg **as** LA

**import** **math**

**def** printMatrix(n):

H = [[**None** **for** \_ **in** range(n)] **for** \_\_ **in** range(n)]

**for** i **in** range(n):

**for** j **in** range(n):

*# using the formula to generate*

*# hilbert matrix*

H[i][j] = 1 / ((i + 1) + (j + 1) - 1)

**return** H

*# 12+3*

print(LA.cond(printMatrix(12 + 3)))

**ВЫВОДЫ**

Заметим, что в методе последовательного исключения Гаусса вычисления возможны, если ведущие элементы системы ![](data:image/gif;base64,R0lGODlhPQAZAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIAAwA3ABIAgAAAAAAAAAJqhI8QFpvs1Ju0PhdnzLbbLWkI55Xj0VQZaabdBjfLaibYy0gsXefo59u5QqrLCUJMllhH2xHDq5FkVA4N1MsyV9HssoiCjaBeSNU6RmKVXuZPlxrq5mX2xR1G1vcaMv+fM0MHWOeHR3hQAAA7) . Добиться выполнения этого условия можно, переставляя элементы строк и столбцов матрицы. Но среди ведущих элементов могут оказаться очень маленькие по абсолютной величине. При делении на такие ведущие элементы получается большая погрешность округления (вычислительная погрешность). Чтобы избежать сильного влияния вычислительной погрешности на решение, применяется метод Гаусса с выбором главного элемента

**Контрольные вопросы**

1. Метод Гаусса O(n^3)

Удаление первого столбца потребует n сложений и n умножений для n−1 строк. Следовательно, количество операций для первого столбца равно 2n(n−1). Для второго столбца у нас есть n-1 сложений и n-1 умножений, и мы делаем это для (n-2) строк, что дает нам 2(n-1)(n-2). Следовательно,

общее количество операций, необходимых для полной декомпозиции, можно записать как

![](data:image/png;base64,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) ![](data:image/png;base64,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)отбрасываем коэф. и получаем O(n^3) сложность по времени.

***Крамер*** очень неэффективен, временная сложность O (n! × n) с наивным алгоритмом поиска определителя.

Для выполнения **прогонки** в трёхдиагональной СЛАУ из n уравнений с n неизвестными в параллельном варианте требуется последовательно выполнить следующие ряды:

* n рядов делений (в каждом из рядов, кроме одного, по 2 деления),
* по 2n−2 рядов умножений и сложений/вычитаний (в n−1 рядов по 2 операции, в n−1 - по одной).

Таким образом, прогонка относится к алгоритмам со сложностью O(n).

2. Среди элементов матрицы ![](data:image/gif;base64,R0lGODlhYQAaAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIAAwBdABUAgAAAAAAAAAKxhI9xodYIo5x0soszrrF5x4XiSJbA84Hmyrbdop7V49aziMY0tO+STwLeODlZjGcrXVZC2IIGbCYpUmqCYRRGO1WsS+vx6sLHxO9MrDUVKRi05asaeRqtZd6b65WvtNpSdIXEEhci59dXdvKmg5NoxaVxh6YohnVIKSOFOTQIwrh0ycYJhVKoJurkkAfJuWfmOYXZpYgY+2pzSItrmNgm60jENkXnShzEe6x8LLbs3FIAADs=) выберем наибольший по модулю, называемый главным, элемент. Например, пусть им будет элемент ![](data:image/gif;base64,R0lGODlhGwAZAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIAAwAWABIAgAAAAAAAAAI8hI8QF2uekpsvSlazVZhrC1FfFGoQiDQps5znmqkdaW6ba6PPS5ZKm/P8WiGgKDiU8W6cY85YWV6IP0QBADs=). Строка с номером ![](data:image/gif;base64,R0lGODlhEQAPAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIABAALAAcAgAAAAAAAAAIRRAKGmugGH4vrtItjgtdmWwAAOw==), содержащая главный элемент, называется главной строкой.

3. Необходимо дописать справа единичную матрицу и с помощью элементарных преобразований

4. Если матрица системы «почти вырождена», то ошибки округления могут привести к неверному результату. В таком случае нужно уметь заранее определить меру «близости» матрицы системы к множеству вырожденных матриц.

Мерой близости матрицы А к вырожденной является величина cond(A) − ­число обусловленности, которое вычисляется по формуле cond(A)=, где − норма матрицы А, а − норма обратной матрицы. (Порядок нахождения нормы матрицы приведен в Причем, чем больше величина cond(A), тем ближе матрица А к вырожденной.

Пределы обусловленности >1

5. Метод прогонки является частным случаем метода Гаусса и используется для решения систем линейных уравнений вида Ax = B, где A — трёхдиагональная матрица. Трёхдиагональной матрицей называется матрица такого вида, где во всех остальных местах, кроме главной диагонали и двух соседних с ней, стоят нули.

Метод прогонки состоит из двух этапов: прямой прогонки и обратной прогонки. На первом этапе определяются прогоночные коэффициенты, а на втором – находят неизвестные x.

6. ***Метод итерации*** — это численный и приближенный метод решения СЛАУ.

**Суть:** нахождение по приближённому значению величины следующего приближения, которое является более точным. Метод позволяет получить значения корней системы с заданной точностью в виде предела последовательности некоторых векторов (итерационный процесс).