(<http://testng.org/doc/documentation-main.html#annotations>)

(<http://www.techbeamers.com/testng-framework-interview-questions-answers/>)

**1) what is the use of framework in automation testing**

Ans: Framework is nothing but it is a separate project which contains packages/classes/methods. Basically framework contains reusable components/code

Ex: In framework, I created classes/methods to handle exceptions/custom reports, reading data from database, excel file.

It will be a jar file in java

It will be DLL in C#

In automation code we add this jar/dll’s (using buildpath> add external jar files option) and call appropriate classes/method Whenever it is required.

Ex: selenium jar file is framework and we add this file jar file in our project

We use classes/methods of selenium framework (WebDriver, Webelement classes, get

method)

**2) what are the things to consider/keep in framework?**

Ans: Create classes/methods to handle exceptions/custom reports, reading data from

database, excel file

**3) different types of frameworks we have in selenium/qtp?**

Ans:

**Data driven framework:** When some test needs to repeat for different data set, Data driven framework gets used. In this framework, Parameters in the test case gets linked to database, excel, csv, text files from there test case run for all defined parameter in the file.

Data-driven testing is creation of test scripts where test data and/or output values are read from data files instead of using the same hard-coded values each time the test runs. This way testers can test how the application handles various inputs effectively. It can be any of the below data files.

**Keyword driven framework**: As Name suggest, Keyword nothing but a code which represent some action, say “login”. in this framework, we map the set of code which perform certain action with a keyword and then we use that keyword across the framework.

Keyword driven testing is a type of functional automation testing framework which also known as table-driven testing or action word based testing.

In Keyword-driven testing we use a table format, usually a spreadsheet, to define keywords or action words for each function that we would like to execute.

**Hybrid framework**: It is nothing but mix of any frameworks together. most popular hybrid automation frameworks are Modular- Data driven and Keyword- data driven.

**Linear automation framework:** linear framework mainly based on record and play and follow the procedural code. this framework especially suites for very small projects and for creation of smoke test suites where only basis tests being executed.

**Structured automation Framework:**In Structured framework**,** test cases are writing in more structured way using loops, if else statements, Switch statement and conditional statement, but  it does not have any functions or modularity to make the framework more flexible.

**Modular automation Framework:**In Modular framework, reusable code put in some functions and functions getting called whenever needed. it makes framework more flexible and easy for maintenance.

**BDD:** **behavior-driven development** is a software development process based on test-driven development (TDD). Behavior-driven development combines the general techniques and principles of TDD with ideas from domain-driven design and object-oriented analysis and design to provide software development and management teams with shared tools and a shared process to collaborate on software development.

**4) what is data driven frame work and when do we use it?**

Ans: When some test needs to repeat for different data set, Data driven framework gets used. In this framework, Parameters in the test case gets linked to database, excel, csv, text files from there test case run for all defined parameter in the file.

Data-driven testing is creation of test scripts where test data and/or output values are read from data files instead of using the same hard-coded values each time the test runs. This way testers can test how the application handles various inputs effectively. It can be any of the below data files.

It is used to test same functionality more than once with different set of data/input data

We store the test data in external files (excel/csv) or table.

**5) what is keyword frame work and when do we use it?**

As Name suggest, Keyword nothing but a code which represent some action, say “login”. in this framework, we map the set of code which perform certain action with a keyword and then we use that keyword across the framework.

Keyword driven testing is a type of functional automation testing framework which also known as table-driven testing or action word based testing.

In Keyword-driven testing we use a table format, usually a spreadsheet, to define keywords or action words for each function that we would like to execute.

The basic working of the Keyword Driven Framework is to divide the Test Case in to four different parts. First is called as Test Step, second is Object of Test Step, third is Action on Test Object and fourth is Data for Test Object.

The above categorization can be done and maintained with the help of Excel spread sheet:

**Test Step**: It is a very small description of the Test Step or the description of the Action going to perform on Test Object.

**Test Object:** It is the name of the Web Page object/element, like Username & Password.

Action: It is the name of the action, which is going to perform on any Object such as click, open browser, input etc.

**Test Data:** Data can be any value which is needed by the Object to perform any action, like Username value for Username field.

The idea behind the *Keyword Driven* approach in automation is to separate the coding from the test case & test step. This helps a non-technical person to understand the automation very well. With this a manual tester can write Automation scripts. This does not mean that an automation tester is not needed but in any Keyword Driven project, a hard core technical coder is must needed for setting up the framework and to work on regular changes and updates of background automation code. But for an example an automation team can have two manual testers and a automation coder.

**6) what is hybrid framework and when do we use it?**

“A hybrid framework is a framework that is created by combining together the features of the different types of QTP frameworks.”

“Hybrid framework is the most commonly used framework in test automation projects.”

**7) what is POM and modular framework?**

***Page Object***: This is a very popular pattern used these days for Test Automation Frameworks. If you think of a web based application as a network of pages that interact with each other AND there are large number of pages in your application that can change nature frequently, this pattern is the most favorable one to use.

Page-objects (or classes) are defined for each page, where a page contains the html locator information and also the methods that can operate on those page elements. Though we say page-objects (aka. classes) are written for each page, there are some nuances in terms of how we model a Web page into a page-object. A network of page-objects is supposed to model the state of the web application ultimately, however with asynchronous web applications, where parts of page get refreshed (as opposed to full web page. aka. DOM), we have to handle ajax calls based on the javascript library. Anyways, will mention the caveats, pros and cons, situations in which web application (page html source) to page-object modeling becomes the most important part in your framework etc, will be dealt in a separate post at the end of frameworks tutorial.

The advantage of this pattern from the decision-making point is:

* If a html locator information changes for an element, changing it in the page-object reflects across all the scripts – nice right
* Gives us ability to define keywords too as we can define methods inside page-objects
* We can define navigation logic between the pages too as a way to tie the links between the pages

**8) What is testng and junit?**

**TestNG:** TestNG is a testing framework developed in the lines of JUnit and NUnit, however it introduces some new functionalities that make it more powerful and easier to use.

TestNG is designed to cover all categories of tests − unit, functional, end-to-end, integration, etc., and it requires JDK 5 or higher.

**Junit**: JUnit is a unit testing framework for Java programming language. JUnit has been important in the development of test-driven development, and is one of a family of unit testing frameworks collectively known as xUnit, that originated with JUnit.

**9) Writing unit test cases with testng?**

Writing a test in TestNG basically involves the following steps:

* Write the business logic of your test and insert TestNG annotations in your code.
* Add the information about your test (e.g. the class name, the groups you wish to run, etc.) in a testng.xml file or in build.xml.
* Run TestNG.

There are many benefits of using the annotations in the project.

* They are easier to understand.
* You can group the test cases using the appropriate annotation.
* You can do parallel testing.
* You can pass extra parameters to annotations.
* They are strongly typed, so the compiler will catch any error outright.

Steps for executing test case in TestNG:

1) Press **Ctrl+N** , select “**TestNG Class**” under **TestNG**category and click **Next**.

**Or**

Right click on Test Case folder, go to **TestNG**and select “**TestNG Class**“.

2) If the project is set up and we have selected the Test Case folder before creating TestNG class then the source folder and the package name will be prepopullated on the form. Set class name as ‘**TestNG**‘.

Under Annotations, check “**@BeforeMethod**”, “**@AfterMethod**” and click **Finish**. That’s it.

3)Now it will display the newly created TestNg class under the Test Case package(folder). TestNG class will look like the image below with displaying three empty methods. One method f() by default and before & after method, as selected during the creation of the class.

4)Run the test by right click on the test case script and select **Run As** > **TestNG Test**.

TestNG also produce HTML reports. To access those reports go to the**Project** directory and open **test-output** folder.

Open ‘**emailable-report.html**‘, as this is a html report open it with browser.

TestNG also produce ‘**index.html**‘ report and it resides in the same **test-output** folder. This reports gives the link to all the different component of the TestNG reports like **Groups** & **Reporter Output**. On clicking these will display detailed descriptions of execution.

**10) what are important elements in testng.xml?**

In a Selenium TestNG project, we use <testng.xml> file to configure the complete test suite into a single file. This file makes it easy to group all the test suites and their parameters in one file. It also gives the ability to pull out subsets of your tests or split several runtime configurations. Few of the tasks which we can group in the <testng.xml> file are as follows.

**1-** Can configure test suite comprising of multiple test cases to run from a single place.  
**2-** Can include or exclude test methods test execution.  
**3-** Can mark a group to include or exclude.  
**4-** Can pass parameters in test cases.  
**5-** Can add group dependencies.  
**6-** Can configure parallel test execution.  
**7-** Can add listeners.

testng.xml is the main configuration file that defines the suite and tests. suite is top level element in TestNG configuration file and is defined by one XML file.

If you need to have more suites then you need to define separate testng.xml file for each suite like database\_testng.xml, feature\_testng.xml, performance\_testng.xml etc.

**suite** is the first element of testng.xml. A suite contains one or more test elements.

A test is made of one or more classes and a clas is made or one or more methods.

![Top level structure of testng](data:image/png;base64,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) ![TestNG configuration](data:image/png;base64,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)

**11) what are different annotations in testng and junit?**

**(**<http://everythingaboutselenium.blogspot.com/2013/07/all-testng-annotations-with-attributes.html>**)**

|  |  |
| --- | --- |
| **Annotation** | **Description** |
| @BeforeSuite | The annotated method will be run only once before all tests in this suite have run. |
| @AfterSuite | The annotated method will be run only once after all tests in this suite have run. |
| @BeforeClass | The annotated method will be run only once before the first test method in the current class is invoked. |
| @AfterClass | The annotated method will be run only once after all the test methods in the current class have run. |
| @BeforeTest | The annotated method will be run before any test method belonging to the classes inside the <test> tag is run. |
| @AfterTest | The annotated method will be run after all the test methods belonging to the classes inside the <test> tag have run. |
| @BeforeGroups | The list of groups that this configuration method will run before. This method is guaranteed to run shortly before the first test method that belongs to any of these groups is invoked. |
| @AfterGroups | The list of groups that this configuration method will run after. This method is guaranteed to run shortly after the last test method that belongs to any of these groups is invoked. |
| @BeforeMethod | The annotated method will be run before each test method. |
| @AfterMethod | The annotated method will be run after each test method. |
| @DataProvider | Marks a method as supplying data for a test method. The annotated method must return an Object[ ][ ], where each Object[ ] can be assigned the parameter list of the test method. The @Test method that wants to receive data from this DataProvider needs to use a dataProvider name equals to the name of this annotation. |
| @Factory | Marks a method as a factory that returns objects that will be used by TestNG as Test classes. The method must return Object[ ]. |
| @Listeners | Defines listeners on a test class. |
| @Parameters | Describes how to pass parameters to a @Test method. |
| @Test | Marks a class or a method as a part of the test. |

**Benefits of TestNG:**

* TestNG identifies the methods it is interested in, by looking up annotations. Hence, method names are not restricted to any pattern or format.
* We can pass additional parameters to annotations.
* Annotations are strongly typed, so the compiler will flag any mistakes right away.
* Test classes no longer need to extend anything (such as TestCase, for JUnit 3).

**JUnit:**

**(**<https://www.java2novice.com/junit-examples/junit-annotations/>**)**

The Junit annotations are:

1. @Test
2. @Before
3. @After
4. @BeforeClass
5. @AfterClass
6. @Test (expected = Exception.class)
7. @Test(timeout=100)
8. @Ignore

**@Test:** The Test annotation tells JUnit that the public void method to which it is attached can be run as a test case. To run the method, JUnit first constructs a fresh instance of the class then invokes the annotated method. Any exceptions thrown by the test will be reported by JUnit as a failure. If no exceptions are thrown, the test is assumed to have succeeded.

**@Before:** When writing tests, it is common to find that several tests need similar objects created before they can run. Annotating a public void method with @Before causes that method to be run before the Test method. The @Before methods of super classes will be run before those of the current class.

**@After:**  If you allocate external resources in a Before method you need to release them after the test runs. Annotating a public void method with @After causes that method to be run after the Test method. All @After methods are guaranteed to run even if a Before or Test method throws an exception. The @After methods declared in superclasses will be run after those of the current class.

**@BeforeClass:** Sometimes several tests need to share computationally expensive setup (like logging into a database). While this can compromise the independence of tests, sometimes it is a necessary optimization. Annotating a public static void no-arg method with @BeforeClass causes it to be run once before any of the test methods in the class. The @BeforeClass methods of superclasses will be run before those the current class.

The annotations @BeforeClass and @Before are same in functionality. The only difference is the method annotated with @BeforeClass will be called once per test class based, and the method annotated with @Before will be called once per test based.

**@AfterClass:** If you allocate expensive external resources in a BeforeClass method you need to release them after all the tests in the class have run. Annotating a public static void method with @AfterClass causes that method to be run after all the tests in the class have been run. All @AfterClass methods are guaranteed to run even if a BeforeClass method throws an exception. The @AfterClass methods declared in superclasses will be run after those of the current class.

The annotations @AfterClass and @After are same in functionality. The only difference is the method annotated with @AfterClass will be called once per test class based, and the method annotated with @After will be called once per test based.

**@Ignore**: Sometimes you want to temporarily disable a test or a group of tests. Methods annotated with Test that are also annotated with @Ignore will not be executed as tests. Also, you can annotate a class containing test methods with @Ignore and none of the containing tests will be executed. Native JUnit 4 test runners should report the number of ignored tests along with the number of tests that ran and the number of tests that failed.

**@Test (expected = Exception.class):** Sometimes we need to test the exception to be thrown by the test. @Test annotation provides a parameter called 'expected', declares that a test method should throw an exception. If it doesn't throw an exception or if it throws a different exception than the one declared, the test fails.

**@Test(timeout=100):** Sometimes we need to measure the performance in terms of time. The @Test annotations provides an optional parameter called 'timeout', which causes a test to fail if it takes longer than a specified amount of clock time (measured in milliseconds).

**12) what is group and suite and parallel execution in testNG?**

**Group Test:** Group test is a new innovative feature in TestNG, which doesn’t exist in JUnit framework. It permits you to dispatch methods into proper portions and perform sophisticated groupings of test methods. Not only can you declare those methods that belong to groups, but you can also specify groups that contain other groups. Then, TestNG can be invoked and asked to include a certain set of groups (or regular expressions), while excluding another set. Group tests provide maximum flexibility in how you partition your tests and doesn't require you to recompile anything if you want to run two different sets of tests back to back.

Groups are specified in your testng.xml file using the <groups> tag. It can be found either under the <test> or <suite> tag. Groups specified in the <suite> tag apply to all the <test> tags underneath.

**Suite Test:** “Suite Test” is done when you have to run few unit test together, “Suite Test” bundle this unit test together. XML file is used to run the suite test.

A **test suite** is a collection of test cases intended to test a behavior or a set of behaviors of software program. In TestNG, we cannot define a suite in testing source code, but it is represented by one XML file, as suite is the feature of execution. It also allows flexible configuration of the *tests* to be run. A suite can contain one or more tests and is defined by the <suite> tag.

<suite> is the root tag of your testng.xml. It describes a test suite, which in turn is made of several <test> sections.

The following table lists all the legal attributes that <suite> accepts.

|  |  |
| --- | --- |
| **Attribute** | **Description** |
| name | The name of this suite. It is a **mandatory** attribute. |
| verbose | The level or verbosity for this run. |
| parallel | Whether TestNG should run different threads to run this suite. |
| thread-count | The number of threads to use, if parallel mode is enabled (ignored other-wise). |
| annotations | The type of annotations you are using in your tests. |
| time-out | The default timeout that will be used on all the test methods found in this test. |

**Parallel Testing:**

**(**<http://www.guru99.com/parallel-testing.html>**)**

Parallel testing is a testing of multiple applications or subcomponents of one application concurrently to reduce the test time.

When any organization is moving from old system to new system, legacy data is an important part. Transferring this data is a complex process.

In software testing, verifying compatibility of the newly developed system with the old system is done through "parallel testing.

In parallel testing, tester runs two different versions of software concurrently with same input. The aim to find out whether the legacy system and the new system are behaving same or differently. It ensures that the new system is capable enough to run the software efficiently.

**13) how to decide which test cases needs to be automated?**

It is impossible to automate all testing, so it is important to determine what test cases should be automated first.

The benefit of automated testing is linked to how many times a given test can be repeated. Tests that are only performed a few times are better left for manual testing. Good test cases for automation are ones that are run frequently and require large amounts of data to perform the same action.

Possible ranking criteria include the following:   
- ask the end-user to prioritize the requirements (and test those first);  
- test first the areas of the software that have had most faults in the past;  
- test most those areas of the software that are most complex or critical.  
- tests that would find the most severe failures;  
- tests that would find the most visible failures;  
- tests that would find the most likely faults;

Prioritization in TestNG:

We can use “priority” keyword for it.

**Priority**: The priority for this test method. Lower priorities will be scheduled first.

We use ‘**priority**‘ parameter. **Parameters** are keywords that can modify the annotation’s default function. Priority starts from 0. It can be put with @Test annotation.

**14) what are the steps in automation testing or when do we automation testing?**

**When to automate?** Ensure timing of automation is right. At minimum- product should be stable, and manual testing should be in place.

**Test tool selection**

**Define scope of automation**

**Planning, Design and development**

**Test execution**

**Maintenance**

**Test Automation Process:**

**#1 Test Automation - Plan**

This is the first step in the test automation process. The major action item here is to create a plan that specifies Purpose, Scope, Strategies, Major Requirements, Schedule, Budget.

**#2 Test Automation - Design and Development**

The major action item here is to create a detailed automation solution. This will adress the major objectives and meet all the automation requirements. This is more of a detailed breakup adress majority of the automation plan items.

In the development phase the various test automation framework and scripts are developed.

**#3 Test Automation Tool - Preparation**

The major action item here is evaluate the various automation tools and decide a on a tool to be used for the project. This is more of a feasibility study. In this stage an in-house tool can also be developed (if feasible). Once the tool is decided upon, the tool is deployed with the various required configuration required for the project.

**#4 Test Automation solution - Deployment**

Once the tool and the scripts are ready, they are integrated together and deployed on the test environment.

**#5 Test Automation - Review**

The working of the automation solution is reviewed and to identify issues and limitations and provide feedback. This will help to further enhance the solution.

**Switching from Manual Testing Process to Automated Testing Process**

Manual Test Process

1. Perform user actions.
2. Wait for processes to complete.
3. Verify AUT (Application under Test) functions as expected.
4. Repeat steps until all applications are verified compliant
5. Go back to step one.

Automated Test Process

1. Generate automated script.
2. Synchronize script playback to application performance.
3. Add verification.
4. Run test or suite of tests.
5. Go back to step four.

Ans: write manual test cases (if they are not there)

out of all manual test cases we will pick test cases that are of regression testing

(test cases that needs to be executed)

put all positive scenarios in regression

we don’t put any UI related changes in regression testing.

**15) what is the use of data provider annotation?**

 It helps you to write data-driven tests, which essentially means that **same test method can be run multiple times with different data-sets**.

DataProvider is the second way of passing parameters to test methods.  It helps in providing complex parameters to the test methods as it is not possible to do this from XML.

To use the DataProvider feature in your tests you have to declare a method annotated by @DataProvider and then use the said method in the test method using the ‘***dataProvider***‘ attribute in the Test annotation.

When you need to pass complex parameters or parameters that need to be created from Java (complex objects, objects read from a property file or a database, etc…), in such cases parameters can be passed using Dataproviders. A Data Provider is a method annotated with @DataProvider. A Data Provider returns an array of objects.

1)  Define the method credentials() which is defined as a Dataprovider using the annotation. This method returns array of object array.

2) Add a method test() to your DataProviderTest class. This method takes two strings as input parameters.

3) Add the annotation *@Test(dataProvider = “Authentication”)* to this method. The attribute dataProvider is mapped to “Authentication”.

**16) Difference between junit and testNG?**

Both TestNG and Junit are Testing framework used for unit testing. TestNG is similar to JUnit.

Few more functionalities are added to it that makes TestNG more powerful than JUnit.

TestNG is a testing framework inspired by JUnit and NUnit.

1. In TestNG, Parameterized test configuration is very easy while It is very hard to configure Parameterized test in JUnit.
2. TestNG support group test but it is not supported in JUnit.
3. TestNG has a feature to configure dependency test. Dependency test configuration for software web application is not possible in JUnit.
4. TestNG support @BeforeTest, @AfterTest, @BeforeSuite, @AfterSuite, @BeforeGroups, @AfterGroups which are not supported in JUnit.
5. Test prioritization, Parallel testing is possible in TestNG. It is not supported by JUnit.

(<http://www.guru99.com/junit-vs-testng.html>)

**17) How to generate reports using testNG?**

**(**<http://www.techbeamers.com/generate-reports-selenium-webdriver/>**)**

Selenium Webdriver doesn’t have a built-in reporting feature but there are plugins like the TestNG and JUnit which can add this functionality.

Here we have 3 unique techniques to generate reports in Selenium Webdriver.

1. TestNG HTML report generation
2. JUnit-Style Report Generation.
   * Simple Junit reports
   * Convert Junit to HTML reports
3. Generating extent HTML reports

TestNG HTML report generation:

Once we execute the tests, TestNG generates a test output folder at the root of the project. It combines two kinds of reports.

**Detailed Report.**

You can find this report in the <***index.html***> file. It combines the detailed information like the errors, test groups, execution time, step-by-step logs and TestNG XML file.

**Generate Reports (index.html) in TestNG.**

**Summary Report.**

It is the trimmed version and informs about the test pass/fail/skip count. You can see it from the <***emailable-report.html***> file. It’s an email friendly report which you can embed and share with the stakeholders.

**Steps To Generate Reports Using TestNG.**

**Step-1) Select The TestNG Reporting Interface.**

TestNG supplies two interfaces to implement reporting in Selenium Webdriver. You can apply any of these two in your projects.

1. Testers commonly use the <[ITestListener](http://testng.org/javadocs/org/testng/ITestListener.html)> Interface.
2. Another is the <***IReporter***> Interface which is least popular.

**Step-2) Generate Reports Using The <ITestListener> Interface.**

**Step-3) Verify the Report Generation Process.**

**18) Creating Jar file (separate project) and use that JAR file in selenium project file**

To create a new JAR file in the workbench:

1. In the Package Explorer, you can optionally pre-select one or more Java elements to export. (These will be automatically selected in the JAR package specification wizard page, described in Step 4.)
2. Either from the context menu or from the menu bar's **File** menu, select **Export**.
3. Expand the **Java** node and select **JAR file**. Click **Next**.
4. In the **JAR File Specification** page, select the resources that you want to export in the **Select the resources to export**field.
5. Select the appropriate checkbox to specify whether you want to **Export generated class files and resources** or **Export Java source files and resources**. **Note**: Selected resources are exported in both cases.
6. In the **Select the export destination** field, either type or click **Browse** to select a location for the JAR file.
7. Select or clear the **Compress the contents of the JAR file** checkbox.
8. Select or clear the **Overwrite existing files without warning** checkbox. If you clear this checkbox, then you will be prompted to confirm the replacement of each file that will be overwritten.
9. **Note**: The overwrite option is applied when writing the JAR file, the JAR description, and the manifest file.
10. You have two options:
    * Click **Finish** to create the JAR file immediately.
    * Click **Next** to use the JAR Packaging Options page to [set advanced options](http://help.eclipse.org/neon/topic/org.eclipse.jdt.doc.user/tasks/tasks-34.htm), create a JAR description, or [change the default manifest](http://help.eclipse.org/neon/topic/org.eclipse.jdt.doc.user/tasks/tasks-35.htm).

**19. Include Exception Manager class in framework project under proper package?**

**20. Include class for reading data from excel file under proper package**

**21. Include class for reading data from database table file under proper package**

**22. create maven project?**

**(**<http://www.tech-recipes.com/rx/39279/create-a-new-maven-project-in-eclipse/>**)**

When creating a project in Eclipse, one may use Maven to manage dependencies more easily and to resolve transitive dependencies automatically. Maven projects have a consistent structure for each project created, and it is possible to create this structure automatically within Eclipse.

1. In the **Eclipse IDE**, navigate to **File > New > Other…** in order to bring up the project creation wizard.

2. Scroll to the **Maven** folder, open it, and choose **Maven Project**. Then choose **Next**.

3. You may choose to **Create a simple project** or forgo this option. For the purposes of this tutorial, we will choose the simple project. This will create a basic, Maven-enabled Java project. If you require a more advanced setup, leave this setting unchecked, and you will be able to use more advanced Maven project setup features. Leave other options as is, and click **Next**.

4. Now, you will need to enter information regarding the Maven Project you are creating. You may visit the Maven documentation for a more in-depth look at the Maven Coordinates (http://maven.apache.org/pom.html#Maven\_Coordinates). In general, the **Group Id** should correspond to your organization name, and the **Artifact Id** should correspond to the project’s name. The version is up to your discretion as is the packing and other fields. If this is a stand-alone project that does not have parent dependencies, you may leave the **Parent Project** section as is. Fill out the appropriate information, and click **Finish**.

5. You will now notice that your project has been created. You will place your Java code in **/src/main/java**, resources in **/src/main/resources**, and your testing code and resources in **/src/test/java** and **/src/test/resources** respectively.

6. Open the **pom.xml** file to view the structure Maven has set up. In this file, you can see the information entered in Step 4. You may also use the tabs at the bottom of the window to change to view **Dependencies**, the **Dependency Hierarchy**, the **Effective POM**, and the raw xml code for the pom file in the **pom.xml** tab.

Now we have a new Java project with Maven enabled.

**23. Configure testNG in eclipse?**

(<http://www.techbeamers.com/install-testng-in-eclipse-ide/>)

We have three ways to install TestNG in eclipse.

* 1. Install TestNG in Eclipse [directly from the Eclipse Marketplace](http://www.techbeamers.com/install-testng-in-eclipse-ide/#method1).
  2. Installing TestNG Plugin in Eclipse [using the “Install New Software…” feature](http://www.techbeamers.com/install-testng-in-eclipse-ide/#method2).
  3. Install TestNG in Eclipse IDE via [offline Jar files](http://www.techbeamers.com/install-testng-in-eclipse-ide/#method3).

**24. Create methods with different annonations like beforeclass, beforetest, test, dataprovider, afterclass, aftertest, beforesuite, aftersuite, parameters?**

**package** TestNG;

**import** org.testng.annotations.Test;

**import** org.testng.annotations.BeforeClass;

**import** org.testng.annotations.AfterClass;

**import** org.testng.annotations.BeforeTest;

**import** org.testng.annotations.AfterTest;

**import** org.testng.annotations.BeforeSuite;

**import** org.testng.annotations.AfterSuite;

**public** **class** TestNGAnnotations

{

@Test

**public** **void** Test()

{

System.***out***.println("@Test");

}

@BeforeClass

**public** **void** BeforeClass()

{

System.***out***.println("@BeforeClass");

}

@AfterClass

**public** **void** AfterClass()

{

System.***out***.println("@AfterClass");

}

@BeforeTest

**public** **void** BeforeTest()

{

System.***out***.println("@BedforeTest");

}

@AfterTest

**public** **void** AfterTest()

{

System.***out***.println("@AfterTest");

}

@BeforeSuite

**public** **void** BeforeSuite()

{

System.***out***.println("@BeforeSuite");

}

@AfterSuite

**public** **void** AfterSuite()

{

System.***out***.println("@AfterSuite");

}

}

**Have to learn about @DataProviders and @Parameters**

**25. Configure testng.xml for creating test suites, specifying test classes, parameters?**

<?xml version="1.0" encoding="UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite guice-stage="DEVELOPMENT" name="Default suite">

<test verbose="2" name="Default test">

<classes>

<class name="TestNG.TestNGAnnotations"/>

</classes>

</test> <!-- Default test -->

</suite> <!-- Default suite -->

**26. Testng reports generation using Listeners for report generation (itestlistener, isuitelistener)?**

There are two ways to generate a report with TestNG:

* Listeners: For implementing a listener class, the class has to implement the *org.testng.ITestListener* interface. These classes are notified at runtime by TestNG when the test starts, finishes, fails, skips, or passes.
* Reporters: For implementing a reporting class, the class has to implement an *org.testng.IReporter* interface. These classes are called when the whole suite run ends. The object containing the information of the whole test run is passed to this class when called.

**27. page object model**

**28. page factory:**

In order to support the [PageObject](https://github.com/SeleniumHQ/selenium/wiki/PageObjects.md) pattern, WebDriver's support library contains a factory class.

Page Factory is an inbuilt page object model concept for Selenium WebDriver but it is very optimized.

Here as well we follow the concept of separation of Page Object repository and Test methods. Additionally, with the help of PageFactory class we use annotations **@FindBy** to find WebElement. We use initElements method to initialize web elements