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Introduction

Milestone Two required the creation of one brute force and two dynamic programming algorithms to solve a variant of the popular bin-packing problem. This problem involves placing a series of sculptures while maintaining their order, onto a series of platforms. Each platform has a maximum width, and each sculpture has both a width which takes up space on these platforms and a height. Any resultant solution is judged based on the sum of the maximum sculpture heights on each platform used. In milestone one we solved specific cases of this problem suitable for greedy algorithms. With milestone two we will solve the general case as specified here:

*Given the heights h1,...,hn and the base widths w1,...,wn of n sculptures, along with the width W of the display platform, find an arrangement of the sculptures on platforms that minimizes the total height.*

Algorithm Design and Analysis – Algorithm Three

The third algorithm for this project and the first for this milestone solves the general case as stated in the introduction.This is a brute force algorithm that runs in O(n2n-1) time. This algorithm iterates through every possible grouping of statues, determines whether this is a valid grouping based on the allowed platform width, calculates the cost of this grouping (the total of the maximum sculpture heights of each platform) and returns the best platform grouping.

Correctness is accomplished through brute force. Every possible valid combination of sculptures is processed, and the best is returned upon completion of the algorithm. As mentioned previously, this algorithm runs in O(n2n-1) time. The number of possible groupings is a combinatorial problem, and there are 2n-1 possible groupings that will be iterated through. In every iteration, both the platform validity check and the total cost of the platform grouping is accomplished in O(n) times. The final result is that each loop iteration takes O(n) time and there are O(n2n-1) total iterations, for a final run time of O(n2n-1).

Algorithm Design and Analysis – Algorithm Four

The 2nd milestone two algorithm solves the same general case as the first, but in O(n3) time. First, it defines an array OPT, where OPT[i] represents the minimum total height needed to display sculptures 1 through i. to fill in this array, we consider all possible partitions of the sculptures from

j to i (where sculptures j to i are placed on the same platform), checking if the total width of sculptures from j to i fits within the platform's width W. Then, the algorithm proceeds back through the array and reconstructs the final solution.

Correctness is accomplished by utilizing optimal subproblems. The key idea for this algorithm is that the solution for arranging sculptures 1 through i can be built from the optimal solutions of subproblems for the sculptures 1 through j -1, where j ≤ i. Specifically, for each i, the algorithm considers all valid partitions of sculptures into groups from j to i, where sculptures j through i are placed on a single platform. To maintain correctness, the algorithm ensures that the total width of sculptures from j to i does not exceed the platform’s width W. For each valid partition, the height of the platform is determined by the tallest sculpture on the platform. The recurrence relation updates OPT[i] as the minimum of all possible heights from the valid partitions:

The algorithm runs in O(n3) time complexity due to two nested loops, one for i and one for j, both of which run in O(n) time for a total of O(n2) iterations. And inside of each of these loops we spend O(n) time computing platform width and height.

Algorithm Design and Analysis – Algorithm Five

The final milestone two algorithm is very similar to the previous algorithm but runs in O(n3) time. First, it defines an array OPT, where OPT[i] represents the minimum total height needed to display sculptures 1 through i. to fill in this array, we consider all possible partitions of the sculptures from

j to i (where sculptures j to i are placed on the same platform), checking if the total width of sculptures from j to i fits within the platform's width W. Then, the algorithm proceeds back through the array and reconstructs the final solution. The main difference is that total widths of various partitions have been precalculated, so that only O(1) operations are performed inside of each loop.

Correctness does not change from the previous algorithm and is accomplished by utilizing optimal subproblems. The key idea for this algorithm is that the solution for arranging sculptures 1 through i can be built from the optimal solutions of subproblems for the sculptures 1 through j -1, where j ≤ i. Specifically, for each i, the algorithm considers all valid partitions of sculptures into groups from j to i, where sculptures j through i are placed on a single platform. To maintain correctness, the algorithm ensures that the total width of sculptures from j to i does not exceed the platform’s width W. For each valid partition, the height of the platform is determined by the tallest sculpture on the platform. The recurrence relation updates OPT[i] as the minimum of all possible heights from the valid partitions:  
The algorithm runs in O(n2) time complexity due to two nested loops, one for i and one for j, both of Which run in O(n) time for a total of O(n2) iterations. The main difference from the previous algorithm is that inside of each of these loops we spend only O(1) time retrieving previously calculated platform width and updating the platform height.

There are two variations of algorithm five. The first is a top-down, recursive implementation. This utilizes a sub-function in place of the outer loop described above to update the OPT array and determine the optimal results. The second variation is a bottom-up, iterative implementation, which is described above.

Experimental Study

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAu8AAAHECAMAAAC+3jQLAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAALWUExURdnZ2dnZ2dra2v///6Ojo1lZWXNzc7Gxsfj4+Pz8/IuLi42Njenp6Z6enuPj47u7u3p6en5+fuzs7I+Pj9TU1IeHh1xcXJWVleDg4NfX13l5edvb2/n5+WxsbMXFxXZ2dvHx8dDQ0GRkZMLCwpiYmKurq+fn5+rq6qenp7+/v4KCgsrKymBgYKmpqe7u7r29vbS0tJ+fn5ubm8jIyMnJyZKSkra2ts3NzdbW1s/Pz7i4uOTk5K6urtLS0vnbzPS8nu+ZbO+VZvOwjP77+f3y7PjSv/S0k+6QX+lxMvvp3/bFq/Knf+2HUup6P+yDTPzt5et+RfGiefXApfrg0u2MWfKrhvfOuOp1OPS4mPnXxdvJv9+ulOSZceeBTOd6QeSVbOCrkNzCtN2/sOCoiuSOYeh4PeaFUuOcd961n9vMxP728vbJsvvk2PCecuaIV+l0N9rSzuKigbm5ud3d3WhoaGtra/D198TX4KC+zIqvwFCIonymudPh573S3G2csRxlhhVggjp5litvjiRqikiDnl6Sqa7I1JG0xOLr77TCyKK3wXecrV+Oo0Z+mBtkhUB7llKGnZWvu6i7xNvQysHKzjRzkCdrimuVqH2gsLbN2EF+mqfD0DJ0kvj6+5i5yOnw82aXrVeNpczc49rm68zMzIOrvXShtbOzs96xmud+R9PV1pyzvsfO0YmntUyCmszR0yJoiHGZq968qoOks+SSZrCwsPbp4u7Qv+GlheWLXNaihi1vjeKfe8q3rI+ruNzFufPPvOmBSrugkuF3P4p4bNhxO3JnXxthgNtwN39pWiNhfc9vPKdsS3hoXEpkbq1sSVFla+NwNLRtR4ZpWFdlaS9ieIxqVWRmZDZjdsFuQZprUGtnYUNkcMhuPqBrTtVvOSlie15mZrttRJNqUz1jc+yGUcSDYVV4hvX19evr6+Li4oqKiqGhoZycnPLy8nFxcdra2tnZ2R0GoqwAAADydFJOU4f/n////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////8ff8xEspQAAAAlwSFlzAAAXEQAAFxEByibzPwAALDRJREFUeF7tnfljHOd5381iB9RCsEnC5IIrgYSwpCDskoIFsmq5orUkCJBcHuIpkqATO7GspAlIxm7qCAIoURApSkok2bJ8RdZB2TqcOHadOm5rt2nS07UaR03ltGnTum2OHk7v/6Dv8bwz887O7L6zM9jr/X5+IHfefd85Pzt43ndmnnnPe1YBYAt/CboDm2C+9wFgB/Ad2AR8BzYB34FNwHdgE/Ad2AR8BzYB34FNwHdgE/Ad2AR8BzYB34FNwHdgE/Ad2AR8BzYB34FNwHdgE/Ad2AR8BzYB34FNwHdgE/Ad2ETbfM84kv7VN1FJfbID1IBzc1/f4HvfR9+Yk12zljVeZ7jEWIStjvkqDr1fbFMjsus3sPXPDW+k6VjknVuitzvj5G6Vn0Y2OZvlJwMCW8iOkXnb9tB23x1n9DYqqkvAd3ZY6hy+cMYK1Dy3hUpSI2x1zFeRb9u6rTQRzaBaf2e4iV9sPd/Zqjq3ux+NnXW3cPwOMQ3fo8nIXZWdMDqzEWyHqsoT6gAZU2Q/LX5mXF9y0j8sYatjvIp59+xaj3zBGd3G/ue7zPCH5Kee73mnv0DfxvFdbaGaNXyPhnz3/yltjM/32LCz481yiWwu243+prSKoom/vj8XefdsHIN6vmecOwfoKAR9n/zAXfQpGvjeGNd3dvCMd1IS3zOe5HEW2QqMfPefF3zbYkwd30c25W7N0J4N+M7+qDTe4/C9Ma7v7LzLdpK7m+W+43suu4bFq6Paud/ne0ac4tx6JdZx4oGK+IvPvxhjXdPcVu8IswW4B25kwzp50hL9v5JsEjErt1jNKzvB5zwsOmriyym+JnJ19DmqsvDFuFvG4iyOWLuammLmHP/69w3u4B1FXwV9cwNTE2xpwzfxHcta0Ey0nxj/Kk8/IfdADPFVWVco7RS94/AVE1tI68+aB7bNnQweHP/MWkwnnN/5eavW9y2yg6oFO97x8nynetsnWVjLkPVZudO/zt865JyeZX3m3DquspgKn5Us7me1XB+c0taC+2VRdvXIbdawn89RTFBZ1GLUum3h363j/dWamjRzjjwtaHgV2Cff5upTfIVza53tf5nvWKU5q0Lz5fAVVQdA/c8svvuvbKWdFrViYgtp/UvCd/+2eZP6wdF2Uotpu+9sp/APtb47o2y9hvxnNVFc47szys4efOiCj7qo+uy48hPgBC1ElCi/XFgRP8eMFerNihfzefHwXzai9VNfjm7jgxNydQYLYiFj8rdBvocsJrBlysKQmmLmnJD19yrom6tPyThoiG/GTWoF2e72zU3uewpo6EBQxcGC2JKoFaMtlMeMvvC2TUzW7lF9J7WYdvvOjoPY+lrf5S5UKkhYsZLE9V1+r6LbotiL6nCyr+Vc1Rd+2CLF0aKvImblWxMxuWbHX+VT8s+/+yWtDh347K4y/0+WRS3Gt2X0MaqmQJZpuBX0zdWn1N8FqhwwVCC3hQIaOhC0SmqOEStW67v8IFu7k/oe1XdSi2mj74SMhGk3q73BdpXcwyqslLDiGt9lPdXdUsdO7mh1QBi1vrizlsuOmBUrlivmrqFAnvjcNrQgfWBRlYUvxrdlJFdUTYG7/rTj2Fe+Wfk3NzhF7WQxfentF4bcYPph0GYWaSfo8wiuGM1GLTGwbe5k8OD4d1KLab/vsm/j2iT3XWDPKVix3HNqV7v11PGR9YtO/w5Bya1f67t7gpUziZgVK5Yr5n7PGB9fH+o7m/b1w2RZ1GJ8W0ZVomoK6vmub25wimYqd6w8+YeEM3xufLt131khm4pcMUPfa/ZomzqrjHbHM2zjxXFM13f3x+RdzKqNf6OOYgPfxeACg76UbdSRz07xr2gcImXffesfqKBvbnCK9gBJKVZKCSpQKyJ/UXQgKMiW36Xru76TWkzb+6ts//KdkrbvqpqLNj4zOc6W0ZzvEywC2zk+Hh7PMLIf4L8HMY6Rqu/a+sud5lbQNzdiiqQU/xX9c/b9PtgS1IHg4zM7aHwmZd/ZN95OajFt950+pOu7e4A82AJcDaQuUUexru8q+Iz0nZG9R2qSqu/+9aezr1tB39yIKZKShzJZdTGVw2bswpagDsRYoZ8V8JHzOivWrO8MtZNaTPt9jxp/9+85BStWB72u73orie+apOyauZXksiNmxYrlisla6st6vqtiWRa1GN86kk9RNSX69dU6OyliSknJ1mpQ3SzD8bqPYg/Rgcg7vtsIIlcsge/BzWsR7fddyqe2nv1f51CyYiPf6aCxSHGdu0/ZcvT7Z1Ql1rbO0XEXKWup8CBwRGl1tuzwR+7y36jF+LaMfI+qKWHfKktZbMO/cSvom6tPqfFItjayOZPzHt+M2Ux8s92sWhedO6mUEbliru9yUwLb5k7qe1TfSS2m/b6zvcL3Bju5sL+du0vy3r/AnlNQXY7cWxG7lE2Kk9aY75zIyuT9kXwZ4vDVXEUJmxUrFrcSrJfXm9gR59dy2B9j7YjS6shvlWN0QCMW49syFS9E1CSYjv1bWD1+rVLU9yrom6tPyR1L15sYfIN8e4Wtq1oK0/pmNVNWLJAPC0StGG2huorlfuHuOjmp71F9J7WY9vtOn2gH3zImpgJ7TsGKzXxn5bXXrNnhktD97zVXycNmxYo/WHByrJZYX+aEU9rg5DZHjkf2372WRoXIhojF+LZM+R5RU6EclD9AfwWxXHdz9Sm+xmz15f0EHPa7p08c+nEIREDDvs6xWGaM3yPAlyW2M2LF1BbyBcr7CeQX7q6Tk7VnEG8ntZgO8J32+CA77favFrc1+XaVzwoGK1Y7qb7v7HixHRoc5pXPN/meqArcBRVxdDYPTbHDTbdf8cE09jkifs+OcUdojlQWsRjflrn9wfCaLoHnm/wV9M3VpmiNVZDNfzbefNk8PPlFQJO9h3/PdoIoZn/WROXwFVNbyBfBtiawbe5k4OBoO6nFtM33boEdtDb82V1JVPRRD++ClHK1R4DvDeg9372/JtHIP18c+G4XPee7Fs5EwbZaxjPt6VWuHPC9AT3mO39YpfHpnYXarI9+944drHbjH0c3Ad8b0GO+Z0yTG0zyX4bTL+9e7R3gO7AJ+A5sAr4Dm4DvwCbgO7AJ+A5sAr4Dm4DvwCbgO7AJ+A5sAr4Dm4DvwCbgO7AJ+A5sAr4Dm4DvwCbgO7AJ+A5sAr4Dm4DvwCbgO7AJ+A5sAr4Dm0js+5gvIQ9P09me1/IAYERC37MTvgRURWd44+6pXku3CHqJZL7neSJ01/cMT9SWHeip/Jqgt0jm++TGvkH4DrqHxPG7z/fBAo9nGicXB6BdpOm7eGEMvSsGgE4kTd8n+Eut1vv8d1kFQKsh93RS9J0+5UMCGloDAFoHuaeTou95ORIZ5jsAnUFqvo+rT0X4DjqWhL7vLq8pDJfv5deabu/LOMP37prqrfdbgd4ioe8Zh3PLTcJ3cT9BP8ZnQOeSOJ4BoIuA78Am4DuwCfgObAK+A5uA78Am4DuwCfgObAK+A5uA78Am4DuwCfgObAK+g66lsmfv9L4ZmjADvoNuZHb/gYNVwT4qMSOx7/78YkNTeF4brDiHDh85Kl0XUKkZCX3X8osNFkZ3lqd8/gOQMiyEuY88J47RN2Yk8z2QX2z7bezfovgXgJTxQhg/B4/T12Yk813LLzayCWd2sDIEQhjixMlTp6mCKYnj95r8BACkSm0Iw7n/zNl4Z3ZJmr7nVk0UHGf4JpoGICHhIcy56bnz8UYhPVI9vzulneU1BZ41NQBlwAHAmA/9xE9+mAT38ZGf+umPUoVGkHs6qZ7fZb6lkLCG1gAAIx742IM/Q4L7+Nm/9nM/TxVMIPd0UvR9sCBEp/8AaIb0QxiN1Hwf78sOiEgG+cVAk6Q2ChNNQt+1/GLietOaAvKLgSaY35feKEw0CX3X84sNbXCc3GqMz4D4nD1BiitSC2E0EsczACTn0F6yXJJqCKMB30HbmdlzjkRnpB7CaMB30G5Oq07qyoQwGvAdtJf5I2R79cgsFa0g8B20lQtqVOboeSpZUeA7aCOHpsn2cwdWOJAh4DtoGzNzqp968BAVrTTwHbSLiuqn3neBSlYe+A7aw6zXT52nohYA30Fb8PqpFSppCfAdtIFD6h7Ic3Ot6acq4DtoOTMHVD91ulX9VAV8B63m/DGy/UTr+qkK+A5ay+xJsr2l/VRFYt/9+cUYI5tCHl8FQHHY7aeu0B2Q9Unou5ZfjJPhN8MDEM5Ft5+6p7X9VEUy3/X8Yox8bi18BxHMHCDbq3tb3U9VJPNdyy/GYBMZ+A7COa8eYTpxlkpaT+L43e97duDmPvgOQpm9RLZXz7Shn6pI1XeeKhW+gzD2tLefqkjTd5F5JtR3yoADbOWjv0C2f/xjVLLykHs6KfrOoxn4Dmr5xF8n26sPxkkQlhByTydF34u5YrlcHhjduZEKAODsd/up+6mkfaTm+zjlomEg4RLwmHVTbexrYz9VkdB3Lb+YAP1V4MdNtXF/W/upioS+6/nFRAl8By6n7yfbz+2hkjaTOJ4BIIr5M2R7dW8LUm0YYej75Ac2rOVn8nXvZbELACa4KSFPtCTVhhFGvq8vOU6utGPHDiH98PuoGIBojrv91AMd0E9VGPg+MuAMb6PP7Ey/Zq1zJ30GIAIvJeTBjuinKkx8/8VAD3ToF+kDAOG4KSHv65B+qgL9VZA6XkrIS53ST1XE832yjMFG0IjT7vOpndNPVRj7PrjhVv7GSfkOPgAimSPbqy1KCRkLY98zo+/LDoz+DflOMgAicDPLHLxIJR2Fqe8jmzb3DX6SneK330YlANSi0obdd4oKOow4vufZuX3wl+A7iGJe5dpoWb7fuJj6nh24Xdzfzp0HIJTT6oLqASroPIzj96JTcFhIg7erggjc7APHWnOF6aGFhxeXli4/RJNmGPuenVh3Fzu9jyKcAaG4HdWVTxv2yKOLV5YeW5YsUaEZxr5H4c8vxu+z6d9CE8AqLtD9Ayv67gJxSn+cRFfQd2Yk9F3LL5Z3SjvLAyzqAbYxr5JtHFyhd6dqp3SNq1TDDGPfh9i5m6ONR2r5xbJibF7+C6yiojqq6d8tE3pK93HtUapohqnv2QHn7h2c9/pt1vKLjWwSn/CAk224HdV0U8tEn9KJJ64vPrlAlU0x9Z1krsWXf0aA87ttHFLP7KXVUW10Sl++unT5qYWnqXY8zH2PCMuDvufD4nfKCAJ6kJ/4uLT9Z36OChLwy7/yzLPPfYqsDuPTzz/zmReociPIPR3j+D0TMfAe8D2QDp6gNQA9xycelLZXf+GzVNIsn3v28yR1GF947ou/+sLnqKoZ5J6Ose/Z998+zrmDphW6726aAmAFKuVv4vQDj1wnsWtoJkqPxtj3wbDxGYbf9+xEDqPvFjGzT9qeuKO6sERy+0kQpUdj6nt2IBcyPsNQvo+LOreKz8AKDqmH9o4ku9H9xS+R4Yp0T+ka5v3V0EDFn19spJRbXeYEQx7Qk5xSV1STZYV86WWynLEip3QNc99Dx2f8+cXy4jMDF1gtwE0LmSiV0iuvXiXVl5evLca79aspjOP3Im6MBB6pdFQfWrxGrrNT+6uvUOmKYuz70Pu3hI7PAAuZUYnyjiZ4aO/GZc/2l1+iwpXGPJ6hYAXP84GLqqN6pvmO6tNXvFsFvvQiFa48pr5nd4muaLl8L+4WsB2VOuy+5tNtPPIaqc5YWqGhmFCM4xkABCl0VBe+TKozrn+FClsDfAex2E8JCM41nYDgxSdIdcaV16mwVRj4PrJhixbDTE5gqMZWZlSmvKPNJiB4ybvx8bHLKzrUHorJ+X1LwRldvXGcf5zclWETSIhtKW4a1H3NdVRfedi7uHRt8QaVthKjeCbLH0xVIP27taiOapN5IR96yru4dPXVFlxcCsE4ft/9Br95BvcK2MvstLS9urep5zpuvOkfbm/JxaUQ0F8FZpxVHdXDVBCLp9/yDbe36uJSCPAdmOCmdL+/mY7qI1dIdcZS6y4uhQDfgQFuR7WZHNcLvmc5rrfy4lII8B00Zg/Z3kxH9VHfsxxXHqHCtpG27+HPr4Ju5rjKlHcpfkf1Se9Zjsfeav1wew1xfJ9sODijpRsDvYFK6X4udqa8V3zPclx7sx3D7TWY+z5WcLbfNliqd3uklm4M9ALHLzSd0v0h37McV1vxLIcJxr7nndJXf+m2oU317iXQ0o2Bbuf4hSPqzWPxO6o3fM9yvNyaZzlMMPU9O3C7eLdHo/cdwPfeQHOddVRjJiB4+rI33P54G4fbazD1Xby/ifve4HmPcN8pAw7oCn7+137y18lz4qc+QV8Z8bXPPEuqMz79G1Tacsg9HfgO/NS6Xq1+5NfoSxO+/o3nyXTO3zRNfrcCkHs6xvF75pabmO/iHU71QDzTvQRiGMG5vXtihDKvP6Wlknmt7cPtNRj7Plhw1uXWOY0yKsH37iS5630Ll32ZZBhXOmC4vQZj3/uGphzHKTW6GRi+dx8puP7Kk1e84RjOY5c7Yri9BnPfTXDTjYEuIQXX+248HEh2evXKix0zABkgXd/ddGNghZnfMz09vW9u7kKlEnOo0CMN14Mh+/Ly45db+wR2PIx9D31/E2gTpwOiHpyePjI3d6pSqRheFkrF9ZqQffmJV1v9AHZMTH0Pf38TaA9zZGg4R6enL83NzTH5wzNmpON6bch+/aXOjNn9mPoe+f4m0HLcN/uacILFPUz+/ZWKuP8lHde7KmTXMPcdWX87BHW/YhOcS8P1bgvZNYzj96j3N4HWMu/er3i+cpaduNnpu1n/m3G9C0N2DWPfo97fBFrKafVm3wNUIJmtVM4z+S9NT9ecwcNpyvXuDNk1jH2Pen8TaCXqzb7H6sk6w3qqe+bmjkxPqzej6jTleveG7Bqmvke+vwm0DrejGufNvqcrlcNzc/tY3MNbNud6V4fsGub9VYzPtJsLKg917AfrktHlIbuGue8Yn2kv85ek7dWDx6lkZXl9YeHJxcU3l5a6PWTXMI7f8f6m9lJRHdWkb/atg6v4kvd0kkZXhuwaxr7j/U3tZEZ1VJO+2TdIQ8U9ujVk1zCPZ+TwDMZn2sEhNdASp6MaRQzFPbo4ZNcw9R3vb2ojh1VH9SwVNMmNy3EUd+nykF3DOJ4Jh9816b3+YGwtm9pGEyAl5tULk6aTvNmX2x5Ldnb+v7y4+NLCQuc9lJeAZL6PbBrd+UZJhThFZ3jj7im8XjtdUnmzr5ntvam4hpHvQ+wMPil6q4H+apE/zuo+wpfhD3o0fKIbxCGljupDUbZboLiGie/Zge23hfZXswPScHqgCb6nziGVh/pI82/21d/bbp/iGkbn97HV4f3VEZldL0O/gcECj2caZTAA5pxSHdX9VNAMPtuvdUoax7aRKH6nmwyK6pw/VnCc3Bb5WYMy4IBYfPZBaXv1wc9SSRN885nfJNmXP/W3vkmFVkDu6Rj4Hn3rTMD3idy2vr71YQk5aA1AHL71EWn7xz9GBU3wtd/ybP/i16nQEsg9nYS+++MZ6rfmEdCkwcw+aXv16EUqic8rXkbqTs0H02oS+a73V/NyJBK+p8FF1VE903RHFbaHYOT7MPVVOdr1Vd945Lg6v4sykIyEb/blPOy9baAjM9u1ByPfaShS4B+PZIqr601F5/a+jDN8764pB+ORSZlVV1T3Nn1F1fcmGdjuw8j3O+laE0e/P9K9n4D7Lu4n6A8bnwFxOK9emHSKCmID26NIFL+DFWDmjLS9erSZN/tyfLZf7427GtMDvncYid7sy3nRe9L0uo1XUOtj4vuGu+gTWHGSdlRhe30MfActY1bkEGDsbe65Dp/tX4btYcD3DmK/6qgepoJ4LDxBri8vLy1QGdCB7x3D/BFpe/X+pjqqC0vkOmyvA3zvFJJ1VGG7GTF8l098ID/ByrCHbD9RoYI4fMWz/UsvUhkIw9j3wULI9VWQErMqU96lJjqqj3iJHWF7A0x9zw7k3lt7/wxIh7Oqo9pEpjzYHgdT33HRaeWYVR3Vg/E7qj7bX4btjTH3HWkHVohT6n0Fekp3E56+Qq4z21+iMlAP4/gd+SNXhvNqWOZE7AQEsD0+xr4jf+RKcFwl/a2ejNtR9dl+FbabYh7PyOGZwPiMnl+Mv3I+9HltEMrMAbpbJmZK94cWHl70RiCvvtrlOXtbianv4fkj9fxi/OmP8hS/ER6YcFaluK6eMX2u45FHF6/oOSBheyyM45lQAvnFhPhudg5Ql4vq3rDqQYPIXZzSHyfHPWB7TBL5rj+vjSHLGMyrpzqqJxqEMrWndJdri7A9Jsa+h+WP1PNxUH4CYIA7BnnuQGQ/NeKU7oJkYU2QqL9KZ3SKYPK5VRMFxxkOuQBLGXCA5IGfJdurD36IijR++Veeefa5T5HWYXz6+Wc+8wJVBhGQezox+6tTt+j5IzXfHae0s7ymIKMbDVoDwPnst0n26oe/RUWKb77wjWee+zxJHcYXnvvir77wOaoN6kLu6cSM37MD/pglEM/kZL4lhDX1mJlzxyD3+G78rROlS564vvgkbvRNTNz+atF/9tb7q4MFITr9B0LZ745BnnTHIJ++UidKX766dPmpBSTVSInYvvvjdz2/GHmP/GLRHAoZg/Td8RUAp/T0MfZdjs/sHtB81/OLietNawq40SaCeZUCtXrCfUDV91ySB07pK4ap7+74jD7GrucXG9rgOLnVtd1VwDmsxiCr+9QYpC+fgASn9BXG1PdsZgfngxtpGsTktHqFanWvusvdlwcMp/QWETd+B00xe5Jkrx6jV9P4slXjylHrgO8tYEZlDaueozFI/xvEcA9MCzHzfah8r/h/95oNWn8VmLD/GNmuxiBvXPZsx5MaLcXE9+wA66fmbs1O8P4qfI/JIZXMvXq/TLXx9BXvuhKesG4xJr4XHTHq+Led/g9uxOBLPObV+4Kr98kxyEdeI9UZyIzUcgx8V1dR8SBHfA67l1PlGOTCl0l1xvWviCqglRj4rt8VBsw5rbIoVafFS/Ze9BKaLl/BmwjaAXxfMdy0MtUTYgzyJe8umccuY6i9PcD3FWJmj/tIx9xMX98rD3sXl64t4u2Q7cLId/E+yqncTv4f8ukZ4aaVqV6a7et76Cnv4tLVV3FxqX0Y+c7HIRU4yxvgjUEerfT13XjTP9yOi0vtxMB3NxWHAOf3hsx7aWVO9fU9/ZZvuB0Xl9qMge/10PMtMUY2+R8IsRJfWpn5vke8LGDLS7i41HaS+a7nW+JkHMt998YgD17sW/A9y3EdF5c6gGS+6/mWGPncWnt9P12ZO+A+wHTibN+jvmc5ruB1eR1BIt/151cZTP2Mfb7PV87OnZx2n+bgnDsw86T3LMdjb2G4vUNI5Luen4Cbf3OfTb5frOyZm3bjFx+X/o7vWY5rb2K4vWNI6Lt+JYp/sMH3mcr+uTPTbrc0yNG/63uW4yqe5egk0vRdZOII9Z0y4HQ9H3rgp7/z4HdJ6wg+8vee+U1yfXn57//W16gpaDXknk6K8QyPZnrV9we+9Z3f/u6HyegoPvzd3/7Ot/7BF71EeJ//HWoO2gC5p5Nif7WYK5bL5YHRnT30TPds5fDcpWl1+SiCc9OX5g5XjrPqrzzpG25/AsPtnUci3/V8Sxm648DpkQQ0s/vclAIRHJs+M7e/orLi3XjYnznpyxhu70SS+a7nWxL0Sn91dl+ds/rBvXOnKtrLI19/Sksl8xqG2zuTZL4H8i1xesP3eTerqcaJ6SNzZys1GdsXLvsyyTCuYLi9U0noe28yM6ddPGLcP31gT0U8oxSEheze3Y+cxy5juL1zge81zJzyRtbvmz45d6ES+TYxPWRnXL3yIu737WTgexDvEetzc3XfiRoI2ZeXH7+MJ7A7Hfiuc8HNjXRuX72XRAZD9uUnXsUD2F0AfPez330Kr94rUWtD9usvIWbvDuC7x35vvP0Iv3oUCkL2rga+KyrurevVS6EjMQyE7N0OfJd4b7uu7o2wHSF7DwDfORcvkevV6rRMahoAIXuPAN/7+o67LyNQKXx1ELL3DvD9uJv2rno/vXvDD0L2nsJ23323hR07S2UeCNl7Dbt9n/dsP3GByhQI2XsRm32f924LO3HK9253BkL2HiWh73p+sfVsqn8LTXQ6M6dc2++jt4gRCNl7l2S+6/nF8k5pZ3nA2SynOhvfTZD3abeFIWTvaZL5ruUXq8m+1MH4bwvzbEfI3vMk8l03nLJzdMEDTmfDboJEyG4DiXwP5hfjdP75Pey2MITslpDQd3FG1950k+/w+L3i2X6JbEfIbg9p+z4W+tZKyoDTfh7wkoN9+3d5wdc+86yXDYzzqed/5+uiKuhyyD2dlOMZN02BDq1Bu/ndb5Pr1ep3P8qmv/6N58ly4gvP/gby3/UK5J5Oiv1V9mki18Gj74f0myARsttIIt/1/GJMfD7Zoei3hSFkt5Rkvmv5xUZKudXilWZ30Lcdw3xlzn1hXvXoP8Qou70k813LL5an9JEdNUAzU9lz0h1tZ/yjf4xRdptJ6HtHc/rwkUDG03/yT8lyAiG7bfSo7xcv7Kt9z8w/+94/J88FCNktpPd8P372QGjC9u+//S9IdAZCdkvpKd9nz8/tDWY6FfzeD37/He/cjpDdXnrF95nK3CV/v9Tl+//y7T/wndgRsttNL/heOXXSy4Pn41+9+8M//NekuQQhu+10ue8XD58Je/9ptfruv/mjf0uSEwjZQTf7fujsPi8nmJ9/98f//j+Q48TSa4svIooBjK70fXb/XPg78370H3//HXJc8PjS4sMLeN8vcOkW349XKpXzc4y90+Evtv5PP3j7Ha9fenXprcUFxOogSIf6fprpfYHZfWCaEXoq9/H9d9/+w/9Moi8vXV98Eq+CBBF0hO8zzO7KHqb3EWZ3eP8zind/+CfUL2Wxy6sL6JGCurTX95m56dBBcyP+9M/+6M+56NdY7PIo3ncKTGiv7/tI3bj86I+/x/ulT/DYBZdKgTnp+q6nG2vMfyF/G/L9dxk/fPvtt//knXfe+fPll5fefHUBL/UFsUnVdz3dmAH/lXQO8iNm9w+Y3W//AdNbdUWXlpYuLy6+tLCA2AU0S6q+a+nGTPhvvyf0/lOm958xu7/H7Pbd1wXFQdqk6Xvw8e3GBJ414kBxsIKk6XtYurH6PC1SBEBx0CrS9b0m/RIAHUVrfKcMOAC0DnJPpzXxDK0BAK2D3NNpb38VgNaSpu/xxyMBaC2p+u6lGwOgI0nV99j3EwDQWtL1HYDOBr4Dm4DvwCbgO7AJ+A5sAr4Dm4DvwCbgO7AJ+A5sAr4Dm4DvwCbgO7CJdvi+vuQ4/fxF3IMF9f7KhjeaeVW9uvUbjdGr7UOqRzV0VyxGo7G18dswRjaJpwTM29TfARGNhqYcR77y3LSN/6Wipm0YfC+MbuOfzBttYVtU0is0aGNySEMberTB97xT2lke4Dt08JM75fuJGyeucat6des2yk44cueEVI9q6K2YeaOiM1wuT/FFmbfhZBzue4w2dXdARCN+f3bMlZvkCymX72F7wbiN2Asbd0/F23MZtufeKPEnJgzbGB3SsIZ+Wu+77ymovFqvxg+KuFW9uvUa5Z3cZvlNSPWIhr4VM26kHmGM04aTz63lC4vRpu4OiGgkn6zkzxObtxHE2wly+1kjti+MG8mCGAsyO6QhDTVa7zs91c13UZ7vJobPtChUVa/uf6/XaHIjbXRIdbco0NBbsRiNBPxIx2rD1o1vf5w29XZARCPaIIZ5G0meWROnjeu7eSO+CAbz07CN0SH1imSjGtrVXxWrVBxl8SULfg0S16iqXt0fN2gkd05I9fpL4ysWr9HkrqnRW2MtiJvBFYnTpt4OiGiU5wGGIM6CGOJMHafNYIHHM8xg80a0cluczeZtGh9Sr4j/F0K7fBebS2Hf7QaJa1RVtrVU98cNGqmdU1O9/tL4isVqNLLJyd0Vb0G8RPoeo02dHRDRKJ9bNcH6hMPxFsQQ595YbcbYcnjH2LxRdiC3uvzGBtYxNm/T+JB6Rfy/ENrku+xp776Xf+a/ygZr6VU137TmfBcrFrfR+sLNcdoMFthvPa7v9XZARKO8wzvgawr8D5ZpG444vcdauYncNr4X4vwY+7J87GjrXxRs8L0oO9qSYm5Xo79CChbtGf/pavzHL6ShXLGYjaLWK6KN1CluPCOJtaB8ToQM7C9WvAXJ0DpGG7mrebt4C2LEatP4kHpF/L8Q2uF7dkKOCRPF3KpGvQxFeO+Gvgwgd05IdbeopqFaMfNG1OtiSpm3KeaK5XJ5YHTnRvM2CvPuHUP8HRH/mbdhyN8jfWXUhmJxtjNiNJKwM7F5m8aH1CuSLWpog+8schOS+FafHUY1GY5vS926DRrRNyHVoxq6K2beSP0hZV8at8nQFR3nZvM2VBK1A8Ib0WHnXxq3YYgv1P9GbaiEf2vcSP4YxYk5Rht3OVH1wxt6tN73kRLrqHDuEJccyvwyRePENW5Vr27dRrtZ3DpcZjFvSPWIhr4VM29E15vYUTNvIxBDeDHa1N0BEY14MdsP8VaOYoNYbdjK3bsr3l4Q/dU1a7UK9dsYHdKwhn5a77vvinV2jboM3eAqMNs9blWzS8fyJMqdCqke3rC5S+lN3k8gfY/Rpv4OiGg0tIH1CVfHW5A4QwrM2zSzF7Ji7EivULeN2SENaeinPf1VANoDfAc2Ad+BTcB3YBPwHdgEfAc2Ad+BTcB3YBPwHdgEfAc2Ad+BTcB3YBPwHdgEfAc2Ad+BTcB3YBPwHdgEfG+WvHjURnwQTytH4j0w1JCREn8mjjHIH0ySD/+EEWOWYRRpzYnAZE8D35slT9k70/Q9k9si1Ms7udXlqUJkw2S+00PmLiOb6m9ALwHfm4X5Lq1Lz3f1qHR2QDxwPMiftA6lZpbj9L8RXupVQj5LawXwvVnyzgcLwpM0fZcnXkqkkc2IR61DCM6SMs2YQXP3QVl0bAC+NwvTvChMT893lTfFS4QTQSLfg+FMWEnPAt+bhWku4w7huzSQcv+smnCc0duG3u84W1khm76n4IwKQ3m2CJG3IrP9xyWKVvhLOERiCpFwQhSy+H3rHeJL9rXourIzsrYI9pH9s0XMNzsgG/oq0OzdxYnkF/JlGvT7lK15plf++4oKnHoO+N4sXJs817PW93XD5Xuc/k+uli8LEdNviM7nYGF04/gE7+dmcmvvFq6xshxPisR+Obt5PqGNopC/WSe3lYcdPIGQyHmqL0L4rua7a03hTtbQ77uYvX9xq8fXUxoiWY21Lu2U79dgX1sTwMP3ZhGaZ4T0Ad/5tAxJRI+z6PAzbF5oJ4zj//KGkgy1ZDVFc2JyzVqH5zuVX3NqfPfmK+MZv+9i9u7iZMielX8yZPJcX2tV0Qbge7MIzflrx2rP7+yjNMxLjyg+jmz6H+OMe1iBa5jqm/L//L4z1rOTPr3XjBNchDffEN/57H2LKzqjO1WAJBftqwzfQWOE5vwEaeY7LxjZxANtMY7pGqbGIHlBwHfeUn3NCC7Cmy8rDPfdXVzf7qmC0y+y8cF3+N4M0ncWt3w1xvndldc1TFZU2krf1cA7i4ySnd/dxXGGaNSH4hmvMqvuLqTXge/NIn1nxogEq1If8XYQ8dHvu6joi9+z4/4zakj8PrJJ1uPDP/JrXj24CN98ZUNfBTl7d3HZXXxohtZYjrbLyrIh/eZsAL43C9nDtOMf8ixAfmPDOq5Pre/9w3IAhuk1um18PR9s8Xz3xmdc35mzueGdX10rVVbvUPUtIu9svTcw3/JGfwU5e3dx7K/QtvHddH6v+WMQ/EPQy8D3ZlG+Z8WgI39bdO4uoU+N77lVU27a5g0snuaD6Z7v3vg72cdZz+uVZPZrPv4uhi69RWQnHP6SCG++7Cu2JK8Czd5dXJaF705J6M5Wii/F77v8BVgBfO9apLFNUBOtR7/eq+eA711L074PflJvaNHlVfjevTTte9DvoP+9DHzvWpr2vW/wf2oBzdhq+mAB8B3YBHwHNgHfgU3Ad2AT8B3YBHwHNgHfgU3Ad2AT8B3YBHwHNgHfgU3Ad2AT8B3YBHwHNgHfgU3Ad2AT8B3YBHwHNgHfgU3Ad2AT8B3YBHwHNgHfgU3Ad2AT8B3YBHwHNgHfgU3Ad2AT8B3YBHwHNgHfgU3Ad2AT8B3YBHwHNgHfgU3Ad2AT8B3YBHwHNgHfgU3AdzOKDiO3NfAi9riMObfTp4SksTrrS47Tv4UmbAG+m1HMrS6X1xRuSWJYdsJJzffkq5N3SjvLA85mmrQE+G6GfJl186+0ZuSd3OZCar4nXZ3sAP+xyH8tAr6bIdXKR5wOtxQMTpOTG/sG0/U9yeqMbBKrkoHvVvDQWy8vm/HyazdYfe+EmrnlL0o3s1B8rYx+s1Mskh7dxs1h5dl7Co4jwurMLbtLTu4uHsMMu0pF+j5/5ljVjGMnZ1n9dFYH53druEI2m7DE6nsBc6Z/3eqN7NS6dXx8wtkshBnj51lRXsytIqkzTmnb+P/Krd067uukRvp+hGw2YZrVT2d1ov9C9Cy2+n6VXDaC1fcGRDKjt/HzIjunss+3/O9NTBgRG4hyjvxOBAqDhbvcupxI30+Qy0aw+umsTnrjRV2Drb4vkcomvMzqywCCI8yh6Le4fdI7ofLyvvVb161zfIKxL0x8nyaVTTjG6qezOkXrdLfW99cfJ5kbc/VRVj9KsNsGWYSc46PYvDw7kNt2h3ZCNfT90FGSuTEnzrP6aaxOdkJUtAtbfY9LQDCShgUQ/8df7hMqRLA6vsclhdVhPwZV1yLguxkBwdwOYt8Ej6T5yAgvH9l0802TE4UI33ezHuZw+V45kYzkqzNS4l1exh18yhrguxlBwdQA4EhpuFx+o8S+FeX5gjN6aybC9wx30ZHNE5J8dfJiZRisyCLgezLy2/kwiBCpE+iw1ek84HsyBgt33tQ3mRGadQAdtjqdB3xPCA8knOH30VTb6bDV6TjgO7AJ+A5sAr4Dm4DvwCbgO7AJ+A5sAr4Dm4DvwCbgO7AJ+A5sAr4Dm4DvwCbgO7AJ+A5sAr4Dm4DvwCbgO7AJ+A5sAr4Dm4DvwCbgO7AJ4TsA1vCe/0sfAOh5Vv2//w+eWGTA0/m5XAAAAABJRU5ErkJggg==)The graph included below shows the results of the runtime analysis performed on the two algorithms.

The testing code is included below. Tests were performed for n values of 250, 500, 1000, 2000, 3000, 4000, 5000, 6000, 7000, 8000, 9000, and 10000. For each test, lists of heights and widths were randomly generated, and the heights list was altered to be unimodal for testing of program two. Each input was run 10 times, and the runtimes were averaged to get the final result. Variations in the runtime occurred due to the nature of the timing module used and its inability to account for process switching. The results show a clear linear runtime for both algorithms, with algorithm two having a slightly higher constant multiplier due to the additional work involved in the combining step.

Conclusion

In conclusion, the development and analysis of two greedy algorithms to address specific variants of the bin-packing problem demonstrate the effectiveness of tailored approaches in solving constrained optimization challenges. The first algorithm efficiently handles sculptures in a strictly decreasing height order, ensuring optimal packing while minimizing total height on display platforms. However, its limitations highlight the necessity for specialized solutions in varying scenarios. The second algorithm extends the framework to unimodal height arrangements, successfully incorporating a dual-pass strategy that capitalizes on both decreasing and increasing sequences, ultimately leading to improved solutions. The empirical results affirm that both algorithms operate within a linear time complexity, with the second algorithm introducing slight overhead due to its more complex operations. This exercise offers useful insights into designing algorithms for the bin-packing problem and opens the door to more general solutions that can be used in other situations.

Code

def program1(

    n: int, W: int, heights: List[int], widths: List[int]

) -> Tuple[int, int, List[int]]:

    """

    Solution to Program 1

    Parameters:

    n (int): number of sculptures

    W (int): width of the platform

    heights (List[int]): heights of the sculptures

    widths (List[int]): widths of the sculptures

    Returns:

    int: number of platforms used

    int: optimal total height

    List[int]: number of statues on each platform

    """

    # Initialize loop parameters

    curr\_width = widths[0]

    total\_height = heights[0]

    platforms = [1]

    # Loop through all scultpures

    for index in range(1, n):

        # If can fit on current platform

        if curr\_width + widths[index] <= W:

            # Add to current platform

            curr\_width += widths[index]

            platforms[-1] += 1

        # If can't fit on current platform

        else:

            # Initialize new platform

            curr\_width = widths[index]

            total\_height += heights[index]

            platforms.append(1)

    return len(platforms), total\_height, platforms

def program2(

    n: int, W: int, heights: List[int], widths: List[int]

) -> Tuple[int, int, List[int]]:

    """

    Solution to Program 2

    Parameters:

    n (int): number of sculptures

    W (int): width of the platform

    heights (List[int]): heights of the sculptures

    widths (List[int]): widths of the sculptures

    Returns:

    int: number of platforms used

    int: optimal total height

    List[int]: number of statues on each platform

    """

    # Initialize loop parameters

    curr\_width = widths[0]

    platform\_heights = [heights[0]]

    platforms = [1]

    unimodal = False

    # Loop through all scultpures

    for index in range(1, n):

        # If minima passed

        if heights[index] > heights[index - 1]:

            # Start part two

            unimodal = True

            break

        # If can fit on current platform

        if curr\_width + widths[index] <= W:

            # Add to current platform

            curr\_width += widths[index]

            platforms[-1] += 1

        # If can't fit on current platform

        else:

            # Initialize new platform

            curr\_width = widths[index]

            platform\_heights.append(heights[index])

            platforms.append(1)

    # Part two, start from end of input and go backwards

    if unimodal:

        # Initialize loop parameters

        reverse\_curr\_width = widths[-1]

        reverse\_platform\_heights = [heights[-1]]

        reverse\_platforms = [1]

        # Loop through remaining unplaced scultpures, from the back

        for reverse\_index in range(-2, index - n - 1, -1):

            # If can fit on current platform

            if reverse\_curr\_width + widths[reverse\_index] <= W:

                # Add to current platform

                reverse\_curr\_width += widths[reverse\_index]

                reverse\_platforms[-1] += 1

            # If can't fit on current platform

            else:

                # Initialize new platform

                reverse\_curr\_width = widths[reverse\_index]

                reverse\_platform\_heights.append(heights[reverse\_index])

                reverse\_platforms.append(1)

        # Reverse reverse\_platforms (will now be in front to back order)

        reverse\_platforms.reverse()

        # Check if last normal and first reverse platforms can be combined

        # AKA, the last platform on the forward part and the first platform

        # on the now reversed part can fit onto a single platform

        if curr\_width + reverse\_curr\_width <= W:

            # Update platform count

            platforms[-1] += reverse\_platforms[0]

            # Keep max height

            platform\_heights[-1] = reverse\_platform\_heights[0]

            # Delete combined platform

            del reverse\_platforms[0]

            del reverse\_platform\_heights[0]

        # Combine

        platforms.extend(reverse\_platforms)

        platform\_heights.extend(reverse\_platform\_heights)

    return len(platforms), sum(platform\_heights), platforms

from timeit import Timer

from random import randint, choice

from program1 import program1

from program2 import program2

W = 10

Ns = [250, 500, 1000, 2000, 3000, 4000, 5000, 6000, 7000, 8000, 9000, 10000]

REPEATS = 10

for n in Ns:

    # Initialize variables

    heights = set()

    while len(heights) < n:

        heights.add(randint(1, n \* 5))

    heights = sorted(list(heights))

    heights.reverse()

    widths = [randint(1, W) for \_ in range(n)]

    # Run programs

    print(

        f"Program 1, N={n}: {Timer(lambda: program1(n, W, heights, widths)).timeit(REPEATS) \* 1000 / REPEATS} ms"

    )

    # Rearrange heights to be unimodal

    minima = choice(range(int(n / 20), int(n \* 19 / 20)))

    heights[minima:] = heights[n - 1 : minima : -1]

    print(

        f"Program 2, N={n}: {Timer(lambda: program2(n, W, heights, widths)).timeit(REPEATS) \* 1000 / REPEATS} ms"

    )