# **Problems for List**

# **Example 1: Visualizing a Simple List with Different Data Types**[**¶**](http://localhost:8892/notebooks/Desktop/project/update_last_Python-project/update_List.ipynb#Example-1:-Visualizing-a-Simple-List-with-Different-Data-Types)

Objective: Understand how different basic data types (integer, string, boolean) are represented in a list.

Problem: Create a list with three elements: an integer, a string, and a boolean value. Visualize this list.

simple\_list = [{1, 2}, "A", 4.5, True]

List(simple\_list)

**Result:**
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import matplotlib.pyplot as plt

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

# Define the coordinates and dimensions of the rectangle

x = 1 # x-coordinate of the lower-left corner

y = 1 # y-coordinate of the lower-left corner

phi = 1.61803398875 # Golden ratio

# Calculate the width and height based on the golden ratio

width = 2

height = width / phi # Height is calculated to maintain the golden ratio

# Create rectangles

rectangle1 = patches.Rectangle((x, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle1)

rectangle2 = patches.Rectangle((x + 3, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle2)

rectangle3 = patches.Rectangle((x + 6, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle3)

rectangle4 = patches.Rectangle((x + 9, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle4)

# Create connected lines between rectangles

y\_l = 1.6

ax.plot([3, 4], [y\_l, y\_l], color='black', linewidth=4)

ax.plot([6, 7], [y\_l, y\_l], color='black', linewidth=4)

ax.plot([9, 10], [y\_l, y\_l], color='black', linewidth=4)

# Define a function to add shapes to the plot

triangle = patches.Polygon(

[(1.3, 1.2), (2, 2), (2.7, 1.2)],

facecolor='none', edgecolor='black', linewidth=4)

ax.add\_patch(triangle)

circle = patches.Circle((5, 1.6), radius=0.3, facecolor='black', edgecolor='black', linewidth=8)

ax.add\_patch(circle)

rhombus = patches.Polygon(

[(8, 1.3), (7.5, 1.6), (8, 1.9), (8.5, 1.6)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(rhombus)

line\_length = 0.4

arrow = patches.FancyArrow(11, 1.25, 0, line\_length, head\_width=0.3, head\_length=0.3, fc='black', ec='black', linewidth=5)

ax.add\_patch(arrow)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

plt.axis("off")

plt.show()

# **Example 2: Visualizing a List of Integers**

Objective: Learn to visualize a list containing multiple elements of the same type.

Problem: Create a list of integers [1, 2, 3] and visualize it.

integer\_list = [1, 2, 3]

List(integer\_list)

**Result:**
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import matplotlib.pyplot as plt

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

# Define the coordinates and dimensions of the rectangle

x = 1 # x-coordinate of the lower-left corner

y = 1 # y-coordinate of the lower-left corner

phi = 1.61803398875 # Golden ratio

# Calculate the width and height based on the golden ratio

width = 2

height = width / phi # Height is calculated to maintain the golden ratio

# Create rectangles

rectangle1 = patches.Rectangle((x, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle1)

rectangle2 = patches.Rectangle((x + 3, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle2)

rectangle3 = patches.Rectangle((x + 6, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle3)

# Create connected lines between rectangles

y\_l = 1.6

ax.plot([3, 4], [y\_l, y\_l], color='black', linewidth=4)

ax.plot([6, 7], [y\_l, y\_l], color='black', linewidth=4)

# Define a function to add shapes to the plot

rhombus1 = patches.Polygon(

[(2, 1.3), (1.5, 1.6), (2, 1.9), (2.5, 1.6)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(rhombus1)

rhombus2 = patches.Polygon(

[(5, 1.3), (4.5, 1.6), (5, 1.9), (5.5, 1.6)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(rhombus2)

rhombus3 = patches.Polygon(

[(8, 1.3), (7.5, 1.6), (8, 1.9), (8.5, 1.6)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(rhombus3)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

# List of shapes to add

shapes = [1,2,3]

plt.axis("off")

plt.show()

# **Example 3: Visualizing Nested Lists**

Objective: Understand how to represent nested lists.

Problem: Create a list where each element is a nested list with various data types. For example, [[1, "A"], [True, set(), 3.14]].

nested\_list = [[1, "A"], [True, set(), 3.14]]

List(nested\_list)

**Result:**

![](data:image/png;base64,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) **Code:**

import matplotlib.pyplot as plt

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

# Define the coordinates and dimensions of the rectangle

x = 1 # x-coordinate of the lower-left corner

y = 1 # y-coordinate of the lower-left corner

phi = 1.61803398875 # Golden ratio

# Calculate the width and height based on the golden ratio

width = 2

height = width / phi # Height is calculated to maintain the golden ratio

# Create rectangles

rectangle1 = patches.Rectangle((x, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle1)

rectangle2 = patches.Rectangle((x + 3, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle2)

# Create connected lines between rectangles

y\_l = 1.6

ax.plot([3, 4], [y\_l, y\_l], color='black', linewidth=4)

# Define a function to add shapes to the plot

#1-nested list

rectangle1\_1 = patches.Rectangle((x+0.2, y+0.4), width/3, height/3, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle1\_1)

rectangle2\_1 = patches.Rectangle((x+width/3+0.2+0.3, y+0.4), width/3, height/3, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle2\_1)

y\_l = 1.6

ax.plot([x+width/3+0.2, x+width/3+0.2+0.3], [y\_l, y\_l], color='black', linewidth=4)

#2-nested list

rectangle1\_2 = patches.Rectangle((x+width+1+0.2, y+0.4), width/3, height/3, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle1\_2)

rectangle2\_2 = patches.Rectangle((x+width+width/3+1+0.2+0.3, y+0.4), width/3, height/3, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle2\_2)

y\_l = 1.6

ax.plot([x+width+1+0.2+width/3, x+width+1+width/3+0.2+0.3], [y\_l, y\_l], color='black', linewidth=4)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

plt.axis("off")

plt.show()

# **Example 4: Visualizing Lists with Conditional Logic**[**¶**](http://localhost:8892/notebooks/Desktop/project/update_last_Python-project/update_List.ipynb#Example-5:-Visualizing-Lists-with-Conditional-Logic)

Objective: Learn to visualize lists that represent the outcomes of conditional logic.

Problem: Represent a list of boolean expressions, like [1 > 2, "A" == "B", 3 <= 3].

conditional\_list = [1 > 2, "A" == "B", 3 <= 3]

List(conditional\_list)

**Result:![](data:image/png;base64,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)  
Code:**

import matplotlib.pyplot as plt

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

# Define the coordinates and dimensions of the rectangle

x = 1 # x-coordinate of the lower-left corner

y = 1 # y-coordinate of the lower-left corner

phi = 1.61803398875 # Golden ratio

# Calculate the width and height based on the golden ratio

width = 2

height = width / phi # Height is calculated to maintain the golden ratio

# Create rectangles

rectangle1 = patches.Rectangle((x, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle1)

rectangle2 = patches.Rectangle((x + 3, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle2)

rectangle3 = patches.Rectangle((x + 6, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle3)

# Create connected lines between rectangles

y\_l = 1.6

ax.plot([3, 4], [y\_l, y\_l], color='black', linewidth=4)

ax.plot([6, 7], [y\_l, y\_l], color='black', linewidth=4)

# Define a function to add shapes to the plot

line\_length = 0.4

#1

arrow1 = patches.FancyArrow(2.05, 2, 0, -line\_length, head\_width=0.3, head\_length=0.3, fc='black', ec='black', linewidth=5)

ax.add\_patch(arrow1)

#2

arrow2 = patches.FancyArrow(5, 2, 0, -line\_length, head\_width=0.3, head\_length=0.3, fc='black', ec='black', linewidth=5)

ax.add\_patch(arrow2)

#3

arrow3 = patches.FancyArrow(8, 1.25, 0, line\_length, head\_width=0.3, head\_length=0.3, fc='black', ec='black', linewidth=5)

ax.add\_patch(arrow3)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

plt.axis("off")

plt.show()

# **Example 5: Visualizing append Operation on a List**[**¶**](http://localhost:8892/notebooks/Desktop/project/update_last_Python-project/update_List.ipynb#Example-7:-Visualizing-append-Operation-on-a-List)

Objective: Learn how the append operation adds an element to a specified position in a list (or the last element by default) and visualize this change.

Problem: Start with a list, e.g., [1,”A”], and then append an element to it (e.g., the second element). Visualize the list before and after the append operation.

**# Initial list**

initial\_list = [1, "A"]

List(initial\_list)

**Result:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABJ4AAAD7CAYAAAArZV4QAAATqElEQVR4Xu3dfaifdfkHcN2DKzdnGZtNJaxhxTSVZBkR1pQiCUECRcM0RFLGoHJqaFFWFIM5HBMfUIQSfNoUcQxKxAdsRfYwTcZYRlHsQU1F5+bcg/Oq+4A//N33SXfOzuf7/dyfz+sF1z/Hue91netmcL053+85KAAAAAAggYPaXwAAAACAiSB4AgAAACAJwRMAAAAASQieAAAAAEhC8AQAAABAEoInAAAAAJIQPAEAAACQhOAJAAAAgCQETwAAAAAkIXgCAAAAIAnBEwAAAABJCJ4AAAAASELwBAAAAEASgicAAAAAkhA8AQAAAJCE4AkAAACAJARPAAAAACQheAIAAAAgCcETAAAAAEkIngAAAABIQvAEAAAAQBKCJwAAAACSEDwBAAAAkITgCQAAAIAkBE8AAAAAJCF4AgAAACAJwRMAAAAASQieAAAAAEhC8AQAAABAEoInAAAAAJIQPAEAAACQhOAJAAAAgCQETwAAAAAkIXgCAAAAIAnBEwAAAABJCJ4AAAAASELwBAAAAEASgicAAAAAkhA8AQAAAJCE4AkAAACAJARPAAAAACQheAIAAAAgCcETAAAAAEkIngAAAABIQvAEAAAAQBKCJwAAAACSEDwBAAAAkITgCQAAAIAkBE8AAAAAJCF4AgAAACAJwRMAAAAASQieAAAAAEhC8AQAAABAEoInAAAAAJIQPAEAAACQhOAJAAAAgCQETwAAAAAkIXgCAAAAIAnBEwAAAABJCJ4AAAAASELwBAAAAEASgicAAAAAkhA8AQAAAJCE4AkAAACAJARPAAAAACQheAIAAAAgCcETAAAAAEkIngAAAABIQvAEAAAAQBKCJwAAAACSEDwBAAAAkITgCQAAAIAkBE8AAAAAJCF4AgAAACAJwRMAAAAASQieAAAAAEhC8AQAAABAEoInAAAAAJIQPAEAAACQhOAJAAAAgCQETwAAAAAkIXgCAAAAIAnBEwAAAABJCJ4AAAAASELwBAAAAEASgicAAAAAkhA8AQAAAJCE4AkAAACAJARPAAAAACQheAIAAAAgCcETAAAAAEkIngAAAABIQvAEAAAAQBKCJwAAAACSEDwBAAAAkITgCQAAAIAkBE8AAAAAJCF4AgAAACAJwRMAAAAASQieAAAAAEhC8AQAAABAEoInAAAAAJIQPAEAAACQhOAJAAAAgCQETwAAAAAkIXgCAAAAIAnBEwAAAABJCJ4AAAAASELw9F+XXHJJfPazn1UFV7PjEnl2y69Sn10AAKAOgqf/ao67gw46SBVczY5L5Nktv0p9dgEAgDoInsLxXkOVerx7dsuvUp9dAACgDoKncLzXUKUe757d8qvUZxcAAKiD4Ckc7zVUqce7Z7f8KvXZBQAA6iB4itGP9+nTp498XfWvmt2199l8vUTNXO1ZPbv9rZqeXQAAoA6Cpxj9eHfs9VdN+6xp1hrYJwAAUBrBUzj2SlPTPmuatQb2CQAAlEbwFI690tS0z5pmrYF9AgAApRE8hWOvNDXts6ZZa2CfAABAaQRP4dgrTU37rGnWGtgnAABQGsFTOPZKU9M+a5q1BvYJAACURvAUjr3S1LTPmmatgX0CAAClETyFY680Ne2zpllrYJ8AAEBpBE/h2CtNTfusadYa2CcAAFAawVM49kpT0z5rmrUG9gkAAJRG8BSOvdLUtM8aZn3llVfiySefjMceeyx+/etfxyOPPBK//e1vY9OmTfHWW2+1/3iv1bBPAACgLoKncOyVpqZ9ljjrM888E0uWLIlzzjknPvaxj3Xme2fNnj07zjzzzPj+978fDz/8cOzbt6/91/VKifsEAADqJniKuo695idE7r///li4cGG88MIL7f9chJr2Wcqsu3btijvvvDM+//nPd+YZS82dOzeWLl0aL730UvsleqGUfQIAALxN8BT1HHsbN26ML33pS/834+GHHx4rVqyIvXv3tv9or9Wyz0bfZ33zzTfjuuuui1mzZnXmOJCaNm1aXHrppSNv0+uTvu8TAACgTfAU5R9727dvj6uuuiqmTp3ambOpE088MZ544on2/9Zbpe/znfo864YNG+LUU0/t9D+RddRRR8WaNWvaL52tPu8TAABgNIKnKPfYa95Wd/fdd8fRRx/dmW+0uuCCC2Lr1q3tv6Z3St3naPo4a/M5TM1nODU/ldTuPVVdeOGF8eqrr7ZbyU4f9wkAAPBuBE9R5rG3fv36WLBgQWeu96rDDjssli1bFnv27Gn/lb1R4j7/l77N2jxXTcDZ7nkQdfLJJ8fzzz/fbikrfdsnAADAexE8RVnH3rZt2+K73/1uTJ48uTPTWGrevHnx6KOPtv/6Xihpn++lT7M2odPZZ5/d6XeQddxxx8WWLVvarWWjT/sEAADYH4KnKOPYa95Wd8cdd8SRRx7ZmeVA6txzz41Nmza1Xy5rJexzf/Vl1uZDxM8///xOr8Oo448/PtvfeteXfQIAAOwvwVP0/9h7+umnD/jX0L9bTZ8+feQzeXbv3t1+6Sz1fZ9j0ZdZr7322k6fw6zTTz995LOmctOXfQIAAOwvwVP099hrflX8okWLYtKkSZ3+U9THP/7xeOihh9ptZKev+xyPPsy6bt26mDJlSqfPYdeNN97YbnXo+rBPAACAsRA8Rf+OveYnNW6//faYNWtWp+9B1Ne+9rX45z//2W4rG33b54HIfdbmp+ROPPHETo851KGHHhp///vf2y0PVe77BAAAGCvBU/Tr2PvTn/40ar+Drve///3x05/+NN544412i0M32vcn130eqNxn/eEPf9jpL6f6whe+MPL5aLnIfZ8AAABjJXiKfhx7zYchX3rppXHwwQd3eh1mzZ07N9asWdNud6j6sM+JkvOszW9YnDFjRqe/3Orxxx9vtz40Oe8TAABgPARPkfex1/w2sFtuuSWOOOKITo851VlnnZXN25Zy3udEy3nW5jOU2r3lWM1vbsxFzvsEAAAYD8FT5Hvs/f73v49TTjml01uuNW3atJG3Vu3cubM9ykDlus8Ucp21efvavHnzOr3lWM0Hn2/durU9wlDkuk8AAIDxEjxFfsfev//977j44os7PfWljj322HjggQeG9tk5ue0zpVxnfeyxxzp95VzXXntte4ShyHWfAAAA4yV4inyOvb1798YNN9wQH/jABzr99LG+8pWvxF//+tf2mMnlss9ByHXWK664otNXzjV//vz2CEOR6z4BAADGS/AUeRx7a9eujZNOOqnTR9/rkEMOiauvvjp27NjRHjmZHPY5KLnOumDBgk5fOVfzNtHdu3e3xxi4XPcJAAAwXoKnGO6x99xzz8WFF17Yef3S6phjjomVK1cO5O13w9znoOU46759+2LmzJmdvnKvdevWtUcZuBz3CQAAcCAETzGcY2/Pnj1x/fXX9/JAP5A644wzYsOGDe1vx4Qaxj6HJcdZm7dXtnvqQ916663tUQYux30CAAAcCMFTDP7Yaz54+YQTTui8Zi3V/Bax5jOAXnvttfa3ZkLMnj2785ozZswY2Wlp1czVnrWZf5hWr17d6akPtXjx4vYoA9fstN1X8zUAAIC+EjzF4I69zZs3x3nnndd5rVprzpw5ceedd0742+9GC2Nqqmb+Ybr33ns7PfWhFi5c2B5l4Ab1bxEAAMCgCJ5iMMfek08+WX0g8r+qCeOazwWaKLV/n4cdPN1xxx2dnvpQF198cXuUgRvEv0UAAACDJHiKwR17jzzySMybN6/zWrXW5MmT4/LLL49t27a1v1UHRPA03ODp7rvv7vTUh7rsssvaowzcoP4tAgAAGBTBUwz22Gs+VHzZsmVx2GGHdV6zplqwYEGsX7++/e2ZEIKn4QZPDzzwQKenPtR3vvOd9igDN8h/iwAAAAZB8BTDOfa2bt0aF1xwQed1S6+jjz467rnnngn/XKd38uHiw/1w8aeeeqrTUx9q+fLl7VEGrtlpu6/mawAAAH0leIrhHntPPPFEfOpTn+q8fmk1derU+N73vhfbt29vfwsm3DD3OWg5ztr8VN+0adM6feVea9eubY8ycDnuEwAA4EAInmL4x97evXtjxYoVcfjhh3f6KKG+/OUvx8aNG9tjJzPsfQ5SrrN+5jOf6fSVc02aNCl27NjRHmPgct0nAADAeAmeIp9j7/nnn49vfvObnV76Wh/5yEfi/vvvT/q2utHkss9ByHXWhQsXdvrKuY4//vj2CEOR6z4BAADGS/AU+R17v/vd7+LTn/50p6e+1CGHHBI/+MEP4vXXX2+PNhC57TOlXGe97777On3lXIsWLWqPMBS57hMAAGC8BE+R57H35ptvxs033xwf/OAHO73lXF/96lfjb3/7W3ucgcpxn6nkOmvzOU9z5szp9JZrpfoNi2OV6z4BAADGS/AUeR97L774YnzrW9+Kgw8+uNNjTvXRj340Vq9e3W5/KHLe50TLedYf/ehHnd5yrC9+8Yvt1ocm530CAACMh+Ap+nHs/eEPf8jyA5vf9773xY9//ON444032i0PTR/2OVFynnXLli0xefLkTn+51apVq9qtD03O+wQAABgPwVP059jbt29f3HbbbfGhD32o0+8w6uyzz45//OMf7TaHri/7nAi5z3rRRRd1+supjjvuuJG3BeYi930CAACMleAp+nfsvfzyyyO/Naz5FfDtvgdRzbH+q1/9qt1WNvq2zwOR+6wvvfRSfPjDH+70mEM1b19du3Ztu+Whyn2fAAAAYyV4iv4ee+vWrYvPfe5znd5T1aGHHho///nPY9euXe1WstLXfY5HH2Z98MEHOz3mUIsXL263OnR92CcAAMBYCJ6i38de8/a7X/7yl3HkkUd2ZpjIOuecc+Jf//pX++Wz1Od9jlVfZv3GN77R6XOY9YlPfCJ27tzZbnPo+rJPAACA/SV4ijKOvVdffTW+/e1vT/iHOX/yk5+Mhx9+uP1yWSthn/urL7Nu27Yt5s+f3+l1GHXEEUfE+vXr2y1moS/7BAAA2F+Cpyjr2HvmmWfitNNO68wz1poxY0YsXbo0du/e3X6J7JW0z/fSp1mbz3s64YQTOv0OsmbOnBl//OMf261lo0/7BAAA2B+Cpyjv2Hvrrbfirrvuijlz5nTm2p/6+te/Hlu2bGn/tb1R2j7fTd9mffHFF4f2k0+zZs2KP//5z+2WstK3fQIAALwXwVOUe+y99tprceWVV8aUKVM6841WzU+jPP744+2/pndK3edo+jhr81yee+65nb5T1sknnxwbN25st5KdPu4TAADg3Qieovxjb8OGDXHGGWd0Zny7mrcfLV++PPbu3dv+X3up9H2+U59nXbVq1chPIbX7n8iaOnVq/OQnP4k9e/a0Xz5Lfd4nAADAaARPUcex17z9buXKlXHMMcf8vzkvuuiieO6559p/vNdq2Ofb+j5r89a7888/vzPDRFTzlr6//OUv7ZfMWt/3CQAA0CZ4irqOvR07dsQ111wTp556aqxdu7b9n4tQ0z5LmfXZZ5+NxYsXj/zGufY8Y6nmJ5yaIOs3v/nNSNjaN6XsEwAA4G2Cp3DslaamfZY2686dO+MXv/jFyGdAzZ07tzPbaDV79uw488wzY8mSJfHCCy+0/8peKW2fAAAAgqdw7JWmpn2WPusrr7wSjz76aNx0002xbNmy+NnPfhZLly6NG264IR588MHYvHlzL3+y6X8pfZ8AAEB9BE/h2CtNTfusadYa2CcAAFAawVM49kpT0z5rmrUG9gkAAJRG8BSOvdLUtM+aZq2BfQIAAKURPIVjrzQ17bOmWWtgnwAAQGkET+HYK01N+6xp1hrYJwAAUBrBUzj2SlPTPmuatQb2CQAAlEbwFI690tS0z5pmrYF9AgAApRE8hWOvNDXts6ZZa2CfAABAaQRPMfqxN3369JGvq/5Vs7v2Ppuvl6iZqz2rZ7e/VdOzCwAA1EHwFKMf76qsKvV49+yWX6U+uwAAQB0ET+F4r6FKPd49u+VXqc8uAABQB8FTON5rqFKPd89u+VXqswsAANRB8BSO9xqq1OPds1t+lfrsAgAAdRA8/dcll1wyctypcqvZcYk8u+VXqc8uAABQB8ETAAAAAEkIngAAAABIQvAEAAAAQBKCJwAAAACSEDwBAAAAkITgCQAAAIAkBE8AAAAAJCF4AgAAACAJwRMAAAAASQieAAAAAEhC8AQAAABAEoInAAAAAJIQPAEAAACQhOAJAAAAgCQETwAAAAAkIXgCAAAAIAnBEwAAAABJCJ4AAAAASELwBAAAAEASgicAAAAAkhA8AQAAAJCE4AkAAACAJARPAAAAACQheAIAAAAgCcETAAAAAEkIngAAAABIQvAEAAAAQBKCJwAAAACSEDwBAAAAkITgCQAAAIAkBE8AAAAAJCF4AgAAACAJwRMAAAAASQieAAAAAEhC8AQAAABAEoInAAAAAJIQPAEAAACQhOAJAAAAgCQETwAAAAAkIXgCAAAAIAnBEwAAAABJCJ4AAAAASELwBAAAAEASgicAAAAAkhA8AQAAAJCE4AkAAACAJARPAAAAACQheAIAAAAgCcETAAAAAEkIngAAAABIQvAEAAAAQBKCJwAAAACSEDwBAAAAkITgCQAAAIAkBE8AAAAAJCF4AgAAACAJwRMAAAAASQieAAAAAEhC8AQAAABAEoInAAAAAJIQPAEAAACQhOAJAAAAgCQETwAAAAAkIXgCAAAAIAnBEwAAAABJ/AePKF9piM0dDQAAAABJRU5ErkJggg==) **Code:**

import matplotlib.pyplot as plt

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

# Define the coordinates and dimensions of the rectangle

x = 1 # x-coordinate of the lower-left corner

y = 1 # y-coordinate of the lower-left corner

phi = 1.61803398875 # Golden ratio

# Calculate the width and height based on the golden ratio

width = 2

height = width / phi # Height is calculated to maintain the golden ratio

# Create rectangles

rectangle1 = patches.Rectangle((x, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle1)

rectangle2 = patches.Rectangle((x + 3, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle2)

# Create connected lines between rectangles

y\_l = 1.6

ax.plot([3, 4], [y\_l, y\_l], color='black', linewidth=4)

# Define a function to add shapes to the plot

rhombus1 = patches.Polygon(

[(2, 1.3), (1.5, 1.6), (2, 1.9), (2.5, 1.6)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(rhombus1)

circle = patches.Circle((5, 1.6), radius=0.3, facecolor='black', edgecolor='black', linewidth=8)

ax.add\_patch(circle)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

plt.axis("off")

plt.show()

**# Append a boolean value**

initial\_list.append(True)

List(initial\_list)

**Result:**

**![](data:image/png;base64,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)**

**Code:**

import matplotlib.pyplot as plt

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

# Define the coordinates and dimensions of the rectangle

x = 1 # x-coordinate of the lower-left corner

y = 1 # y-coordinate of the lower-left corner

phi = 1.61803398875 # Golden ratio

# Calculate the width and height based on the golden ratio

width = 2

height = width / phi # Height is calculated to maintain the golden ratio

# Create rectangles

rectangle1 = patches.Rectangle((x, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle1)

rectangle2 = patches.Rectangle((x + 3, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle2)

rectangle3 = patches.Rectangle((x + 6, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle3)

# Create connected lines between rectangles

y\_l = 1.6

ax.plot([3, 4], [y\_l, y\_l], color='black', linewidth=4)

ax.plot([6, 7], [y\_l, y\_l], color='black', linewidth=4)

# Define a function to add shapes to the plot

rhombus1 = patches.Polygon(

[(2, 1.3), (1.5, 1.6), (2, 1.9), (2.5, 1.6)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(rhombus1)

circle = patches.Circle((5, 1.6), radius=0.3, facecolor='black', edgecolor='black', linewidth=8)

ax.add\_patch(circle)

arrow3 = patches.FancyArrow(8, 1.25, 0, line\_length, head\_width=0.3, head\_length=0.3, fc='black', ec='black', linewidth=5)

ax.add\_patch(arrow3)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 3)

plt.axis("off")

# Show the plot

plt.show()

# **Example 6: Visualizing pop Operation on a List**[**¶**](http://localhost:8892/notebooks/Desktop/project/update_last_Python-project/update_List.ipynb#Example-8:-Visualizing-pop-Operation-on-a-List)

Objective: Learn how the pop operation removes an element from a specified position in a list (or the last element by default) and visualize this change.

Problem: Start with a list, e.g., [True, 3.14, "B", 2], and then pop an element from it (e.g., the second element). Visualize the list before and after the pop operation.

# Initial list

initial\_list = [True, 3.14, "B", 2]

List(initial\_list)

**Result:**

![](data:image/png;base64,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)

**Code:**

import matplotlib.pyplot as plt

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

# Define the coordinates and dimensions of the rectangle

x = 1 # x-coordinate of the lower-left corner

y = 1 # y-coordinate of the lower-left corner

phi = 1.61803398875 # Golden ratio

# Calculate the width and height based on the golden ratio

width = 2

height = width / phi # Height is calculated to maintain the golden ratio

# Create rectangles

rectangle1 = patches.Rectangle((x, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle1)

rectangle2 = patches.Rectangle((x + 3, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle2)

rectangle3 = patches.Rectangle((x + 6, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle3)

rectangle4 = patches.Rectangle((x + 9, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle4)

# Create connected lines between rectangles

y\_l = 1.6

ax.plot([3, 4], [y\_l, y\_l], color='black', linewidth=4)

ax.plot([6, 7], [y\_l, y\_l], color='black', linewidth=4)

ax.plot([9, 10], [y\_l, y\_l], color='black', linewidth=4)

# Define a function to add shapes to the plot

arrow = patches.FancyArrow(2, 2, 0, -line\_length, head\_width=0.3, head\_length=0.3, fc='black', ec='black', linewidth=5)

ax.add\_patch(arrow)

rhombus1 = patches.Polygon(

[(5, 1.3), (4.5, 1.6), (5, 1.9), (5.5, 1.6)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(rhombus1)

circle = patches.Circle((8, 1.6), radius=0.3, facecolor='black', edgecolor='black', linewidth=8)

ax.add\_patch(circle)

rhombus2 = patches.Polygon(

[(11, 1.3), (10.5, 1.6), (11, 1.9), (11.5, 1.6)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(rhombus2)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

plt.axis("off")

# Show the plot

plt.show()

**Pop the second element (3.14)**

initial\_list.pop(1)

List(initial\_list)

**Result:![](data:image/png;base64,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)**

**Code:**

import matplotlib.pyplot as plt

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

# Define the coordinates and dimensions of the rectangle

x = 1 # x-coordinate of the lower-left corner

y = 1 # y-coordinate of the lower-left corner

phi = 1.61803398875 # Golden ratio

# Calculate the width and height based on the golden ratio

width = 2

height = width / phi # Height is calculated to maintain the golden ratio

# Create rectangles

rectangle1 = patches.Rectangle((x, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle1)

rectangle2 = patches.Rectangle((x + 3, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle2)

rectangle3 = patches.Rectangle((x + 6, y), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle3)

# Create connected lines between rectangles

y\_l = 1.6

ax.plot([3, 4], [y\_l, y\_l], color='black', linewidth=4)

ax.plot([6, 7], [y\_l, y\_l], color='black', linewidth=4)

# Define a function to add shapes to the plot

arrow = patches.FancyArrow(2, 2, 0, -line\_length, head\_width=0.3, head\_length=0.3, fc='black', ec='black', linewidth=5)

ax.add\_patch(arrow)

circle = patches.Circle((5, 1.6), radius=0.3, facecolor='black', edgecolor='black', linewidth=8)

ax.add\_patch(circle)

rhombus2 = patches.Polygon(

[(8, 1.3), (7.5, 1.6), (8, 1.9), (8.5, 1.6)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(rhombus2)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

plt.axis("off")

# Show the plot

plt.show()

# **Problems for Tuple**

**Example 7: Visualizing Mixed Data Types in a Tuple**

Objective: Understand how to represent mixed data types in a tuple.

Problem: Create a tuple with mixed data types: (True, "A", 4, "B", 4.0).

mixed\_tuple = (True, "A", 4, "B", 4.0)

Tuple(mixed\_tuple) # Wrap the tuple in a list to use your existing List class for visualization.

**Result:![](data:image/png;base64,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)  
Code:**

import matplotlib.pyplot as plt

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

# Create paral-s

par1 = patches.Polygon(

[(1,1), (1.7,2.2), (3.7,2.2), (3,1)],

facecolor='None', edgecolor='black', linewidth=5)

ax.add\_patch(par1)

par2 = patches.Polygon(

[(4, 1), (4.7, 2.2), (6.7, 2.2), (6, 1)],

facecolor='None', edgecolor='black', linewidth=5)

ax.add\_patch(par2)

par3 = patches.Polygon(

[(7, 1), (7.7, 2.2), (9.7, 2.2), (9, 1)],

facecolor='None', edgecolor='black', linewidth=5)

ax.add\_patch(par3)

par4 = patches.Polygon(

[(10, 1), (10.7, 2.2), (12.7, 2.2), (12, 1)],

facecolor='None', edgecolor='black', linewidth=5)

ax.add\_patch(par4)

par5 = patches.Polygon(

[(13, 1), (13.7, 2.2), (15.7, 2.2), (15, 1)],

facecolor='None', edgecolor='black', linewidth=5)

ax.add\_patch(par5)

# Create connected lines between paral-s

y\_l = 1.6

ax.plot([3.4, 4.25], [y\_l, y\_l], color='black', linewidth=4)

ax.plot([6.4, 7.25], [y\_l, y\_l], color='black', linewidth=4)

ax.plot([9.4, 10.25], [y\_l, y\_l], color='black', linewidth=4)

ax.plot([12.4, 13.25], [y\_l, y\_l], color='black', linewidth=4)

# Define a function to add shapes to the plot

line\_length = 0.4

arrow = patches.FancyArrow(2.2, 1.2, 0, line\_length, head\_width=0.3, head\_length=0.3, fc='black', ec='black', linewidth=5)

ax.add\_patch(arrow)

circle1 = patches.Circle((5.3, 1.6), radius=0.3, facecolor='black', edgecolor='black', linewidth=8)

ax.add\_patch(circle1)

rhombus1 = patches.Polygon(

[(8.2, 1.3), (7.7, 1.6), (8.2, 1.9), (8.7, 1.6)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(rhombus1)

circle2 = patches.Circle((11.3, 1.6), radius=0.3, facecolor='black', edgecolor='black', linewidth=8)

ax.add\_patch(circle2)

rhombus2 = patches.Polygon(

[(14.2, 1.3), (13.7, 1.6), (14.2, 1.9), (14.7, 1.6)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(rhombus2)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

plt.axis("off")

# Show the plot

plt.show()

# **Problems for Set**

**Example 8: Visualizing Mixed Data Types in a Set**

Objective: Understand how to represent mixed data types in a set.

Problem: Create a set with mixed data types: {True, "A", 4, "B", False}.

mixed\_set = {True, "A", 4, "B", False}

Set(mixed\_set)

**Result:**
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Code:**

import matplotlib.pyplot as plt

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

# Create triangles

triangle1 = patches.Polygon(

[(1.2, 1), (2.2, 2.4), (3.2, 1)],

facecolor='none', edgecolor='black', linewidth=5)

ax.add\_patch(triangle1)

triangle2 = patches.Polygon(

[(3.8, 1), (4.8, 2.4), (5.8, 1)],

facecolor='none', edgecolor='black', linewidth=5)

ax.add\_patch(triangle2)

triangle3 = patches.Polygon(

[(6.4, 1), (7.4, 2.4), (8.4, 1)],

facecolor='none', edgecolor='black', linewidth=5)

ax.add\_patch(triangle3)

triangle4 = patches.Polygon(

[(9, 1), (10, 2.4), (11, 1)],

facecolor='none', edgecolor='black', linewidth=5)

ax.add\_patch(triangle4)

triangle5 = patches.Polygon(

[(11.6, 1), (12.6, 2.4), (13.6, 1)],

facecolor='none', edgecolor='black', linewidth=5)

ax.add\_patch(triangle5)

# Create connected lines between triangles

y\_l = 1

ax.plot([3.2, 3.8], [y\_l, y\_l], color='black', linewidth=5)

ax.plot([5.8, 6.4], [y\_l, y\_l], color='black', linewidth=5)

ax.plot([8.4, 9], [y\_l, y\_l], color='black', linewidth=5)

ax.plot([11, 11.6], [y\_l, y\_l], color='black', linewidth=5)

# Define a function to add shapes to the plot

line\_length = 0.4

arrow1 = patches.FancyArrow(2.2, 1.2, 0, line\_length, head\_width=0.3, head\_length=0.3, fc='black', ec='black', linewidth=5)

ax.add\_patch(arrow1)

circle1 = patches.Circle((4.8, 1.6), radius=0.3, facecolor='black', edgecolor='black', linewidth=8)

ax.add\_patch(circle1)

rhombus1 = patches.Polygon(

[(7.45, 1.2), (7.05, 1.5), (7.45, 1.8), (7.85, 1.5)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(rhombus1)

circle2 = patches.Circle((10, 1.6), radius=0.3, facecolor='black', edgecolor='black', linewidth=8)

ax.add\_patch(circle2)

arrow2 = patches.FancyArrow(12.6, 2, 0, -line\_length, head\_width=0.3, head\_length=0.3, fc='black', ec='black', linewidth=5)

ax.add\_patch(arrow2)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

plt.axis("off")

# Show the plot

plt.show()

# **Problems for String and Char**

**Char Type Example:**

Objective: Create a variable with the **char** type and display it.

char = 'a'

String(char)

**Result:**

**![](data:image/png;base64,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)  
Code:**

import matplotlib.pyplot as plt

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

# Create circles

circle1 = patches.Circle((1, 1), radius=0.8, facecolor='black', edgecolor='black', linewidth=8)

ax.add\_patch(circle1)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

plt.axis("off")

# Show the plot

plt.show()

**Using a Single-Character String in a Larger String:**

Objective: Use a single-character string within a larger string.

initial = "Hello, "

name = "Alice"

greeting = initial + name + "!"

String(greeting)

**Result:**

**![](data:image/png;base64,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)  
Code:**

import matplotlib.pyplot as plt

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

# Create circles

circle1 = patches.Circle((1, 1), radius=0.6, facecolor='black', edgecolor='black', linewidth=8)

ax.add\_patch(circle1)

circle2 = patches.Circle((2.9, 1), radius=0.6, facecolor='black', edgecolor='black', linewidth=8)

ax.add\_patch(circle2)

# Create connected lines between circles

y\_l = 1

ax.plot([1.5, 2.3], [y\_l, y\_l], color='black', linewidth=5)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

plt.axis("off")

# Show the plot

plt.show()

# **Problems for Primitive types**

**Numeric Values Example:**

Objective: Create numeric variables **(integers,complex and floats)** and display them.

integer\_value = 42

float\_value = 3.14

complex\_value = 5j+2

Numeric(integer\_value)

Numeric(float\_value)

Numeric(complex\_value)

**Result:**

**![](data:image/png;base64,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)  
Code:**

import matplotlib.pyplot as plt

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

# Create rombs

romb1 = patches.Polygon(

[(1.2, 1), (2.2, 1.9), (3.2, 1),(2.2,0.1)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(romb1)

romb2 = patches.Polygon(

[(4, 1), (5, 1.9), (6, 1),(5,0.1)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(romb2)

romb3 = patches.Polygon(

[(6.8, 1), (7.8, 1.9), (8.8, 1),(7.8,0.1)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(romb3)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

plt.axis("off")

# Show the plot

plt.show()

**Boolean Values Example:**

Objective: Create boolean variables **(True and False)** and display them.

true\_value = True

false\_value = False

Boolean(true\_value)

Boolean(false\_value)

**Result:**
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Code:**

import matplotlib.pyplot as plt

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

line\_length=1.5

#1

arrow1 = patches.FancyArrow(2.05, 0.3, 0, line\_length, head\_width=0.5, head\_length=0.5, fc='black', ec='black', linewidth=8)

ax.add\_patch(arrow1)

#2

arrow2 = patches.FancyArrow(5, 2.3, 0, -line\_length, head\_width=0.5, head\_length=0.5, fc='black', ec='black', linewidth=8)

ax.add\_patch(arrow2)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

plt.axis("off")

plt.show()

**None Type Example:**

Objective: Create a variable with the **None** type and display it.

none\_value = None

None(none\_value)

**Result:**
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Code:**

import matplotlib.pyplot as plt

from matplotlib.patches import Circle

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

circle = Circle((2.5,1.5), radius=1.3, facecolor='None', linewidth=7, edgecolor="black")

ax.add\_patch(circle)

ax.plot([0.9, 4.1], [0.3, 2.7], color='black', linewidth=7)

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

plt.axis("off")

plt.show()

**Dictionary Example**

Objective: Create a dictionary and display them.

dictionary={'A':{"ABS","DFS"},'B':"ASDFGHJ",4:[1,2,3]}

**Result:![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABJ4AAAD7CAYAAAArZV4QAAAed0lEQVR4Xu3deaxU5f0/cBEQVChiq7aSugS0kuBaq4i4UcV9qbTRGJdEtK3G+k+baCpCi6K40G+DVGyx1UraWlNtK1abIKjYWjSittYlKmrdwKpFQFaB8/s9kwwZn3O53Llnntl4vZJ3SIY5z3zmzvzzvHPOma0yAAAAAEhgq/gBAAAAAKgFxRMAAAAASSieAAAAAEhC8QQAAABAEoonAAAAAJJQPAEAAACQhOIJAAAAgCQUTwAAAAAkoXgCAAAAIAnFEwAAAABJKJ4AAAAASELxBAAAAEASiicAAAAAklA8AQAAAJCE4gkAAACAJBRPAAAAACSheAIAAAAgCcUTAAAAAEkongAAAABIQvEEAAAAQBKKJwAAAACSUDwBAAAAkITiCQAAAIAkFE8AAAAAJKF4AgAAACAJxRMAAAAASSieAAAAAEhC8QQAAABAEoonAAAAAJJQPAEAAACQhOIJAAAAgCQUTwAAAAAkoXgCAAAAIAnFEwAAAABJKJ4AAAAASELxBAAAAEASiqcmsGHDhvghAAAAgJaneGqwf/3rX9m4cePihwEAAABanuKpgcKZTkcccUTWu3fv7KWXXor/GwAAAKClKZ4a6Ne//nW21VZblTJq1CiX3AEAAABtRfHUIEuWLMl23nnnjcVTyN133x0/jSYTysHjjjsu23fffdsq++23X7Z48eL47QIAAEAhiqcGueyyyz5TOoXsuuuu2bJly+Kn0kTmzp2b+9zaIV//+tfjtwoAAACFKZ4a4Jlnnsm23nrr3OY/5Pvf/378dJrIWWedlfvM2iH33HNP/FYBAACgMMVTna1fvz4bPnx4buNfTs+ePbPnn38+Powm8P7775duBB9/Zq2ecMnnmjVr4rcLAAAAhSme6uz222/PbfzjHHnkkW403oRuuOGG3GfVDrnyyivjtwoAAAA1oXiqo48++ij7/Oc/n9v4d5SZM2fGh9NA4Uy1wYMH5z6ndsjChQvjtwsAAAA1oXiqo+985zu5Tf+msssuu5R++Y7mMHv27Nxn1A45/vjj47cKAAAANaN4qpOnnnoq69GjR27j31kuv/zyeBkaZMyYMbnPp5z99tsve/PNN5syDzzwQG7eytx3333xWwUAAICaUTzVwbp167KDDz44t+nfXMIv3z377LPxctTZokWLsl69euU+n3J+9rOfxYc0jcsuuyw3bzlf+tKXsrVr18aHAAAAQM0onupg+vTpuU1/V3PYYYeV7i9E40yaNCn3uZSz3XbbZR9//HF8SFNYsWJFNmDAgNzM5YwbNy4+BAAAAGpK8ZTYf//732zgwIG5TX85ffr02ezZUL/61a/iZamTUPrtscceuc+knLFjx8aHNI3wvYnnLSdc9hkuxQMAAICUFE+JXXjhhblNf2XGjx+fvfTSS1nv3r1z/1fOF77whdIv4lF/Dz30UO7zqEy4d1ezOvTQQ3PzlnPSSSfFTwcAAICaUzwl9MQTT+Q2/JXZc889s5UrV5aee+WVV+b+vzKhmNpmm226lPjYysTP7U7iNWu9ftHEM1WmWmeccUZujXIOPPDAbMOGDfEhTeG5557LzVuZP//5z/EhAAAAUHPV78Tpkk8//TQ74IADchv+yoRfHCv75JNPsi9/+cu550htU413330369mzZ26Ncm677bb4kKZxySWX5OYtZ9CgQaXvJwAAAKRW3U6cLps6dWpuw1+Z0047LT4ku/fee3PPk9qmGhMnTswdX06/fv2yZcuWxYc0heXLl2f9+/fPzVzOhAkT4kMAAAAgiep24nTJ4sWLs8997nO5DX85ffv2zd544434sNJlWyeccELu+VK7dNW6des6PQPt29/+dnxI05gxY0Zu3nK23nrr7O23344PAQAAgCS6vhOny84777zchr8y11xzTXzIRq+88spm71Mk3U9Xhcsg42Mrs2DBgviQptHZrySeeuqp8dMBAAAgma7vxOmSxx57LLfZr8yQIUOy1atXx4d9xtVXX507TmqTrgoFTXxsOaHYaVahEIvnrUzlfcUAAAAgta7vxNmstWvXZsOGDctt9ivz17/+NT4sZ8WKFdkee+yRO7Yynf3KXfzcysTP7U7iNWu9ftHEM1WmK956663SJWnxseWES9maVbgEMJ63nN122610CSEAAADUS9d24nTJlClTcpv9yowZMyY+ZJPuv//+3PGVOfDAAzdZImyqfAmP10Lq9YsqOt/48eNzx5YT7t0Vbt7djMLNzsNNz+OZy+nsEk8AAABIQfFUI++++26nm/7tttuudCZNNTq73Ctk2rRp8SElRYuXzUm9flFF5vv000+zXXfdNXdsOZdeeml8SNOYPn16bt5yevbsWfqOAgAAQD0pnmrk7LPPzm32KzN58uT4kM16/fXXS7+AF69VzoABA0q/oBcrUrx0Rer1iyoy35/+9KfccZX55z//GR/SFMIvIh5wwAG5ecv5xje+ER8CAAAAySmeamDOnDm5jX5l9tlnn2zNmjXxYV0yceLE3HqVueCCC+JDChUvXZF6/aKKzHfiiSfmjitn+PDh8dObxpNPPpmbtzJdubcYAAAA1JriqaBQKIViKd7oVyYUU921atWqbPDgwbk1K/P4449/5pgixUtXpF6/qO7O98Ybb2Q9evTIHVfOHXfcER/SNC688MLcvOXsueee2fr16+NDAAAAIDnFU0HhErp4o1+ZcAleUQ899FBu3crsu+++pXsTlXW3eOmq1OsX1d35rrrqqtwx5YTLGsOvDTajjz/+uHQPsXjmcq677rr4EAAAAKgLxVMB4WbhnW34w83Ga3VD5zPPPDO3fmX+7//+b+Nzu1u8dFXq9Yvqznxr167NvvjFL+aOKed73/tefEjTCDeZj+ctp1evXtmiRYviQwAAAKAuFE8FjBkzJrfRr8yUKVPiQ7rtP//5T6clV//+/TeWXN0pXqqRev2iujPfvffem3t+Zf7973/HhzSFcFPxcMZbPG853/zmN+NDAAAAoG4UT90UbtYcb/IrM2zYsNJZNLV0/fXX516nMuecc07ped0pXqqRev2iujPf6NGjc88v5/DDD4+f3jSeeOKJ3LyVmT17dnwIAAAA1I3iqRtWr16d7bXXXrlNfmUee+yx+LDCwo3Mv/KVr+ReqzJz587tVvFSjdTrF1XtfAsXLsw9tzJ33XVXfEjTCL9qGM9bTrgpvZuKAwAA0EiKp2645pprcpv8OOHStxTp3bt37rUqM3To0KqLl2qlXr+oaue78sorc8+tTLjEMf4cmiWd/QrfDTfcEL9VAAAAqCvFU5XeeOONrG/fvrlNfjOlZ8+eucdCNlW8VKvaYqfeqpkvnEW28847557b6gkF5fvvvx+/XQAAAKgrxVOVTjvttNwmv1XSUfHSHdUUO41QzXz33HNP7nntkLPPPjt+qwAAAFB3iqcqzJo1K7fBb6V0VLx0RzXFTiNUM9+oUaNyz2uHPPLII/FbBQAAgLpTPHXRypUrsz333DO3wW/mhMutQtlSTr9+/eK31S1hncp1a71+UV2d75VXXsn9zdoh4Qb0GzZs+Mx7BQAAgEZQPHXR+PHjcxv8Zk/45b3wC3x07Ac/+EHub9YOmTJlSvxWAQAAoCEUT13w2muvNf0NxTeVSZMmxW+H/y8UcjvttFPu79Xq6dOnT/bhhx/GbxcAAAAaQvEEAAAAQBKKJwAAAACSUDwBAAAAkITiCQAAAIAkFE8AAAAAJKF4AgAAACAJxRMAAAAASSieAAAAAEhC8QQAAABAEoonAAAAAJJQPAEAAACQhOIJAAAAgCQUTwAAAAAkoXgCAAAAIAnFEwAAAABJKJ4AAAAASELxBAAAAEASiicAAAAAklA8AQAAAJCE4gkAAACAJBRPAAAAACSheAIAAAAgCcUTAAAAAEkongAAAABIQvEEAAAAQBKKJwAAAACSUDwBAAAAkITiCQAAAIAkFE8AAAAAJKF4AgAAACAJxVMDLF68OPvLX/6S3XjjjdmECROycePGZddee2121113ZS+88EK2bt26+BCa2LJly7J58+ZlU6dOzX784x9nV111VTZx4sTs1ltvzebPn5+tXLkyPqQpbNiwIXv11Vezu+++O5s0aVJ29dVXZ+PHj8+uv/767L777sveeuut0nMAAACguxRPdbJgwYJs7Nix2c4775xttdVWpfTs2TPr3bt3Kb169dr4eN++fbOjjjoq++1vf5utXr06Xoom8Pbbb5dKmsGDB2c9evQofW7h3/A5lj/P8uNbb711NmzYsOymm27KPvzww3ipugql5qxZs7KTTz4569ev38bvXHnukPC9LD8+cODA7KyzzsoeffRRJRQAAABVUzwlFDbqf/jDH7KDDjpo4+a+vKHfXMqb/7Dx/+EPf1g6q4bGe+aZZ7LTTz+9VCZVFjRdSTgmFDvnnXdetnDhwnjppNasWVM6w27QoEGf+X51JeXv7d57753NmDEjW79+fbw8AAAAdEjxlEi4nO6MM87YWDjEm/lqEo4PhcHs2bPjl6FOwpln4ZLI7hROcUKRE85qC5fm1aPEefrpp7OhQ4duPAOruykfP3LkyOy1116LXwYAAAByFE8J3H///dmAAQMKFxSVKZdX3/3ud7O1a9fGL0lCL7/8crbPPvsULm46yogRI7JFixbFL1kT4Yy7cM+pWpRllQnFWZ8+fUpnPwEAAEBnFE81duedd5YKihQlRUhY96STTspWrVoVvzQJhEvrwuWOtSxuKhNKnN133z17880345cuJJxJdfHFF+der9YJN8UHAACATVE81VC4GXiqwqky4QyWU045xZlPiYVfGNxhhx2SlU7llMun9957Lx6hW8KZTuHMuPh1UiXcOwoAAAA6oniqkeeee66qm4cXTSifrrjiingMamT58uXZbrvtlrx0Kid8dw455JDSr84VNX369Nz6qfPggw/GYwAAAIDiqRbCL4YNGzasrsVTSDi7av78+fE41MCll15a+Kbw3cnNN98cj1KV119/vXTj8njdlAl/p1122SVbsmRJPA4AAABbOMVTDUyYMKEul9jFCWfjDB48OFu5cmU8EgXMmTMn97euV3r37p29+OKL8UhdEu7rdMQRR9S9AA0J38Xzzz8/HgkAAIAtnOKpoA8++KBUFsQb8XolFF7Tpk2Lx6Kbwv2R9t9//4ac7RQSSqMxY8bEY3XJrFmzcuvVO88//3w8FgAAAFswxVNBkydPblhJERKKp7322qtUmFBcuHQx/hvXO+H79M4778Sjbdbo0aPrdk+qjhJKs0suuSQeCwAAgC2Y4qmAcCPoQYMG5TbgjcjcuXPj8eiGc889tyGXqlUmFE/jx4+PR+vUq6++mlunEdl2222zpUuXxuMBAACwhVI8FTBv3rzcxrsRCUXJ2LFj4/GoUrhJ/DbbbJP7+zYi4Rf1qjFx4sSGnu1UmZkzZ8bjAQAAsIVSPBUwZcqUhl5mV5mhQ4fG41GlBQsW5P6ujcxHH30Uj7hJp5xySlN8F8P9zi6//PJ4PAAAALZQiqcCzjnnnKY5yySUDn7drphf/OIXub9rIzN79ux4xE3aaaedcsc3KsOHD4/HAwAAYAuleCpgyJAhuU13IxPONtncpWLh/4smXrPW6xdNPFNlOhNujN3IXyiME0rN+L1tKvGxjUzfvn3d7B4AAICSznfidGrgwIG5Tbc0dzrzrW99qykuV2uHOPsOAACAoPOdOJ3q169fbsMtzZ3OnH766bnnS/eyZMmS+M8LAADAFqjznTidcsZT66UzzniqXZzxBAAAQND5TpxONds9nmTz6Uyz3eOpVeMeTwAAAJR1vhOnU830q3bStXSm2X7VrlXjV+0AAAAo63wnTqemTJnSNJdm9ejRo0u/cBb/Glp3Eq9Z6/WLJp6pMp1ZsGBB7vmNTPy+OkuzfA/DGWOXX355/KcFAABgC9X5TpxOzZs3L7fxbkR69eqVjR07duNcmypfwuO1kHr9oro735o1azZ5bL2z2267xeN1auLEiU1z9t3MmTPj8QAAANhCKZ4KWLduXTZo0KDcxrsRmTt37sa5NlWebK546arU6xdVZL5zzz23VOTFx9Yz4eyl8ePHx6N16tVXX82t04hsu+222dKlS+PxAAAA2EIpngqaPHlyQy9zCpfY7b333p+5mXOR4qUrUq9fVJH55s+fnzuu3gnfp3feeScebbNGjx7d0LOeQmEXbtAOAAAAZYqngj744IOG/hJaKJ6mTZv2mZmKFC9dkXr9oorMFwq8/fffv2FlYihvxowZE4/VJbNmzcqtV+88//zz8VgAAABswRRPNTBhwoRSARRvwlMnnN0yZMiQbOXKlZ+Zp0jx0hWp1y+q6Hxz5szJHVuvhBLzxRdfjEfqkvXr12dHHHFEQy4VDN/F888/Px4JAACALZziqQbCTamHDRtW98ucQtkVLg2LFS1eNif1+kXVYr5LL720IWc93XzzzfEoVXn99dezvn375tZNmfB32mWXXbIlS5bE4wAAALCFUzzVyHPPPVc606ReZz6Fzf4VV1wRj1FSi+KlM6nXL6oW8y1fvrz0y3L1KhPDd+fQQw8t3bC+qOnTp+fWT50HH3wwHgMAAAAUT7X0u9/9ri7FUyidTj311Gzt2rXxCCW1KF46k3r9omo13wsvvJDtsMMOycunUDrtvvvu2XvvvReP0C3hPlXhJt/x66TKjTfeGI8AAAAAJYqnGrvzzjtL5VOqAiqse/LJJ2erVq2KX3qjWhUvm5J6/aJqOd8zzzyTDRw4MFn5FEqnPfbYI3vzzTfjly4k3O/p4osvzr1erXPttdfGLw0AAAAbKZ4SuP/++7MBAwbUtKwo328onMmyqTOdympZvHQk9fpF1Xq+l19+Odtnn32SlIkjRozIFi1aFL9kTYQznyZOnFj67tTyuxjKsj59+mQzZsyIXxIAAAA+Q/GUyOLFi7MzzjijtFEvepPqcPygQYOyhx9+OH6ZDtW6eImlXr+oFPOtXr06u/rqq0sFTtESJxQ34Qbgt9xyS+nMpNSefvrpbOjQoYWLs/LxI0eOzF577bX4ZQAAACBH8ZRQOOPk3nvvzb761a+WNuzV/Mx9uazacccds6uuuipbtmxZvPwmpSheKqVev6iU84VL70KhGD6fagrF8uWXYYYLLrggW7hwYbx0UuGXF2+66aZSgRnmqaY8K39v99577+z222+vS1kGAABAe1A81UkoLMI9d8LPzpc39GHz37t371IqS6lwNszRRx9dull5KAyqlbJ4CVKvX1Q95nvnnXeyCRMmZEOGDNl4JlD4N3yO5c+z/Hj4nPfdd9/s5ptvzj788MN4qboKv5r3wAMPlO4T1r9//41/m8rvYmUpFe5vdfbZZ2ePPfZYqUgFAACAaiieGiBchhd+fj6cgfKjH/2odAnXpEmTspkzZ2YvvvhiqRwool+/fqWSJU54vBZSr19UvecLZ6M9/vjj2dSpU0v3VBo3blx2zTXXZNOnT8+efPLJTm8E30ihSAqXzP3+97/PrrvuutL3MJRpkydPzv74xz9mb7/9trIJAACAQhRPAAAAACSheAIAAAAgCcUTAAAAAEkongAAAABIQvEEAAAAQBKKJwAAAACSUDwBAAAAkITiCQAAAIAkFE8AAAAAJKF4AgAAACAJxRMAAAAASSieAAAAAEhC8QQAAABAEoonAAAAAJJQPAEAAACQhOIJAAAAgCQUTwAAAAAkoXgCAAAAIAnFEwAAAABJKJ4AAAAASELxBAAAAEASiicAAAAAklA8AQAAAJCE4gkAAACAJBRPAAAAACSheGKLd9FFF2XDhw9vm4T3AwAAAM1A8cQWL5Q1W221VdskvB8AAABoBoontniKJwAAAEhD8dRgq1atyl5++eX4YepI8QQAAABpKJ4aKJROJ554Yrbjjjtmzz77bPzf1IniCQAAANJQPDVIKJ2OP/74jWXBwIEDswULFsRPow46Kp6233773E27mzFhznj28DgAAAA0A8VTA6xcuTIbPXp0rjBQPjVGKGriz6JVyptWnh0AAID2p3iqs1A6HXfccbmyoJwddtghe/rpp+PDSKiVy5tWnh0AAID2p3iqoxUrVmTHHntsriiIE8qnp556Kj6cRFq5vGnl2QEAAGh/iqc6CaXTqFGjciXBpjJgwIDsySefjJchgVYub1p5dgAAANqf4qkOPvnkk+yYY47JFQSby+c+97ls/vz58XLUWCuXN608OwAAAO1P8ZRYKJ2OPvroXDnQ1YTy6R//+Ee8LDXUyuVNK88OAABA+1M8JRRKp6OOOipXDFSb/v37Z0888US8PDXSyuVNK88OAABA+1M8JbJ8+fLsyCOPzJUC3U0on/7+97/HL0MNtHJ508qzAwAA0P4UTwksW7YsGzlyZK4QKJp+/fplf/vb3+KXo6BWLm9aeXYAAADan+KpxkLpdPjhh+fKgFpl++23zx5//PH4ZSmglcubVp4dAACA9qd4qqGlS5dmI0aMyBUBtU4on+bNmxe/PN3UyuVNK88OAABA+1M81UgonQ477LBcCZAqoXx69NFH4zHohlYub1p5dgAAANqf4qkGPv744w4LgNTZbrvtskceeSQehyp19Nm1SnnTyrMDAADQ/hRPBYXS6dBDD81t/uuVUD7NnTs3HosqtHJ508qzAwAA0P4UTwUsWbIkO+SQQ3Ib/3pn2223zebMmROPRxe1cnnTyrMDAADQ/hRP3RRKp6997Wu5TX+j0rdv3+zhhx+Ox6QLWrm8aeXZAQAAaH+Kp2743//+lx188MG5DX+jE8qn2bNnx+OyGa1c3rTy7AAAALQ/xVOVPvroo+yggw7KbfZbJdtss03hxGvWev2iiWeqTEdaubxp5dkBAABofx3vxOlQKJ0OPPDA3EZfWicdaeXyppVnBwAAoP11vBMnZ9WqVUqnNkhHWrm8aeXZAQAAaH8d78Tp0KRJk3KbfGmtdKSVy5tWnh0AAID21/FOnE267rrrcht9aZ10pJXLm1aeHQAAgPbX8U6cTk2ePDm32ZfWSEdaubxp5dkBAABofx3vxNmsG2+8Mbfhb3R69Oix2V91i38BrjuJ16z1+kUTz1SZjrRyedPKswMAAND+Ot6J0yU33XRTbtPfqIwYMSJbunRpaa5NlS/h8VpIvX5R1c7XyuVNK88OAABA+1M8FTRlypTcxr/eOfzww7Nly5ZtnKna4qVaqdcvqtr5Wrm8aeXZAQAAaH+Kpxr4yU9+ktv81ysjR478TOkUVFu8VCv1+kVVO18rlzetPDsAAADtT/FUIz/96U9zBUDqHHHEEdny5cvjUaouXqqVev2iqp2vlcubVp4dAACA9qd4qqGpU6fmSoBUOeqoozosnYJqi5dqpV6/qGrna+XyppVnBwAAoP0pnmrslltuyRUBtc7RRx+dffLJJ/FLb1Rt8VKt1OsXVe18rVzetPLsAAAAtD/FUwLTpk3LlQG1yjHHHNNp6RRUW7xUK/X6RVU7XyuXN608OwAAAO1P8ZTIrbfemisEimbUqFHZihUr4pfKqbZ4qVbq9Yuqdr5WLm9aeXYAAADan+Ipodtuuy1XCnQ3xx57bJdKp6Da4qVaqdcvqtr5Wrm8aeXZAQAAaH+Kp8R+/vOf54qBanPcccdlK1eujJfepGqLl2qlXr+oaudr5fKmlWcHAACg/Sme6mDGjBm5cqCrGT16dFWlU1Bt8VKt1OsXVe18HZU322+/fenxZk+YM549PA4AAADNQPFUJ7fffnvWo0ePXEnQWY4//vhs1apV8VKbVW3xUq3U6xdV7XyhqImf28pRPAEAANAsFE919Mtf/rLL5dMJJ5zQrdIpqLZ4qVbq9Yuqdj7FEwAAAKSheKqzO+64Y7Pl00knndTt0ino169fqWSJEx6vhdTrF1XtfIonAAAASEPx1AB33nnnJsunk08+OVu9enV8CAkpngAAACANxVOD3HXXXbny6ZRTTlE6NcBFF12Uu2l3Kye8HwAAAGgGiqcGmjlzZrb11luXSqfTTjtN6QQAAAC0FcVTg/3mN7/JzjzzzGzNmjXxfwEAAAC0NMVTE9iwYUP8EAAAAEDLUzwBAAAAkITiCQAAAIAkFE8AAAAAJKF4AgAAACAJxRMAAAAASSieAAAAAEhC8QQAAABAEoonAAAAAJJQPAEAAACQhOIJAAAAgCQUTwAAAAAkoXgCAAAAIAnFEwAAAABJKJ4AAAAASELxBAAAAEASiicAAAAAklA8AQAAAJCE4gkAAACAJBRPAAAAACSheAIAAAAgCcUTAAAAAEkongAAAABIQvEEAAAAQBKKJwAAAACSUDwBAAAAkITiCQAAAIAkFE8AAAAAJKF4AgAAACAJxRMAAAAASSieAAAAAEhC8QQAAABAEoonAAAAAJJQPAEAAACQxP8DYkKJ7zWBL/0AAAAASUVORK5CYII=)  
Code:**

import matplotlib.pyplot as plt

from matplotlib.patches import Circle

from matplotlib.lines import Line2D

import matplotlib.patches as patches

# Create a figure and axis

fig, ax = plt.subplots(figsize=(15, 3))

x = 1.5

y = 2

# Shapes of keys##############

#1-element

circle = Circle((x, y), 0.3, linewidth=1, edgecolor='black', facecolor='black')

ax.add\_patch(circle)

#2-element

rhombus1 = patches.Polygon(

[(1.5, 0.5), (1.2, 0.8), (1.5, 1.1), (1.8, 0.8)],

facecolor='black', edgecolor='black', linewidth=5)

ax.add\_patch(rhombus1)

#3-element

triangle1 = patches.Polygon(

[(1.2, 2.9), (1.5, 3.4), (1.8, 2.9)],

facecolor='None', edgecolor='black', linewidth=5)

ax.add\_patch(triangle1)

####################################################

#Shapes of values###############

#1-element

circle2 = Circle((x+2, y), 0.3, linewidth=1, edgecolor='black', facecolor='black')

ax.add\_patch(circle2)

circle3 = Circle((x+2.8, y), 0.3, linewidth=1, edgecolor='black', facecolor='black')

ax.add\_patch(circle3)

ax.plot([3.5, 4], [y, y], color='black', linewidth=5)

######

#2-element

width=0.8

height=0.7

rectangle1 = patches.Rectangle((3.2, 0.5), width, height, linewidth=4, edgecolor='black', facecolor='none')

ax.add\_patch(rectangle1)

#3-element

par1 = patches.Polygon(

[(3.2, 2.9), (3.4, 3.4), (4.2, 3.4), (4, 2.9)],

facecolor='None', edgecolor='black', linewidth=5)

ax.add\_patch(par1)

######

#############################

# Line of keys and teeth###############

#1-element

line1 = Line2D([x + 0.2, x + 1.5], [y,y], color='black', linewidth=5)

ax.add\_line(line1)

t1 = Line2D([x + 1.5, x + 1.5], [y - 0.25, y], color='black', linewidth=5)

t2 = Line2D([x + 0.4, x + 0.4], [y - 0.25, y], color='black', linewidth=5)

t3 = Line2D([x + 0.8, x + 0.8], [y - 0.25, y], color='black', linewidth=5)

ax.add\_line(t1)

ax.add\_line(t2)

ax.add\_line(t3)

####

#2-element

y2=0.8

line2 = Line2D([x + 0.2, x + 1.5], [y2, y2], color='black', linewidth=5)

ax.add\_line(line2)

t1\_1 = Line2D([x + 1.5, x + 1.5], [y2 - 0.25, y2], color='black', linewidth=5)

t2\_1 = Line2D([x + 0.4, x + 0.4], [y2 - 0.25, y2], color='black', linewidth=5)

t3\_1 = Line2D([x + 0.8, x + 0.8], [y2 - 0.25, y2], color='black', linewidth=5)

ax.add\_line(t1\_1)

ax.add\_line(t2\_1)

ax.add\_line(t3\_1)

###

#3-element

y3=3.2

line2 = Line2D([x + 0.2, x + 1.5], [y3, y3], color='black', linewidth=5)

ax.add\_line(line2)

t1\_1 = Line2D([x + 1.5, x + 1.5], [y3 - 0.25, y3], color='black', linewidth=5)

t2\_1 = Line2D([x + 0.4, x + 0.4], [y3 - 0.25, y3], color='black', linewidth=5)

t3\_1 = Line2D([x + 0.8, x + 0.8], [y3 - 0.25, y3], color='black', linewidth=5)

ax.add\_line(t1\_1)

ax.add\_line(t2\_1)

ax.add\_line(t3\_1)

#############################################

# Set the x and y limits

ax.set\_xlim(0, 20)

ax.set\_ylim(0, 4)

plt.axis("off")

plt.show()