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Sol 4:

library("igraph")  
fivestargraph <- make\_full\_graph(n = 5)  
plot.igraph(fivestargraph)

![Fully connected 5-point star](data:image/png;base64,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)

Fully connected 5-point star

Sol 5:

# read GraphA  
graphA <- read\_graph("graphA.txt", format = "edgelist", directed = "false")  
vcA <- vcount(graphA)  
ecA <- ecount(graphA)  
densityA <- graph.density(graphA)  
diaA <- diameter(graphA, directed = "false")  
radA <- radius(graphA)  
# read GraphB  
graphB <- read\_graph("graphB.txt", format = "edgelist", directed = "false")  
vcB <- vcount(graphB)  
ecB <- ecount(graphB)  
densityB <- graph.density(graphB)  
diaB <- diameter(graphB, directed = "false")  
radB <- radius(graphB)  
# read GraphC  
graphC <- read\_graph("graphC.txt", format = "edgelist", directed = "false")  
vcC <- vcount(graphC)  
ecC <- ecount(graphC)  
densityC <- graph.density(graphC)  
diaC <- diameter(graphC, directed = "false")  
radC <- radius(graphC)  
header <- c("#Vertices", "#Edges", "Density")  
tab1 <- data.frame(Feature = header, GraphA = c(vcA, ecA, densityA), GraphB = c(vcB,   
 ecB, densityB), GraphC = c(vcC, ecC, densityC))  
tab1 %>% knitr::kable(caption = "Features")

Features

|  |  |  |  |
| --- | --- | --- | --- |
| Feature | GraphA | GraphB | GraphC |
| #Vertices | 100.0000000 | 100.0000000 | 200.0000000 |
| #Edges | 140.0000000 | 850.0000000 | 222.0000000 |
| Density | 0.0282828 | 0.1717172 | 0.0111558 |

5i) From the table we can see that GraphA has 100 vertices and 140 edges thus the number of edges are of order of number of vertices this means graphA is sparse. For similar reason GraphC is also sparse. GraphB has 100 vertices and 850 edges. The number of edges here are closer to the order of . Thus we can say GraphB is somewhere in-between sparse and dense. Also looking at the edge density we see that egde density of graphB is closer to 1 where as for other graphs are less that

header2 <- c("Radius", "Diameter")  
tab2 <- data.frame(Feature = header2, GraphA = c(radA, diaA), GraphB = c(radB,   
 diaB), GraphC = c(radC, diaC))  
tab2 %>% knitr::kable(caption = "Radius and Diameter")

Radius and Diameter

|  |  |  |  |
| --- | --- | --- | --- |
| Feature | GraphA | GraphB | GraphC |
| Radius | 6 | 2 | 1 |
| Diameter | 10 | 3 | 12 |

5ii) Radius and Diameter of the three graphs are in table 2.

ccA <- transitivity(graphA, type = "average")  
ccA\_g <- transitivity(graphA, type = "global")  
ccB <- transitivity(graphB, type = "average")  
ccB\_g <- transitivity(graphB, type = "global")  
ccC <- transitivity(graphC, type = "average")  
ccC\_g <- transitivity(graphC, type = "global")  
header3 <- c(" clustering coefficient(avg)", " clustering coefficient(global)")  
tab3 <- data.frame(Feature = header3, GraphA = c(ccA, ccA\_g), GraphB = c(ccB,   
 ccB\_g), GraphC = c(ccC, ccC\_g))  
tab3 %>% knitr::kable(caption = "Clustering Coeff.")

Clustering Coeff.

|  |  |  |  |
| --- | --- | --- | --- |
| Feature | GraphA | GraphB | GraphC |
| clustering coefficient(avg) | 0.0060000 | 0.3923619 | 0.0141667 |
| clustering coefficient(global) | 0.0105263 | 0.2403273 | 0.0080214 |

5iii) The global clustering coefficient measure gives an indication of the clustering in the whole network (global). The global clustering coefficient is based on triplets of nodes where a triplet consists of three connected nodes. Thus, global clustering coefficient is the number of closed triplets over the total number of triplets, both closed and open.  
The average clustering coefficient is measured by averaging the local clustering coefficients for each vertex in the graph. Where the local clustering coefficient for a vertex is calculated as the ratio of edges between the vertices within its neighbourhood divided by the number of total possible edges between them. The avg. clustering coeff places more weight on the low degree nodes whereas global clustering coefficient places more weight on high degree nodes. Clustering coefficients for the given graphs are shown in table 3.

# compute avg shortest dist  
mdA <- mean\_distance(graphA)  
mdB <- mean\_distance(graphB)  
mdC <- mean\_distance(graphC)  
header4 <- c("Average shortest path")  
tab4 <- data.frame(Feature = header4, GraphA = c(mdA), GraphB = c(mdB), GraphC = c(mdC))  
tab4 %>% knitr::kable(caption = "Avg shortest path length")

Avg shortest path length

|  |  |  |  |
| --- | --- | --- | --- |
| Feature | GraphA | GraphB | GraphC |
| Average shortest path | 5.061616 | 1.860606 | 4.890743 |

5iv) Avg shortest path length in a graph is another way to measure the network size. It is defined as average of all the shortest distances between each pair of nodes. The Avg shortest path length for given graphs is shown in table 4.

# get central nodes  
topDA <- head(order(degree(graphA), decreasing = TRUE), 5)  
topDB <- head(order(degree(graphB), decreasing = TRUE), 5)  
topDC <- head(order(degree(graphC), decreasing = TRUE), 5)  
header5 <- c("Vertices with highest degree", "Vertices with highest betweenness",   
 "Common vertices")  
topBA <- (head(order(betweenness(graphA), decreasing = TRUE), 5))  
topBB <- (head(order(betweenness(graphB), decreasing = TRUE), 5))  
topBC <- (head(order(betweenness(graphC), decreasing = TRUE), 5))  
commA <- intersect(topDA, topBA)  
commB <- intersect(topDB, topBB)  
commC <- intersect(topDC, topBC)  
tab5 <- data.frame(Feature = header5, GraphA = c(toString(topDA), toString(topBA),   
 toString(commA)), GraphB = c(toString(topDB), toString(topBB), toString(commB)),   
 GraphC = c(toString(topDC), toString(topBC), toString(commC)))  
tab5 %>% knitr::kable(caption = "Centrality")

Centrality

|  |  |  |  |
| --- | --- | --- | --- |
| Feature | GraphA | GraphB | GraphC |
| Vertices with highest degree | 72, 59, 64, 75, 79 | 10, 44, 48, 73, 39 | 33, 34, 62, 165, 72 |
| Vertices with highest betweenness | 72, 97, 55, 64, 10 | 10, 48, 44, 73, 81 | 83, 33, 62, 165, 72 |
| Common vertices | 72, 64 | 10, 44, 48, 73 | 33, 62, 165, 72 |

5v) The centrality measure in graph identifies the most important or influential vertices. Two common methods to define centrality are degree centrality and betweenness centrality. Degree centrality is propotional to the number of edges incident upon a vertex. Thus the degree is propotional to the probability that a vertex will catch whatever is flowing through the network. Betweeness centrality tries to quantify the number of times a vertex acts as a bridge along the shortest path between two other nodes. These measures for the given graphs are shown in Table 5. In graphA there are two, in top 5, vertices 64 and 72 which were reported to be central by both methods. In graphB there were four common central vertices i.e. 10,44,48 and 73. Finally in graphC vertices 33,62,165,72 were found to be central by both methods. These nodes are found to be central as they have higher degrees which in turn implies that any shortest between two nodes may involve these high degree nodes thus making the betweenness measure high. Thus we expect that top high degree nodes will also be present as bridges in shortest paths between other pairs.

# plot a graph with powerlaw  
g\_powlaw <- barabasi.game(1e+05)  
par(mfrow = c(2, 2))  
plot(degree.distribution(graphA), xlab = "log(k)", ylab = "log(P(k))", log = "xy",   
 type = "o", main = "a: Degree Distribution GraphA")  
plot(degree.distribution(graphB), xlab = "log(k)", ylab = "log(P(k))", log = "xy",   
 type = "o", main = "b: Degree Distribution GraphB")  
plot(degree.distribution(graphC), xlab = "log(k)", ylab = "log(P(k))", log = "xy",   
 type = "o", main = "c: Degree Distribution GraphC")  
plot(degree.distribution(g\_powlaw), xlab = "log(k)", ylab = "log(P(k))", log = "xy",   
 type = "o", main = "d: Powerlaw distribution")
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Degree distributions of graphs

# fit powerlaw  
fitA <- power.law.fit(degree(graphA, mode = "all"), implementation = "plfit")  
fitB <- power.law.fit(degree(graphB, mode = "all"), implementation = "plfit")  
fitC <- power.law.fit(degree(graphC, mode = "all"), implementation = "plfit")  
head6 <- c("GraphA", "GraphB", "GraphC")  
tab6 <- data.frame(Graph = head6, Alpha = c(fitA$alpha, fitB$alpha, fitC$alpha),   
 X\_min = c(fitA$xmin, fitB$xmin, fitC$xmin), KS\_stat = c(fitA$KS.stat, fitB$KS.stat,   
 fitC$KS.stat), P\_Value = c(fitA$KS.p, fitB$KS.p, fitC$KS.p), logLik = c(fitA$logLik,   
 fitB$logLik, fitC$logLik))  
tab6 %>% knitr::kable(caption = "Power law fits")

Power law fits

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Graph | Alpha | X\_min | KS\_stat | P\_Value | logLik |
| GraphA | 5.384347 | 3 | 0.0200026 | 1.0000000 | -47.65304 |
| GraphB | 3.346749 | 11 | 0.1045514 | 0.3691128 | -225.50559 |
| GraphC | 3.095753 | 2 | 0.0586762 | 0.8031255 | -153.58968 |

Sol 6: To check whether these graphs follow the power law distribution we have to check the degree distribution of the graphs and then try to fit them to a power law distribution. We can do this in following steps: i) First we should get the degree distribution of the graph and plot it on log scale i.e. logk vs log(p(k)) and compare it to a standard power law distribution, as shown in Fig 2d. If our network follows is power law distribution we should see a straight line with negative slope. In figure 2 we see that our graphA and C’s distribution is closer to powerlaw. However this method is just for visual inspection. Thus, We use the function *power.law.fit* from igraph package to fit the degree distribution to power law and get statistical p-values to evaluate the fit. ii) If the degree distribution follows power law we will have . *power.law.fit* function reports the parameter of the fitted power law distribution and also reports a p-value. P-value below a confidence level means network is not from a power law distribution, whereas higher p-values indicate in favor of the null i.e. network’s degree distribution follows a power law. Table 6 shows the results obtained from applying *power.law.fit* function to the graphs. The xmin parameter was evaluated by power.law.fit function such that the p-value for Kolmogorov-Smirnov test is largest. From the table we can see that the p-values for all three graphs are greater than 0.05 therefore we fail to reject the null hypothesis at 95% significance. Thus, the given networks follow power law distribution.

Sol 7: A scale free network is charecterized by a highly heterogeneous degree distribution which follows power law. We can check for these properties to assess whether a given network is scale-free or not:

1. First check if network’s degree distribution follows power law or not.We can try to fit the power law distribution to the degree distribution using function *power.law.fit* from igraph package and then reject or accept the null hypothesis, that degree distribution is sampled from a scle free distribution, at a confidence level using the p-value reported.
2. Next we can split the network randomly into smaller sub-networks and check degree distribution of these smaller networs. Ideally, in a scale free network the degree distribution should be the same in the whole network and in the smaller sub-networks.
3. Since Scale free networks’ degree distribution follows power law, we expect smaller number of hubs. Thus, we can make a test statistic based on number of hubs in a network and see if it is significantly less than that under a random network.