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FSM:FSM

A_out[4..0]
B out[4..0]

operator_out[1..0]

done

state_out[1..0]

FINISHED

done =1

LIBRARY IEEE;
USE IEEE.STD_LOGIC_1164.ALL;

ENTITY FSM IS
GENERIC (N : INTEGER := 5); -- 0123
PORT (
clk, rst_n, start : IN STD_LOGIC;
switches : IN STD_LOGIC_VECTOR(2 * N - 1 DOWNTO @);
A_out, B_out : OUT STD_LOGIC_VECTOR (N - 1 DOWNTO @);
operator_out : OUT STD_LOGIC_VECTOR(1 DOWNTO ©);
state_out : OUT STD_LOGIC_VECTOR(1 DOWNTO @);
done : OUT STD_LOGIC
)
END FSM;

ARCHITECTURE Behavioral OF FSM IS
TYPE state_type IS (GET_AandB, GET_OPERATOR, FINISHED);
SIGNAL current_state : state_type := GET_AandB;

BEGIN
PROCESS (clk, rst_n, start)
BEGIN
IF rst_n = '1" THEN
done <= '@";
current_state <= GET_AandB;
ELSIF falling_edge(start) THEN
CASE current_state IS
WHEN GET_AandB => current_state <= GET_OPERATOR;
WHEN GET_OPERATOR => current_state <= FINISHED;
WHEN FINISHED => current_state <= FINISHED;
END CASE;
END IF;

CASE current_state IS
WHEN GET_AandB =>
A_out <= switches(2 * N - 1 DOWNTO (2 * N - 1) - (N - 1));
B_out <= switches(N - 1 DOWNTO @);
state_out <= "@0";
WHEN GET_OPERATOR =>
operator_out <= switches(1 DOWNTO ©);
state_out <= "01";
WHEN FINISHED =>
done <= '1
state_out <= "10";
END CASE;

END PROCESS;

END Behavioral;
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OperatorSelector:OperatorSelector
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yperator_in[1..0] enaop_multiplier
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LIBRARY TEEE;
USE IEEE.STD_LOGIC_1164.ALL;
USE TEEE.STD_LOGIC_ARITH.ALL;

ENTITY OperatorSelector IS
PORT (
clk, enable, resetop : IN STD_LOGIC; -- "enable’ will derived from the "DONE" signal
operator_in : IN STD_LOGIC_VECTOR(1 DOWNTO ©);
enaop_adder, enaop_subtractor, enaop_multiplier, enaop_divider : OUT STD_LOGIC -- will be used to enable the adder, subtractor, multiplier and dividerr
)

END OperatorSelector;

ARCHITECTURE Behavioral OF OperatorSelector IS
BEGIN
PROCESS (clk, enable, resetop, operator_in)
BEGIN
IF rising_edge(clk) THEN
IF resetop = '1' THEN
enaop_divider <= '@';
enaop_subtractor <= '0';
enaop_multiplier <= '8';
enaop_adder <= '0';
ELSIF enable = "1' THEN
CASE operator_in IS
WHEN "@@" => -- Division
enaop_divider <= '1";
enaop_subtractor <= '@';
enaop_multiplier <= '@';
enaop_adder <= '0";
WHEN "@1" => -- Multiplication
enaop_divider <= '0";
enaop_subtractor <= '@';
enaop_multiplier <= '1';
enaop_adder <= '0";
WHEN “10" => -- Subtraction
enaop_divider <= '0";
enaop_subtractor <= '1';
enaop_multiplier <= '0';
enaop_adder <= '0";
WHEN "11" => -- Addition
enaop_divider <= '0';
enaop_subtractor <= '@';
enaop_multiplier <= '@';
enaop_adder <= '1°;
END CASE;
END IF;
END IF;
END PROCESS;
END Behavioral;
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a. WU MSB (Sign bit) 1u 0 Tn Output o WusuAnfisusnan s_detect
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%Q?\i%iﬁﬂﬂﬁ??ﬁﬁ]%ﬂ?UﬂMﬂ’]iLLﬁﬁIx‘i Preview 984¥19A1 A LazA1 B

SignDetectorPreview:SignDetectorPreviewA SignDetectorPreview:SignDetectorPreviewB

clk minus

s_detect[4..0] 0[4..0] s_detect[4..0]

LIBRARY ieee;
USE ieee.std_logic_1164.ALL;
USE ieee.std_logic_signed.ALL;

ENTITY SignDetectorPreview IS
GENERIC (N : INTEGER := 5);
PORT (
s_detect : IN STD_LOGIC_VECTOR(N - 1 DOWNTO @);
clk : IN STD_LOGIC;
minus : OUT STD_LOGIC;
0 : OUT STD_LOGIC_VECTOR(N - 1 DOWNTO @));
END SignDetectorPreview;

VNV A WN R

ARCHITECTURE Structural OF SignDetectorPreview IS
SIGNAL complemented : STD_LOGIC_VECTOR(N - 1 DOWNTO ©);
SIGNAL zero : STD_LOGIC_VECTOR(N - 1 DOWNTO ©) := (OTHERS => '8');

BEGIN
adder : ENTITY work.BinaryAdderAndSubtractor(Structural) GENERIC MAP (N) -- Add 1 to the input
PORT MAP(
a => zero, b => s_detect, m => '1', clock => clk, enable => '1', s => complemented -- complemented is the output of the adders

)

minus <= s_detect(N - 1);

WITH s_detect(N - 1) SELECT -- Detect MSB
o <= s_detect WHEN '@', -- If MSB is ©, output is s_detect
complemented WHEN OTHERS; -- If MSB is 1, output is complemented
END ARCHITECTURE;
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BinaryToBCDConverterPreviewA:BinaryToBCDConverterPreviewA

clk
data[4..0]

BCD_digit_1[3.0]
BCD_digit_2[3.0]
BCD_digit_3[3.0]

minus_con

BinaryToBCDConverterPreviewB:BinaryToBCDConverterPreviewB

clk BCD_digit_1[3.0]
data[4.0] BCD_digit_2[3.0]
minus_con BCD_digit_3[3.0]

LIBRARY ieee;
USE ieee.std_logic_1164.ALL;
USE ieee.STD_LOGIC_ARITH.ALL;

ENTITY BinaryToBCDConverterPreviewA IS
GENERIC (
N : INTEGER := 5

NV A WN =

)5
PORT (
clk : IN STD_LOGIC;
minus_con : IN STD_LOGIC;
data : IN STD_LOGIC_VECTOR(N - 1 DOWNTO @);
BCD_digit_1 : OUT STD_LOGIC_VECTOR(N - 2 DOWNTO @);
BCD_digit_2 : OUT STD_LOGIC_VECTOR(N - 2 DOWNTO @);
BCD_digit_3 : OUT STD_LOGIC_VECTOR(N - 2 DOWNTO @)
)s

END BinaryToBCDConverterPreviewA;

ARCHITECTURE Structural OF BinaryToBCDConverterPreviewA IS

SIGNAL signal_integerl : INTEGER := @;

SIGNAL signal_integer2 : INTEGER :
BEGIN
PROCESS (clk)
BEGIN
IF rising_edge(clk) THEN
signal_integerl <= conv_integer(unsigned(data)) MOD 10;
signal_integer2 <= (conv_integer(unsigned(data)) / 10) MOD 10;

H

BCD_digit_1 <= conv_std_logic_vector(signal_integerl, N - 1);
BCD_digit_2 <= conv_std_logic_vector(signal_integer2, N - 1);

IF (minus_con = '1') THEN -- if MSB is 1
BCD_digit_3 <= "1011"; -- minus
ELSE
BCD_digit_3 <= "1018"; -- none
END IF;
END IF;
END PROCESS;
END Structural;
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BinaryToBCDConverterPreviewOperator:BinaryToBCDConverterPreviewOperator

data[1..0]
clk

BCD_digit_1(3.0]

LIBRARY ieee;
USE ieee.std_logic_1164.ALL;

ENTITY BinaryToBCDConverterPreviewOperator IS
PORT (
clk : IN STD_LOGIC;
data : IN STD_LOGIC_VECTOR(1 DOWNTO ©);
BCD_digit_1 : OUT STD_LOGIC_VECTOR(3 DOWNTO @)

W 00 NGOV B WN R

)5

END BinaryToBCDConverterPreviewOperator;

[ N
N R e

ARCHITECTURE Structural OF BinaryToBCDConverterPreviewOperator IS
SIGNAL signal_integer : INTEGER := 0;
BEGIN
PROCESS (clk)
BEGIN
IF rising_edge(clk) THEN
BCD_digit_1 <= "@0" & data;
END IF;
END PROCESS;
END Structural;
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Wl control = 00 wag control = 01 ILLAAIAT Preview ANy Select A and B state (lan1zalusilay A) Nu Select

Operator state Wagazlaninl Result Tu Finished state 1ile control = 10 Faazuwuadudeuludsil

i. Operation = “11” 1Jumsnsgyandunisuan A + B

i. Operation = “10” \unsnsyyimiandunisau A - B
iii. Operation = “01” Wunsnszyilandunisnes A x B

iv. Operation = “00” \Jumsnsgywandunsms A + B

wazAn Output 9zeenidu BCD aw1a N-2 bit 117y 3 wdn iieazihluideunafiu BCD to 7-Segment $1uau 3 ndn

MUX9to3_Result:MUX_Result
Lierany ece;

USE TEEE.STD_LOGIC_1164.ALL;

BCD_digit_1_ADD[3.0]
ENTITY MUX18to3_Result IS
GENERIC (N : INTEGER <= 5);
PORT (

BCD_digit 1_A[3.0]
BCD_digit 1A : IN STO_LOGIC_VECTOR(N - 2 DOHNTO 0);

6Co_digit 2_A + TN STo_LOSIC_VECTORCN - 2 DOMNIO 0} BCD digit 1_B[3.0)
BCD_digit_3_A : IN STD_LOGIC_VECTOR(N - 2 DOWNTO 8);

BCD_digit_1 8 : IN STD_LOGIC_VECTOR(N - 2 DOWNTO 8);
BCD_digit_2 B : IN STD_LOGIC_VECTOR(N - 2 DOWNTO 8);

BCD_digit_3_8 : IN STD_LOGIC_VECTOR(N - 2 DOWNTO ©);

4'h0 BCD_digit_1_DIV[3.0]
BCD_digit 1_MUL[3.0]

5C0_d1pit_1_ADD : N STO_LOGIC_VECTOR(H - 2 0OWNTO 0); BCD_digit_1_SUB[3.0]
6CD_¢1g1€ 2 A0D : TN STO_LOGIC VECTOR(N - 2 DOWTO 0);

BCD_digit_3_ADD : IN STD_LOGIC_VECTOR(N - 2 DOWNTO 6);

BCD_digit_2_ADDI[3..0]

BCD_digit_1_SUB : IN STD_LOGIC_VECTOR(N - 2 DOWNTO 8);

BCD_digit 2_A[3.0]
BCD_digit_2_SUB : IN STD_LOGIC_VECTOR(N - 2 DOWNTO 0);
BCD_digit : : IN STO_LOGIC_VECTOR(N - 2 DOWNTO 0);

BCD _digit 2_B[3.0]
: IN STO_LOGIC_VECTOR(N - 2 DOMNTO 0); | .
¢ IN STO_LOGIC_VECTOR(N - 2 DOWNTO 0); 4'h0 BCD_digit 2_DIV[3.0]

: IN STD_LOGIC_VECTOR(N - 2 DOWNTO 0);

BCD TO SEGMENT 1[3.0]

BCD_digit 2 MUL[3.0]
BCD_digit_1_DIV : IN STD_LOGIC_VECTOR(N - 2 DOWNTO ); .
BCD_digit_2_0IV : IN STO_LOGIC_VECTOR(H - 2 DOWNTO 0); BCD_digit 2_SUB[3.0]
BCD_digit_3_DIV : IN STD_LOGIC_VECTOR(N - 2 DOKWNTO 8);

BCD_TO _SEGMENT _2[3.0]
BCD_TO_SEGMENT 3[3.0]

BCD_digit 3 ADD[3.0]
6C0_To_SEGHENT_1 & OUT STo_LOGIC_VECTORQN - 2 DOWTO );

5C0_To_SEGNENT_2 : 0UT STO_LOGIC_VECTORQN - 2 DOWNTO 0); BCD_digit 3 A[3.0]
BCD_TO_SEGMENT_3 : OUT STD_LOGIC_VECTOR(N - 2 DOWNTO 8);

boNE_LED_400 : oUT ST, LoGiC; 5CD digit 3 BI3.0]
DONE_LED_SUB : OUT STD_LOGIC;

4'h0 BCD_digit_3_DIV[3.0]
control : IN STD_LOGIC_VECTOR;
operate : IN STO_LOGIC_VECTOR;

BCD d_i&it 3 MUL[3.0]
el sTeLosie BCD_digit 3 SUB[3.0]

%
END MUX18t03_Result;

ARCHITECTURE Behavioral OF MUX18to3_Result IS
SIGNAL BCD_TO_SEGMENT_1_temp : STD_LOGIC_VECTOR(N - 2 DOWNTO ©);
SIGNAL BCD_TO_SEGMENT_2_temp : STD_LOGIC_VECTOR(N - 2 DOWNTO ©);
STGNAL BCD_TO_SEGMENT_3_temp : STD_LOGIC_VECTOR(N - 2 DOWNTO 0);
SIGNAL DONE_LED_ADD_temp : STD_LOGIC
SIGNAL DONE_LED_SUB_temp : STO_LOGIC :
BEGIN
PROCESS (c1k)
BEGIN

IF rising_edge(clk) THEN

IF control = "66" THEN
BCD_TO_SEGMENT_1_tenp <= BCD_digit_1_A;
BCD_TO_SEGHENT_2_temp igi
BCD_TO_SEGHENT_3_temp
DONE_LED_ADD_temp <
DONE_LED_SUB_temp <=

ELSIF control = "01" THEN
BCD_TO_SEGMENT_1_tenp <= BCD_digit_1_B;
BCD_TO_SEGMENT_2_temp <= BCD_digit 2,
BCD_TO_SEGMENT_3_temp
DONE_LED_ADD_temp

IF operate = 11" THEN
DONE_LED_ADD_temp <= '1';
ELSIF operate = 10" THEN
DONE_LED_SUB_temp <= '1';
END IF;

IF operate = "68" THEN
BCD_TO_SEGMENT_1_temp <= BCD_digit_1_DIV;
BCD_TO_SEGMENT_2_temp <= BCD_digit_2 DIV;
BCD_TO_SEGMENT_3_temp <= BCD_digit_3_DIV;

ELSIF operate = THEN
BCD_TO_SEGMENT_1_temp <= BCD_digit_1 MUL;
BCD_TO_SEGMENT_2_temp <= BCD_digit_2_MUL;
BCD_TO_SEGMENT_3_temp <= BCD_digit_3_MUL;

ELSIF operate = "10" THEN
BCD_TO_SEGMENT_1_temp <= BCD_digit_1_SUB;
BCD_TO_SEGMENT_2_temp <= BCD_dig

temp <= BCD_digit_3_SUB;

BCD_TO_SEGMENT,
BCD_TO_SEGMENT_3_temp <= BCD_dig:
END IF;
END IF;
END IF;
END PROCESS;

BCD_TO_SEGMENT_1 <= BCD_TO_SEGMENT_1_temp;
BCD_TO_SEGMENT_2 <= BCD_TO_SEGMENT_2_temp;
BCD_TO_SEGMENT_3 <= BCD_TO_SEGMENT_3_temp;
DONE_LED_ADD <= DONE_LED_ADD_temp;
DONE_LED_SUB <= DONE_LED_SUB_temp;

100 END Behavioral;




MUX18to3_Remainder : LﬂuéauﬁmuqumﬂﬁanLLamﬁwu 7-Segment lagw1 control 425U1n1 state_out YUIA 2 bit
fis1an FSM
dle control = 00 uaz control = 01 zuaAIAN Preview A1y Select A and B state (Lawwéaué’fua‘u B) iU Select Operator
state uazazLandA1 Result lu Finished state iile control = 10 %wzuﬁ%ﬂuﬁaﬂmﬁﬁl

i. Operation = “11” wunsnsgyhiandunisuan A + B (eenundueiemune - - - )

ii. Operation = “10” dunsnsgvileandunisau A - B (eenunduadesvane - - - )

iii. Operation = “01” tun1snagvifandunisnm A x B (eenundueiossne - - -)

iv. Operation = “00” \Jumsnsgywandunsms A + B

wayA Output agoenu BCD wunm N-2 bit $9uru 3 wan ieavdlu@euneiu BCD to 7-Segment 31u3uU 3 #an @msu
WINFuUN15UIN AU wazAM Fwuanaan BCD eanunduan <1011 lnewdiaiildideunsaiu BCD to 7-Segment §1u3u 3 ndn 9z

wansoonudy '

LIBRARY IEEE;
USE IEEE.STD_LOGIC_1164.ALL;

ENTITY MUX18to3_Remainder IS
GENERIC (N : INTEGER := 5);
PORT (
BCD_digit_4_A : IN STD_LOGIC_VECTOR(N - 2 DOWNTO 8);

IN STD_LOGIC_VECTOR(N - 2 DOWNTO @);

IN STD_LOGIC_VECTOR(N - 2 DOWNTO 8);

IN STD_LOGIC_VECTOR(N - 2 DOWNTO 8);

IN STD_LOGIC_VECTOR(N - 2 DOWNTO 8);
: IN STD_LOGIC_VECTOR(N - 2 DOWNTO @);

BCD_digit_4_ADD : IN STD_LOGIC_VECTOR(N - 2 DONNTO ©);
BCD_digit_5_ADD : IN STD_LOGIC_VECTOR(N - 2 DONNTO ©);
BCD_digit_6_ADD : IN STD_LOGIC_VECTOR(N - 2 DONNTO ©);

BCD_digit_4_SUB : IN STD_LOGIC_VECTOR(N - 2 DOWNTO @);
BCD_digit_5_SUB : IN STD_LOGIC_VECTOR(N - 2 DONNTO @);
BCD_digit_6_SUB : IN STD_LOGIC_VECTOR(N - 2 DONNTO @);

MUX9to3_Remainder:MUX_Remainder

: IN STD_LOGIC_VECTOR(N - 2 DOWNTO @);
: IN STD_LOGIC_VECTOR(N - 2 DOWNTO @);
: IN STD_LOGIC_VECTOR(N - 2 DOWNTO @);

: IN STD_LOGIC_VECTOR(N - 2 DOWNTO @);
: IN STD_LOGIC_VECTOR(N - 2 DOWNTO @);
BCD_digit_6_DIV : IN STD_LOGIC_VECTOR(N - 2 DOWNTO @);

BCD_TO_SEGMENT_4 : OUT STD_LOGIC_VECTOR(N - 2 DOWNTO ©);
BCD_TO_SEGMENT_S : OUT STD_LOGIC_VECTOR(N - 2 DOWNTO ©);
BCD_TO_SEGMENT_6 : OUT STD_LOGIC_VECTOR(N - 2 DOWNTO ©);

control : IN STD_LOGIC_VECTOR;
operate : IN STD_LOGIC_VECTOR;
clk : IN STD_LOGIC

END MUX18to3_Remainder;

ARCHITECTURE Behavioral OF MUX18to3_Remainder IS
SIGNAL BCD_TO_SEGMENT_4_temp : STD_LOGIC_VECTOR(N - 2 DOWNTO 8);
SIGNAL BCD_TO_SEGMENT_S_temp : STD_LOGIC_VECTOR(N - 2 DOWNTO 8);
SIGNAL BCD_TO_SEGMENT_6_temp : STD_LOGIC_VECTOR(N - 2 DOWNTO 8);
BEGIN
PROCESS (c1k)
BEGIN
IF rising_edge(clk) THEN
IF control = "0@" THEN
BCD_TO_SEGMENT_4_temp <= BCD_digit_4_A;
BCD_TO_SEGMENT_5_temp <= BCD_digit 5_A;
BCD_TO_SEGMENT_6_temp <= BCD_digit_6_A;
ELSIF control = "@1" THEN
BCD_TO_SEGMENT_4_temp <= BCD_digit 4 8;
BCD_TO_SEGMENT_5_temp <= BCD_digit_5_8;
BCD_TO_SEGMENT_6_temp <= BCD_digit_6_8;
ELSIF control = “10" THEN
IF operate = "0@" THEN
BCD_TO_SEGMENT_4_temp <= BCD_digit_4_DIV;
BCD_TO_SEGMENT_S5_temp <= BCD_digit_5_DIV;
BCD_TO_SEGMENT_6_temp <= BCD_digit_6_DIV;
ELSIF operate = "61" THEN
BCD_TO_SEGMENT_4_temp <= BCD_digit_4_MuL;
BCD_TO_SEGMENT_5_temp <= BCD_digit_5_MUL;
BCD_TO_SEGMENT_6_temp <= BCD_digit_6_MUL;
ELSIF operate = "16" THEN
BCD_TO_SEGMENT_4_temp <= BCD_digit_d_SUB;
BCD_TO_SEGMENT_5_temp <= BCD_digit_5_SUB;
BCD_TO_SEGMENT_6_temp <= BCD_digit_6_SUB;
ELSIF operate = "11" THEN
BCD_TO_SEGMENT_4_temp <= BCD_digit_d_ADD;
BCD_TO_SEGMENT_5_temp <= BCD_digit_5_ADD;
BCD_TO_SEGMENT_6_temp <= BCD_digit_6_ADD;
END IF;
END IF;
END IF;
END PROCESS;

BCD_TO_SEGHENT_4 <= BCD_TO_SEGMENT_4_temp;
BCD_TO_SEGHENT_S <= BCD_TO_SEGMENT_S_temp;
BCD_TO_SEGHENT_6 <= BCD_TO_SEGMENT_6_temp;

END Behavioral;
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BCD i[3..0] seven seg[G..O]

LIBRARY ieee;
USE ieee.std_logic_1164.ALL;

ENTITY BCDto7Segment IS
GENERIC (N : INTEGER := 5); -- N is the number of bits of the input
PORT (
BCD_i : IN STD_LOGIC_VECTOR (N - 2 DOWNTO ©);
clk_i : IN STD_LOGIC;
seven_seg : OUT STD_LOGIC_VECTOR (6 DOWNTO ©)); -- gfedcba
END BCDto7Segment;
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ARCHITECTURE data_process OF BCDto7Segment IS -- data_process is the name of the architectur
BEGIN
PROCESS (clk_i) -- sensitivity list
BEGIN
IF clk_i'event AND clk_i = "1 THEN
CASE BCD_i IS --gfedcba (This 7-segment is active low, common anode)
WHEN "0000" => seven_seg <= "1000000"; --7-segment display number
WHEN "@001" seven_seg "1111001"; --7-segment display number
WHEN "0010" => seven_seg "0100100"; --7-segment display number
WHEN "0011" => seven_seg "0110000"; --7-segment display number
WHEN "0100" => seven_seg "0011001"; --7-segment display number
WHEN "0101" => seven_seg "0010010"; --7-segment display number
WHEN "0110" => seven_seg "0000010"; --7-segment display number
WHEN "0111" => seven_seg "1111000"; --7-segment display number
WHEN "1000" => seven_seg "0000000"; --7-segment display number
WHEN "1001" => seven_seg "0010000"; --7-segment display number
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WHEN "1011" seven_seg "9111111"; --7-segment display minus

w w
)

WHEN "1100" seven_seg "0000110"; --7-segment display
WHEN "1101" => seven_seg "0101111"; --7-segment display

w w w
s wN

WHEN OTHERS seven_seg "1111111"; --7-segment display
END CASE;
END IF;
END PROCESS;
END data_process;

wow
a wn
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BinaryAdderAndSubtractor:Adder BinaryAdderAndSubtractor:Subtractor

LIBRARY ieee;

USE ieee.std_logic_1164.ALL;
USE ieee.STD_LOGIC_ARITH.ALL;
USE ieee.STD_LOGIC_UNSIGNED.ALL;

ENTITY BinaryAdderAndSubtractor IS
GENERIC (N : INTEGER := 5);
PORT (
a, b : IN STD_LOGIC_VECTOR(N - 1 DOWNTO ©);
m, clock, enable : IN STD_LOGIC;
s : OUT STD_LOGIC_VECTOR(N - 1 DOWNTO @);
C : OUT STD_LOGIC_VECTOR(N DOWNTO 1);
v 1 OUT STD_LOGIC
H
END BinaryAdderAndSubtractor;

ARCHITECTURE Structural OF BinaryAdderAndSubtractor IS
COMPONENT FullAdder IS
PORT (
X, ¥, z, clk, enable_fulladder : IN STD_LOGIC;
s, ¢ : OUT STD_LOGIC

H
END COMPONENT;
SIGNAL c_internal : STD_LOGIC_VECTOR(1 TO N);
BEGIN
FA@ : FullAdder
PORT MAP (
x => a(e),
y => m XOR b(8),
z=>m,
clk => clock,
enable_fulladder => enable,
s => s(0),
¢ => c_internal(l)

)s

FA_gen : FOR i IN 1 TO N - 1 GENERATE
FAi : FullAdder
PORT MAP(
x => a(i),
y => m XOR b(i),
z => c_internal(i),
clk => clock,
enable_fulladder => enable,
s => s(i),
¢ => c_internal(i + 1)
)
END GENERATE;

v <= c_internal(N) XOR c_internal(N - 1); -- Calculate overflow

END Structural;
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LIBRARY IEEE;

USE TEEE.STD_LOGIC_1164.ALL;
USE IEEE.NUMERIC_STD.ALL;

USE IEEE.std_logic_unsigned.ALL;

ENTITY BinaryMultiplier IS
GENERIC (N : INTEGER := 5);
PORT (
clk : IN STD_LOGIC;
enable : TN STD_LOGIC;
reset : IN STD_LOGIC;
A, Bt IN STO_LOGIC_VECTOR (N - 1 DOWNTO B) := (OTHERS => '0');
R : OUT STD_LOGIC_VECTOR (2 * N - 1 DOWNTO 8) := (OTHERS => '@');
DONE : OUT STD_LOGIC := '8');
END BinaryMultiplier;

ARCHITECTURE Behavioral OF BinaryMultiplier IS
TYPE state_type IS (s@, s1, s2);
SIGNAL state : state_type :
SIGNAL s_start : STD_LOGIC
SIGNAL normalised_data_A

: STD_LOGIC_VECTOR (N - 1 DOWNTO 8) :

STGNAL normalised_data B : STD_LOGIC_VECTOR (N - 1 DONNTO @)

SIGNAL data_A : STD_LOGIC_VECTOR (2 * N - 1 DOWNTO ) := (OTHERS => '@');

SIGNAL data_B : STD_LOGIC_VECTOR (N - 1 DOWNTO @) := (OTHERS => '@');

STGNAL data R : STD_LOGIC_VECTOR (2 * N - 1 DOWNTO ) := (OTHERS => '8°);

STGNAL counter : INTEGER := 0;

BEGIN
PROCESS (clk, reset, enable)
BEGTN

IF reset = "1° THEN
toggle reset
state <= s0;

= (OTHERS = '@°);
= (OTHERS => 0°);

BinaryMultiplier:Muttiplier

counter <= @;

R <= (OTHERS => '@");
data_A <= (OTHERS => '0');
data_B <= (OTHERS => '@');
data_R <= (OTHERS => '0');

ELSIF rising_edge(clk) THEN

-- detect a sign bit. If it's 1, do 2 compliment.

TF AN - 1) = “1° THEN

normalised_data_A <= NOT A + 1;

€D 1F;

TF B(N - 1) = "1 THEN

normalised_data B <= NOT B + 1;

END IF;

IF AN - 1) < 'R’ THEN
normalised_data A <=

END TF;

IF B(N - 1) = "0 THEN
normalised_data B <= B;

END TF;

FSM for BinaryMultiplier
CASE state IS
WHEN 58 =>
IF enable = "1' AND s_start = '1° THEN
data_A (N - 1 DOWNTO 6) <= normalised_data_a;--normalised_data_a;
data_8 <= normalised_data_B;--normalised_data_8;
state <= s1;

ELSE
state <= s0;
END IF;

VHEN 51 =>
IF (counter <= N) THEN
state <= s1;
TF data_B(counter) = '1° THEN
data_R <= data_R + data_4;

data_A <= STD_LOGIC_VECTOR(shift_left(unsigned(data_a), 1));
R <= data_R;

counter <= counter + 1;

ELSE

data_n <= STD_LOGIC_VECTOR(shift_left(unsigned(data_n), 1));
R <= data_R;
counter <= counter + 1;
END 1F;
ELSE

state <= s2;
END IF;
WHEN OTHERS
DONE <=
--state
END CASE;

END IF;

END PROCESS;

END Behavioral;
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LIBRARY IEEE;

USE IEEE.STD_LOGIC_1164.ALL;
USE IEEE.NUMERIC_STD.ALL;

USE TEEE.std_logic_unsigned.ALL;

ENTITY BinaryDivider IS
GENERIC (N : INTEGER := 5);
PORT (
clk : IN STD_LOGIC;
enable : IN STD_LOGIC;
reset : IN STD_LOGIC;
Divident, Divisor : IN STD_LOGIC_VECTOR (N - 1 DOWNTO @) := (OTHERS => '@');
Quotient : OUT STD_LOGIC_VECTOR (N - 1 DOWNTO @) := (OTHERS => '0°);
Remainder : OUT STD_LOGIC_VECTOR (2 * N - 1 DONNTO 8) := (OTHERS => '0');
MINUS_QUOTIENT : OUT STD_LOGIC;
MINUS_REMAINDER : OUT STD_LOGIC;
ERR : OUT STD_LOGIC;
DONE : OUT STD_LOGIC := '@');
END BinaryDivider;

ARCHITECTURE Behavioral OF BinaryDivider IS
TYPE state_type IS (s@, sl, s2);
SIGNAL state : state_type := s@;
SIGNAL s_start : STD_LOGIC := '1°;
SIGNAL normalised_data_Dividend : STD_LOGIC_VECTOR (N - 1 DOWNTO @) := (OTHERS => '8');
SIGNAL normalised_data_Divisor : STD_LOGIC_VECTOR (N - 1 DOWNTO @) := (OTHERS => '@');
SIGNAL data Divisor : STD_LOGIC_VECTOR (2 * N - 1 DOWNTO @) := (OTHERS => '0');
SIGNAL data_Quotient : STD_LOGIC_VECTOR (N - 1 DOWNTO @) := (OTHERS => '0);
SIGNAL data_Remainder : STD_LOGIC_VECTOR (2 * N - 1 DOWNTO @) := (OTHERS => '0');
SIGNAL counter : INTEGER := 8;
N

PROCESS (clk, reset, enable)
BEGIN

IF Divisor = "08000" THEN
R .

IF reset = '1° THEN
-- toggle reset

DONE <= '0";

Quotient <= (OTHERS => '@");

Remainder <= (OTHERS => '0');

data_Divisor <= (OTHERS => '0');

data_Quotient <= (OTHERS => '0');

data_Remainder <= (OTHERS => '@');
ELSIF rising_edge(clk) THEN

-- detect a sign bit. if it's 1, do 2 compliment.

IF Divident(N - 1) = "1' THEN
normalised_data_Dividend <= NOT Divident + 1;

END IF;

IF Divisor(N - 1) = "1' THEN
normalised_data_Divisor <= NOT Divisor + 1;

END IF;

IF Divident(N - 1) = '@’ THEN
normalised_data_Dividend <= Divident;

END IF;

IF Divisor(N - 1) = '@’ THEN
nornalised_data_Divisor <= Divisor;

END IF;

-- FSM for BinaryDivider
CASE state IS
WHEN 5@ =>
IF enable = '1' AND s_start = '1' THEN
data_Divisor <= STD_LOGIC_VECTOR(normalised_data_Divisor) & STD_LOGIC_VECTOR(to_unsigned(e, N));
data_Remainder <= STD_LOGIC_VECTOR(to_unsigned(8, N)) & STD_LOGIC_VECTOR(normalised_data_Dividend);
state <= s1;
ELSE
state <= s@;
DONE <= '0';
END IF;

WHEN 51 =>
IF (counter <= N) THEN
state <= s1;
IF data_Remainder < data_Divisor THEN
data_Divisor <= STD_LOGIC_VECTOR(shift_right(unsigned(data_Divisor), 1));
data_Quotient <= STD_LOGIC_VECTOR(shift_left(unsigned(data_Quotient), 1));
counter <= counter + 1;
ELSIF data_Remainder >= data_Divisor THEN
data_Remainder <= STD_LOGIC_VECTOR(unsigned(data_Remainder) - unsigned(data_Divisor));
data_Divisor <= STD_LOGIC_VECTOR(shift_right(unsigned(data_Divisor), 1));
data_Quotient <= STD_LOGIC_VECTOR(data_Quotient(N - 2 DOWNTO @)) & "1";
counter <= counter + 1;
END IF;
ELSE
IF Divident(N - 1) = '@' AND Divisor(N - 1) = '@" THEN
Quotient <= data_Quotient;
Remainder <= data_Remainder;
MINUS_QUOTIENT <= '@';
MINUS_REMAINDER <= H
ELSIF Divident(N - 1) = '1' AND Divisor(N - 1) = '8’ THEN
Quotient <= data_Quotient;
Remainder <= data_Remainder;
MINUS_QUOTIENT <= '1';
MINUS_REMAINDER <= '@';
ELSIF Divident(N - 1) = '@' AND Divisor(N - 1) = "1' THEN
Quotient <= data_Quotient;
Remainder <= data_Remainder;
MINUS_QUOTIENT <
MINUS_REMAINDER <= '@";
ELSIF Divident(N - 1) = '1' AND Divisor(N - 1) = '1' THEN
Quotient <= data_Quotient;
Remainder <= data_Remainder;
MINUS_QUOTIENT <= '@°;
MINUS_REMAINDER <=
END IF;
state <= s2;
END IF;
WHEN OTHERS =>
DONE <= '1';
END CASE;
END IF;
END IF;
END PROCESS;
END Behavioral;
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LIBRARY ieee;

USE ieee.std_logic_1164.ALL;
USE ieee.std_logic_signed.ALL;

ENTITY SignDetector IS
GENERIC (N : INTEGER := 5);
PORT (
s_detect : IN STD_LOGIC_VECTOR(N - 1 DOWNTO 0);
clk : IN STD_LOGIC;
minus : OUT STD_LOGIC;
0 : OUT STD_LOGIC_VECTOR(N - 1 DOWNTO ©));
END SignDetector;
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ARCHITECTURE Structural OF SignDetector IS
SIGNAL complemented : STD_LOGIC_VECTOR(N - 1 DOWNTO ©0);
SIGNAL plusone : STD_LOGIC_VECTOR(N - 1 DOWNTO ©) := (© => '1', OTHERS => '0');

B R R R
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BEGIN
-- Add 1 to the input
adder : ENTITY work.BinaryAdderAndSubtractor(Structural) -- Add 1 to the input
PORT MAP(

a => NOT s_detect,
b => plusone,
m=>"'0",
clock => clk,
enable => '1',
s => complemented -- complemented is the output of the adders
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)
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minus <= s_detect(N - 1);

wow
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WITH s_detect(N - 1) SELECT -- Detect MSB
0 <= s_detect WHEN '@', -- If MSB is @, output is s_detect
complemented WHEN OTHERS; -- If MSB is 1, output is complemented

wWowww
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END Structural;
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LIBRARY ieee;

USE ieee.std_logic_1164.ALL;
USE ieee.STD_LOGIC_ARITH.ALL;

ENTITY BinaryToBCDConverterADD IS
GENERIC (
N : INTEGER := 5

VW NOWV A WN R

clk : IN STD_LOGIC;
v : IN STD_LOGIC;
minus_con : IN STD_LOGIC;
data : IN STD_LOGIC_VECTOR(N - 1 DOWNTO ©);
BCD_digit_1 : OUT STD_LOGIC_VECTOR(N - 2 DOWNTO ©);
BCD_digit_2 : OUT STD_LOGIC_VECTOR(N - 2 DOWNTO ©);
BCD_digit_3 : OUT STD_LOGIC_VECTOR(N - 2 DOWNTO @)

)3
END BinaryToBCDConverterADD;

ARCHITECTURE Structural OF BinaryToBCDConverterADD IS
SIGNAL signal_integerl : INTEGER := 0;
SIGNAL signal_integer2 : INTEGER := 0;

BEGIN
PROCESS (clk)

BEGIN
IF rising_edge(clk) THEN

IF v = '1" THEN
BCD_digit_1 <= "1101";
BCD_digit_2 <= "1101";
BCD_digit_3 <= "1100";

ELSE
signal_integerl <= conv_integer(unsigned(data)) MOD 10;
signal_integer2 <= (conv_integer(unsigned(data)) / 10) MOD 10;

BCD_digit_1 <= conv_std_logic_vector(signal_integerl, N - 1);
BCD_digit_2 <= conv_std_logic_vector(signal_integer2, N - 1);

IF (minus_con = '1') THEN -- if MSB is 1
BCD_digit_3 <= "1011"; -- minus
ELSE
BCD_digit_3 <= "1018"; -- none
END IF;
END IF;
END IF;
END PROCESS;
END Structural;
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BinaryToBCDConverterMUL:BinaryToBCDConverter_Multiplier

minus_con

LIBRARY ieee;
USE ieee.std_logic_1164.ALL;
USE ieee.STD_LOGIC_ARITH.ALL;

ENTITY BinaryToBCDConverterMUL IS
GENERIC (
N : INTEGER := 5

0NV A WN R

: IN STD_LOGIC;
minus_con : IN STD_LOGIC;
data : IN STD_LOGIC_VECTOR(2 * N - 1 DOWNTO 0);
rst : IN STD_LOGIC;
BCD_digit_1 : OUT STD_LOGIC_VECTOR(N - 2 DOWNTO @);
BCD_digit_2 : OUT STD_LOGIC_VECTOR(N - 2 DOWNTO ©);
BCD_digit_3 : OUT STD_LOGIC_VECTOR(N - 2 DOWNTO @)

)5
END BinaryToBCDConvertermuL;

ARCHITECTURE Structural OF BinaryToBCDConverterMUL IS
SIGNAL signal_integerl : INTEGER := @;
SIGNAL signal_integer2 : INTEGER := 0;
BEGIN
PROCESS (clk)
BEGIN
IF rising_edge(clk) THEN
IF (unsigned(data) > 99) THEN
BCD_digit_1 <= "1101";
BCD_digit_2 <= "1101";
BCD_digit_3 <= "1100";
ELSE
signal_integerl <= conv_integer(unsigned(data)) MOD 10;
signal_integer2 <= (conv_integer(unsigned(data)) / 18) MOD 10;

BCD_digit_1 <= conv_std_logic_vector(signal_integerl, N - 1);
BCD_digit_2 <= conv_std_logic_vector(signal_integer2, N - 1);

IF (minus_con = '1') THEN -- if MSB is 1
BCD_digit_3 <= "1011"; -- minus
ELSE
BCD_digit_3 <= "1010"; -- none
END IF;
END IF;
END IF;
END PROCESS;
END Structural;
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AN Output Remainder ¥84 BinaryDivider, minus_q $uAnaN Output MINUS_QUOTIENT %84 BinaryDivider Wag

minus_r $UAN137N Output MINUS_REMAINDER %84 BinaryDivider @sluasastiazifunisuuas data fiidu

STD_LOGIC_VECTOR N-bit tfuduau Integer luumagwidn @slu Component daguuaidu

a.

b.

BCD digit 1, BCD digit 2 Adunisudasanain data g lag data r viu STD_LOGIC_VECTOR U1 N-1 bit
BCD digit 4, BCD digit 5 Adunisudasanain minus_q kag minus_r vu STD_LOGIC_VECTOR U1 N-1 bit
\dle minus_con = '1' agsilu BCD digit 3 = "1011" FefeiTawmaneau (Segment g)

e minus_con = '0' 9gvhlv BCD_digit 3 = "1010" @fenisluuaninala 9 v 7-Segment wdndi 3

e minus_con = '1' 9gsilv BCD digit 6 = "1011" FefeinTawmaneau (Segment g)

e minus_con = '0' 9gvilv BCD_digit 6 = "1010" eftensluuaninaln o vl 7-Segment widndi 6

BinaryToBCDConverterDIV:BinaryToBCDConverter_Divider

clk BCD_digit_1[3..0]

data_err

data 94..0]

data_r]9..0]

minus_q

minus_r




LIBRARY ieee;
USE ieee.std_logic_1164.ALL;
USE ieee.STD_LOGIC_ARITH.ALL;

ENTITY BinaryToBCDConverterDIV IS
GENERIC (
N : INTEGER := 5
)s
PORT (
clk : IN STD_LOGIC;
minus_q : IN STD_LOGIC;
minus_r : IN STD_LOGIC;
data_err : IN STD_LOGIC;
data_q : IN STD_LOGIC_VECTOR(N - 1 DOWNTO ©);
data_r : IN STD_LOGIC_VECTOR(2 * N - 1 DOWNTO ©);
BCD_digit_1 : OUT STD_LOGIC_VECTOR(N DOWNTO 9);
BCD_digit_2 : OUT STD_LOGIC_VECTOR(N DOWNTO 9);
BCD_digit_3 : OUT STD_LOGIC_VECTOR(N DOWNTO 9);
BCD_digit_4 : OUT STD_LOGIC_VECTOR(N DOWNTO 9);
BCD_digit_5 : OUT STD_LOGIC_VECTOR(N DOWNTO 9);
BCD_digit_6 : OUT STD_LOGIC_VECTOR(N DOWNTO @)
)5
END BinaryToBCDConverterDIV;

ARCHITECTURE Structural OF BinaryToBCDConverterDIV IS
-- signal integer quotient
SIGNAL signal_integerl : INTEGER := 0;
SIGNAL signal_integer2 : INTEGER := ©;
-- signal integer remainder
SIGNAL signal_integer3 : INTEGER := 0;
SIGNAL signal_integer4 : INTEGER := ©;
BEGIN
PROCESS (clk)
BEGIN
IF rising_edge(clk) THEN
--IF (unsigned(data_qg) > 11111) THEN -- ERR overflow
-- BCD_digit_1 <= "1101"; --
-- BCD_digit_2 "1101"; --
BCD_digit_3 "1100"; --
BCD_digit_4 <= "1101"; --
BCD_digit_5 <= "1101"; --
BCD_digit_6 <= "1160"; -- E
-- ELSIF (unsigned(data_r) > ©0001100011) THEN -- ERR overflow
-- BCD_digit_1 <= "1101"; -- R
BCD_digit_2 "1101"; -- R
BCD_digit_3 "1100"; -- E
BCD_digit_4 "1101"; -- R
BCD_digit_5 "1101"; -- R
-- BCD_digit_6 E
IF (data_err = '1') THEN -- ERR div by zero
BCD_digit_1 "1101"; -- R
BCD_digit_2 <= "1101"; R
BCD_digit_3 <= "1100";
BCD_digit_4 <= "0000"; -
BCD_digit_5 <= "@eee"; -
BCD_digit_6 <= "0000"; 2}
ELSE -- normal mod and div operations
signal_integerl <= conv_integer(unsigned(data_q)) MOD 10;
signal_integer2 <= (conv_integer(unsigned(data_q)) / 10) MOD 10;
signal_integer3 <= conv_integer(unsigned(data_r)) MOD 10;
signal_integer4 <= (conv_integer(unsigned(data_r)) / 10) MOD 10;

BCD_digit_1 <= conv_std_logic_vector(signal_integerl, N - 1);
BCD_digit_2 <= conv_std_logic_vector(signal_integer2, N - 1);
BCD_digit_4 <= conv_std_logic_vector(signal_integer3, N - 1);
N - 1);

BCD_digit_5 <= conv_std_logic_vector(signal_integer4,

IF (minus_q = "1') and (minus_r = '@') THEN
BCD_digit_3 <= "1011";
BCD_digit_6 <= "1111";
ELSIF (minus_q = '@') and (minus_r '1') THEN
BCD_digit_3 <= "1111";
BCD_digit_6 <= "1011";
ELSIF (minus_g = '1') and (minus_r '1"') THEN
BCD_digit_3 <= "1011";
BCD_digit_6 <= "1011";
ELSE
BCD_digit_3 <= "1111";
BCD_digit_6 <= "1111";
END IF;
END IF;
END IF;
END PROCESS;
END Structural;




