# Comparison Parameters

The parameters to measure the languages in this research are derived from the factors that are important for microservices and the general-purpose programming languages. According to Guidi et al. (2017) the important factors for microservices from a linguistic approach is the separation of behavior from deployment. This can be possible if the programming language treats Interfaces as the first-class entity. Besides Interfaces, Ports and Workflows are also important for microservices. The other factors important for the general purpose programming language is verbosity of the source code, size of the executables and the execution time of the code (Nanz & Furia, 2015). Apart from this Debug feature is also important for software development.

The research will talk in brief about each parameter that is used for the comparison of the language.

## Interfaces and Port

Microservices are deployed as the “black boxes” whose implementation details are hidden in order to support modular programming. The details of the functionality of the services is provided by the interfaces. Interfaces describe the set of operations that can be remotely invoked. Thus, interfaces become the first-class citizen of the microservices. Thus, it is important for a microservices languages to provide the set-theoretical operators like union and intersection that can work with the interfaces (Guidi et al., 2017).

Besides Interfaces, ports are important as communication port describes how the services are made available to the network. Each service may be equipped with many ports thus ports should be separate from the implementation of the service. Hence, the language for microservices should provide the capability to separate the port from the implementation of the service (Guidi et al., 2017).

This research will compare the three languages based on the support to have interfaces and parameter as the first-class citizen of the language. This can be demonstrated by the sample code built on the all the three languages.

## Graphical View Support

It is a common practise to draw the sequence diagram for the complex integration scenarios (Weerawarana et al., 2018). Also, there are different workflow languages like BPEL being used by the industry experts to simplify the complex integration scenarios (Guidi et al., 2017). Thus, it is helpful for the microservices language to provide the visual support or the workflow development options to support the development of microservices. This research will test the three languages for its capability to support visual designing.

## Verbosity:

Term Verbose means explaining in words more than needed. According to the developer community StackOverFlow, majority of the developers supported that a good code should be easy to comprehend at a glance (Why Is Verbosity Bad for a Programming Language?, n.d.). Also, according to the Gupta (2004), excess verbosity can cause the programmers at the beginner level to miss the conceptual learning in order to get the grasp of the huge code. When a programming language is less verbose it also mean that it is capable to do a task in less number of lines which also saves the development time with respect to writing code (Krishna et al., 2017). Considering all this factors, the line of code for each use case will be measured and the languages will be evaluated on the numbers obtained from the experiment.

## Size:

Size of the executable has a great impact on the deployment of the code. Reduced size of executable has several benefits like faster deployment, smaller disk size, small server space, reduced cost of hardware and easy management of code (Cepa, 2005). The factors that influence the size of the code is the use of third-party libraries or the external frameworks to support a particular type of development. However, the same can be avoided if the language development environment itself provides those libraries. (How Ballerina  Is Different From Other Programming Languages - DZone Integration, n.d.). In this study the executable built for every language will be evaluated against size of the executables for every integration scenario.

## Execution Time

It is a well-known fact that faster applications are preferred over the slow performing applications. Execution time forms an important parameter to measure the performance of any application. A new technology is always assessed on its performance and execution time is one of the parameter to measure the performance (Pongnumkul et al., 2017). In this research, for every use case the execution time will be recorded and compared for all the languages.

## Debug

Debugging is useful in various stages of software development like design where the error made in writing the code is identified, secondly it is also helpful in the later stages of testing. Debugging is also helpful in the error diagnostics in the production environment (Cheng et al., 2017).

All the three languages will be executed in the debug environment to check for the support of this feature.

# Integration Technology

It is a common practice in the IT industry to use the integration technology that is language or technology agnostic (Daya et al., n.d.). Being language-neutral makes it easier to use existing skills of the resources and does not limit the software development to one language. There are many such language agnostic technologies and the most widely adopted ones are REST, SOPA and RPC. Databases are the integral part of the microservices, hence in this research database is also include in the list of other technologies (Newman, 2015).

TODO:

Give overview of all the integration technologies

Integration Scenario

//Examples listed in the UBL spec
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