**实验八：图搜索BFS算法及存储优化**

**学号：PB21000224 姓名：陈鸿绪 日期：12.7.2023**

**实验内容：**根据给定的数据选择合适的存储方式（邻接矩阵和邻接表中的一种）进行存储（存 储方式选择也是实验的检查内容之一），并进行图的广度优先遍历的过程。 数据集 1：使用 data.txt 中的数据，看做无向图，选择合适的方式进行存储（提示：其特征为 节点数较少而边比较密集），并以 A 为起始顶点输出遍历过程。数据集 2、3为 twitter 真实数据集，数据集规模如下： Nodes 81306, Edges 1768149, 有向图； twitter\_large: 数据3规模如下： Nodes 11316811, Edges 85331846, 有向图。 对 twitter\_small，选择一种合适的存储方式存储数据，并输出 BFS 的遍历时间。对于twitter\_large，实验中并不做要求。

**实验目的：**掌握针对不同的图的特点选择适合的存储结构，同时学会图广度搜索。

**算法设计思路：**

1. 考虑twitter\_small的数据点较多边相对较少，所以对于twitter\_small设计read\_data函数，读取文件中的边信息，并以有向图的形式邻接表存储，由于twitter\_small中图的结点索引并不是连续的，所以需要构造一个map，让不连续的结点索引映射到连续的索引上，此时就可用一个连续的数组形式存储结点信息。
2. 构造一个队列，从第一个点开始进行广度搜索，直到队列为空，标记已访问结点，再进行第二个点的广度搜素，标记已访问结点，以此类推直至所有点都已访问。
3. 计算该部分所需时间，同时输出访问结点数目，对比题中所给数目检查是否正确。
4. 考虑data的数据点较少边相对较多，所以采取无向图的邻接矩阵存储结构，设计read\_data\_1函数读取邻接矩阵。和twitter\_small一致也需要进行映射到连续索引的操作。
5. 与twitter\_small一致的利用队列的广度搜素操作，直至所有点均已访问。
6. 计算该部分所需时间，同时输出访问结点数目，对比题中所给数目检查是否正确。

**主要代码以及注释：**

struct arc{

struct arc\* next;

int next\_node;

};

struct node{

struct arc \*first\_arc;

};

typedef struct arc arc;

typedef struct node node;

map<int,int> dict;

node nodes[N];

int flag[N]={0};

//以上是建立邻接表的基本工作

void read\_data(){

FILE \*fp=fopen("twitter\_small.txt","r+"); //读取文件

int len=0;

while(!feof(fp)){

int s,d;

fscanf(fp,"%d %d\n",&s,&d);

arc \*temp\_arc=(arc \*)malloc(sizeof(arc));

// 读取边信息

auto it\_1=dict.find(s);

if(it\_1==dict.end()) dict[s]=len++; //看s是否再字典中，如果不在则加入

auto it\_2=dict.find(d);

if(it\_2==dict.end()) dict[d]=len++; //看d是否再字典中，如果不在则加入

temp\_arc->next\_node=dict[d];

temp\_arc->next=NULL;

if(nodes[dict[s]].first\_arc==NULL){

nodes[dict[s]].first\_arc=temp\_arc;

}

else{

temp\_arc->next=nodes[dict[s]].first\_arc;

nodes[dict[s]].first\_arc=temp\_arc;

}

}//头插法插入新边

cout << len <<endl;

fclose(fp);

}//twitter\_small的邻接表建立

int matrix[N1][N1]={0};

map<char,int> dict\_1;

int flag\_1[N1]={0};

void read\_data\_1(){

FILE \*fp=fopen("data.txt","r+");

char s[30];

fscanf(fp,"%s\n",s);

// cout << s;

int len=0;

while(!feof(fp)){

char s,d;

fscanf(fp,"%c-%c\n",&s,&d);

auto it\_1=dict\_1.find(s);

if(it\_1==dict\_1.end()) dict\_1[s]=len++;

auto it\_2=dict\_1.find(d);

if(it\_2==dict\_1.end()) dict\_1[d]=len++;

matrix[dict\_1[s]][dict\_1[d]]=1;

matrix[dict\_1[d]][dict\_1[s]]=1;

}//同read\_data建立字典

for(int i=0;i<N1;i++){

for(int j=0;j<N1;j++){

printf("%d ",matrix[i][j]);

}

printf("\n");

}//读入邻接矩阵

}//data的邻接矩阵建立

void BFS\_matrix(int start,int &time){

//从start处开始，time是记录现已经访问的结点数

queue<int> q;

q.push(start);

flag\_1[start]=1;

while(!q.empty()){

int temp=q.front();

time++;

// cout << time<< ' '<<temp<< endl;

q.pop();

int p=0;

while(p<N1){

if(matrix[temp][p]==1){

if(flag\_1[p]!=1){

flag\_1[p]=1;

q.push(p);

}

}

p++;

}

}//广度搜索的队列操作

}//邻接矩阵对单一结点的BFS

void BFS\_matrix\_all(int &time){

for(int i=0;i<N1;i++){

if(flag\_1[i]==1) continue;

else BFS\_matrix(i,time);

}

}//邻接矩阵对所有点进行BFS访问。

void BFS(int start,int &time){

queue<node> q;

q.push(nodes[start]);

flag[start]=1;

while(!q.empty()){

node temp=q.front();

q.pop();

arc \*p=temp.first\_arc;

time++;

while(p){

if(flag[p->next\_node]==1) p=p->next;

else{

flag[p->next\_node]=1;

q.push(nodes[p->next\_node]);

}

}

}//广度搜索的队列操作

}//对单一结点的BFS，用于邻接表。

void BFS\_all(int &time){

for(int i=0;i<N;i++){

if(flag[i]==1) continue;

else BFS(i,time);

}

}//邻接表对所有的点进行BFS访问。

**算法测试结果：**

以下为测试结果：

·· ![](data:image/png;base64,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)

可以对照输出访问结点数是否与题中所给是否相同，可以发现81306和9均是正确答案，且时长分别为5427.99、0ms（ms过于小，所以打印出来近似成为了0）

**实验中的困难与收获：**

由于想到两个BFS极为相近，所以我几乎没有怎么改动邻接表的BFS具体算法来套用，所以在写代码的时候发现邻接矩阵的算法跑出来是一个错误的访问数，最后在debug的过程中发现了在邻接表的BFS算法代码中，不小心没有改一些变量名，导致邻接矩阵BFS的有些参数用的是邻接表程序的参数，最终正确改正。收获：学会了BFS算法，同时也掌握了如何选择适当的存储结构。