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# Мета лабораторної роботи

Мета роботи – вивчити основні алгоритми зовнішнього сортування та способи їх модифікації, оцінити поріг їх ефективності.

# Завдання

Згідно варіанту (таблиця 2.1), розробити та записати алгоритм зовнішнього сортування за допомогою псевдокоду (чи іншого способу за вибором).

Виконати програмну реалізацію алгоритму на будь-якій мові програмування та відсортувати випадковим чином згенерований масив цілих чисел, що зберігається у файлі (розмір файлу має бути не менше 10 Мб, можна значно більше).

Здійснити модифікацію програми і відсортувати випадковим чином згенерований масив цілих чисел, що зберігається у файлі розміром не менше ніж двократний обсяг ОП вашого ПК. Досягти швидкості сортування з розрахунку 1Гб на 3хв. або менше.

Рекомендується попередньо впорядкувати серії елементів довжиною, що займає не менше 100Мб або використати інші підходи для пришвидшення процесу сортування.

Зробити узагальнений висновок з лабораторної роботи, у якому порівняти базову та модифіковану програми. У висновку деталізувати, які саме модифікації було виконано і який ефект вони дали.

Таблиця 2.1 – Варіанти алгоритмів

|  |  |
| --- | --- |
| **№** | **Алгоритм сортування** |
| 1 | Пряме злиття |
| 2 | Природне (адаптивне) злиття |
| 3 | Збалансоване багатошляхове злиття |
| 4 | Багатофазне сортування |
| 5 | Пряме злиття |
| 6 | Природне (адаптивне) злиття |
| 7 | Збалансоване багатошляхове злиття |
| 8 | Багатофазне сортування |
| 9 | Пряме злиття |
| 10 | Природне (адаптивне) злиття |
| 11 | Збалансоване багатошляхове злиття |
| 12 | Багатофазне сортування |
| 13 | Пряме злиття |
| 14 | Природне (адаптивне) злиття |
| 15 | Збалансоване багатошляхове злиття |
| 16 | Багатофазне сортування |
| 17 | Пряме злиття |
| 18 | Природне (адаптивне) злиття |
| 19 | Збалансоване багатошляхове злиття |
| 20 | Багатофазне сортування |
| 21 | Пряме злиття |
| 22 | Природне (адаптивне) злиття |
| 23 | Збалансоване багатошляхове злиття |
| 24 | Багатофазне сортування |
| 25 | Пряме злиття |
| 26 | Природне (адаптивне) злиття |
| 27 | Збалансоване багатошляхове злиття |
| 28 | Багатофазне сортування |
| 29 | Пряме злиття |
| 30 | Природне (адаптивне) злиття |
| 31 | Збалансоване багатошляхове злиття |
| 32 | Багатофазне сортування |
| 33 | Пряме злиття |
| 34 | Природне (адаптивне) злиття |
| 35 | Збалансоване багатошляхове злиття |

# Виконання

Варіант 18

Природне (адаптивне) злиття

## Псевдокод алгоритму

PROCEDURE Sort()

WHILE NOT IsSorted(path\_a) DO

Distribute()

Merge()

END PROCEDURE Sort()

PROCEDURE IsSorted(path\_a)

a = open(path\_a, mode=”rb”)

curr = a.read()

next = a.read()

WHILE next DO

IF curr > next THEN

a.close()

RETURN FALSE

curr = next

next = a.read()

a.close()

RETURN TRUE

END PROCEDURE IsSorted()

Розподіл між файлами, достатньо банально зчитуємо поступово файл А, дописуємо цей елементвідповідно до файлу В чи С в залежності від прапора і, якщо ж це кінець серії, то змінюємо прапор на протилежний

PROCEDURE Distribute(path\_a, path\_b, path\_c)

a = open(path\_a, mode=”RB”)

b = open(path\_b, mode=”WB”)

c = open(path\_c, mode=”WB”)

i = True

curr = a.read()

next = a.read()

WHILE curr DO

IF i THEN

b.write(curr)

ELSE

c.write(curr)

IF curr > next THEN

i = NOT i

curr = next

next = a.read()

a.close()

b.close()

c.close()

END PROCEDURE Distribute()

*Процедура злиття. Якщо обидва дані числа не в кінці серії, ми знаходимо менше, його дописуємо, і посуваємо покажчик, таким чином зливаючи ці дві серії*

*Інакше якщо число файлу В в кінці серії, то ми дозливаємо актуальну cерію файла В і залишки серії файла С, тобто якщо число із файла С менше, ми його дописуємо, як тільки меншим виявиться оце наше останнє число серії із файла В, то ми це число дописуємо, і всі інші числа із серії із файла С так само дописуємо аж до кінця серії. Після цієї операції обидва покажчика будуть на початку нової серії*

*Аналогічно робимо якщо число файлу С в кінці серії*

*Якщо ж обидва числа в кінці серії, дописуємо їх по зростанню і суваємо покажчик на крок перед, в результаті обидва покажчики на початку серії*

*Якщо в кінці фалу, дописуємо залишок іншого файлу*

PROCEDURE Merge(path\_a, path\_b, path\_c)

a = open(path\_a, mode=”WB”)

b = open(path\_b, mode=”RB”)

c = open(path\_c, mode=”RB”)

curr\_b = b.read()

curr\_c = c.read()

next\_b = b.read()

next\_c = c.read()

WHILE curr\_b AND curr\_c DO

IF curr\_b <= next\_b AND curr\_c <= next\_c THEN

IF curr\_b <= curr\_c THEN

a.write(curr\_b)

curr\_b = next\_b

next\_b = b.read()

ELSE

a.write(current\_c)

curr\_c = next\_c

next\_c = c.read()

ELSE IF curr\_b >= next\_b AND curr\_c <= next\_c THEN

WHILE curr\_c <= next\_c DO

IF curr\_b <= curr\_c THEN

a.write(curr\_b)

curr\_b = next\_b

next\_b = b.read()

WHILE curr\_c <= next\_c DO

a.write(curr\_c)

curr\_c = next\_c

next\_c = c.read()

a.write(curr\_c)

curr\_c = next\_c

next\_c = c.read()

BREAK

ELSE

a.write(curr\_c)

curr\_c = next\_c

next\_c = c.read()

ELSE IF curr\_c >= next\_c AND curr\_b <= next\_b THEN

WHILE curr\_b <= next\_b DO

IF curr\_c <= curr\_b THEN

a.write(curr\_c)

curr\_c = next\_c

next\_c = c.read()

WHILE curr\_b <= next\_b DO

a.write(curr\_b)

curr\_b = next\_b

next\_b = b.read()

a.write(curr\_b)

curr\_b = next\_b

next\_b = b.read()

BREAK

ELSE

a.write(curr\_b)

curr\_b = next\_b

next\_b = b.read()

ELSE

IF curr\_c <= curr\_b THEN

a.write(curr\_c)

a.write(curr\_b)

ELSE

a.write(curr\_b)

a.write(curr\_c)

curr\_c = next\_c

curr\_b = next\_b

next\_c = c.read()

next\_b = b.read()

if NOT curr\_b and curr\_c THEN

WHILE curr\_c DO

a.wriet(curr\_c)

curr\_c = next\_c

next\_c = c.read()

ELSE IF NOT curr\_c and b\_curr THEN

WHILE curr\_b DO

a.write(curr\_b)

curr\_b = next\_b

next\_b = b.read()

a.close()

b.close()

c.close()

END PROCEDURE Merge()

## Програмна реалізація алгоритму

### Вихідний код

from random import randint

import shutil

class Reader:

"""Class representing a binary file and two reading pointers: current and next"""

def \_\_init\_\_(self, path: str):

self.path = path

self.f = open(path, "rb")

self.curr = self.f.read(32)

self.next = self.f.read(32)

def close(self):

self.f.close()

def \_\_iter\_\_(self):

return self

def \_\_next\_\_(self):

"""Return current pointer and moves pointers forward by 1"""

tmp = self.curr

self.curr = self.next

self.next = self.f.read(32)

return tmp

class Sorter:

def \_\_init\_\_(self, path\_a: str, path\_b: str, path\_c: str):

"""File B and C is cleared, file A is not"""

self.path\_a = path\_a

self.path\_b = path\_b

self.path\_c = path\_c

self.\_clear(path\_b)

self.\_clear(path\_c)

def create\_random\_file(self, n: int, max\_n: int):

with open(self.path\_a, "wb") as a:

for i in range(n):

a.write(randint(1, max\_n).to\_bytes(32, byteorder="big"))

def copy\_from\_file(self, path: str):

shutil.copy(path, self.path\_a)

def sort(self):

while not self.\_is\_sorted():

self.\_distribute()

self.\_merge()

def \_distribute(self):

a = Reader(self.path\_a)

b = open(self.path\_b, "wb")

c = open(self.path\_c, "wb")

i = True

while a.curr:

b.write(a.curr) if i else c.write(a.curr)

if a.curr > a.next:

i = not i

next(a)

a.close(), b.close(), c.close()

def \_merge(self):

"""

Злиття відповідних серій

Логіка наступна:

Якщо обидва дані числа не в кінці серії, ми знаходимо менше, його дописуємо, і посуваємо

покажчик, таким чином зливаючи ці дві серії

Інакше якщо число файлу В в кінці серії, то ми дозливаємо актуальну серію файла В і залишки

серії файла С, тобто якщо число із файла С менше, ми його дописуємо, як тільки меншим

виявиться оце наше останнє число серії із файла В, то ми це число дописуємо, і всі інші

числа із серії із файла С так само дописуємо аж до кінця серії. Після цієї операції обидва

покажчика будуть на початку нової серії

Аналогічно робимо якщо число файлу С в кінці серії

Якщо ж обидва числа в кінці серії, дописуємо їх по зростанню і суваємо покажчик на крок уперед,

в результаті обидва покажчики на початку серії

Якщо в кінці фалу, дописуємо залишок іншого файлу

"""

a = open(self.path\_a, "wb")

b = Reader(self.path\_b)

c = Reader(self.path\_c)

while b.curr and c.curr:

if b.curr <= b.next and c.curr <= c.next:

if b.curr <= c.curr:

a.write(next(b))

else:

a.write(next(c))

elif b.curr >= b.next and c.curr <= c.next:

while c.curr <= c.next:

if b.curr <= c.curr:

a.write(next(b))

while c.curr <= c.next:

a.write(next(c))

a.write(next(c))

break

else:

a.write(next(c))

elif c.curr >= c.next and b.curr <= b.next:

while b.curr <= b.next:

if c.curr <= b.curr:

a.write(next(c))

while b.curr <= b.next:

a.write(next(b))

a.write(next(b))

break

else:

a.write(next(b))

else:

if c.curr <= b.curr:

a.write(c.curr)

a.write(b.curr)

else:

a.write(b.curr)

a.write(c.curr)

next(c), next(b)

if not b.curr and c.curr:

while c.curr:

a.write(next(c))

elif not c.curr and b.curr:

while b.curr:

a.write(next(b))

a.close(), b.close(), c.close()

def \_is\_sorted(self):

"""Check if file A is already sorted"""

a = Reader(self.path\_a)

while a.next:

if a.curr > a.next:

a.close()

return False

next(a)

a.close()

return True

@staticmethod

def \_clear(path: str):

with open(path, "wb"):

pass

## Тестування програмної реалізації

Для тестування створимо файл розміром в 32 Мб за допомогою методу create\_random\_file(1028\*\*2, 1\_000\_00) та здійснимо його сортування, виведемо перші 30 чисел файлу:

sorter = Sorter("a.bin", "b.bin", "c.bin")

sorter.create\_random\_file(1024\*\*2, 1\_000\_000)

sorter.sort()

print(sorter)

Отримали:

![](data:image/png;base64,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)

Рисунок 3.1 — тестування програмної реалізації

# Модифікація

## Теоретичні відомості

Для пришвидшення швидкодії сортування використаємо наступні методи:

1. Етап підготовки, у якому файл зчитується чанками обсягом, які поміщаються у ОП, у буфер і сортуються будь-яким алгоритмом внутрішнього сортування, у нашому випадку вбудованим у Python Timsort, після чого записуються у файл. В результаті початковий файл А складатиметься із серій довжиною n крім, можливо, останньої.
2. Оскільки ми знаємо, що початковий файл складається із серій довжиною n, а після кожного етапу сортування — із серій довжиною 2in, де i — ітерація, під час етапу розподілу ми можемо використати цю інформацію наступним чином: під час першої ітерації ми зчитуємо чанк розміром n, і переписуємо його у файл B, наступний чанк ми переписуємо у файл C і так далі. На другій ітерації — перші два чанки записуємо у файл B, наступні 2 — у файл С, потім по 4, потім по 8 чанків і так далі.
3. Знаючи розмір файлу, можна з легкістю визначити, скільки знадобиться ітерацій сортування, а саме , де N — обсяг початкового файла.

## Програмна реалізація

Створимо клас BufferedSorter, який буде підкласом Sorter:

### Вихідний код

from sorter import Sorter

import os

import math

class BufferedSorter(Sorter):

def \_\_init\_\_(self, path\_a: str, path\_b: str, path\_c: str, n: int):

super().\_\_init\_\_(path\_a, path\_b, path\_c)

self.iteration = 0

self.split\_n = 1

self.n = n

try:

self.iter\_max = int(int(math.log2(os.stat(self.path\_a).st\_size // 32 // self.n))) + 1

except ValueError:

self.iter\_max = 1

def create\_random\_file(self, n: int, max\_n: int):

super().create\_random\_file(n, max\_n)

self.iter\_max = int(int(math.log2(os.stat(self.path\_a).st\_size // 32 // self.n))) + 1

def copy\_from\_file(self, path: str):

super().copy\_from\_file(path)

self.iter\_max = int(int(math.log2(os.stat(self.path\_a).st\_size // 32 // self.n))) + 1

def buffered\_sort(self):

"""Around 2 \* 32 \* n of RAM used max while buffering"""

self.\_buffered\_prepare()

for \_ in range(self.iter\_max):

self.\_buffered\_distribute()

self.\_merge()

self.iteration += 1

def \_buffered\_prepare(self):

"""Read chunks from file A, write sorted chunks into temporary file, copy it to file A"""

tmp = open("tmp", "wb")

a = open(self.path\_a, "rb")

buffer = []

for \_ in range(self.n):

x = a.read(32)

if not x:

break

buffer += x,

while buffer:

buffer.sort()

for x in buffer:

tmp.write(x)

del buffer

buffer = []

for \_ in range(self.n):

x = a.read(32)

if not x:

break

buffer += x,

tmp.close()

a.close()

self.copy\_from\_file("tmp")

os.remove("tmp")

def \_buffered\_distribute(self):

a = open(self.path\_a, "rb")

b = open(self.path\_b, "wb")

c = open(self.path\_c, "wb")

buffer = []

for \_ in range(self.n):

x = a.read(32)

if not x:

break

buffer += x,

i = True

j = 2

while buffer:

for x in buffer:

b.write(x) if i else c.write(x)

if j > self.split\_n:

i = not i

j = 1

j += 1

del buffer

buffer = []

for \_ in range(self.n):

x = a.read(32)

if not x:

break

buffer += x,

self.split\_n \*= 2

a.close(), b.close(), c.close()

## Тестування

Для тестування було створено файл “32Gb.bin” із масивом випадково згенерованих чисел розміром 32 Гб для машини із обсягом ОП в 16 Гб. Для тестування було обрано розбиття на чанки розмірами 4 Гб, тобто 25% від ОП машини.

В результаті сортування було здійснене за 111 хв, або приблизно 3,47 хв/Гб, що є непоганим результатом враховуючи особливості машини, мови програмування і той факт, що в кожен момент часу на зберігання даних було задіяно всього 25% від загального обсягу ОП.

Висновок

При виконанні даної лабораторної роботи було розроблено алгоритм реалізації зозвнішнього адаптивного злиття у вигляді псевдокоду, була здійснена його реалізація на Python та тестування на випадково згенерованому файлі розміру 32 Мб.

Була здійснена модифікація програми, а саме впорядкування елементів перед сортуванням у серії довжини n з використанням внутрішнього сортування; покращена операція розподілу, у якій враховується попереднє впорядкування елементів і не здійснюється визначення серій, натомість здійснюється, в залежності від ітерації, запис у файли B та C серій довжиною, кратною n; автоматичне визначення кількості ітерацій, що знадобляться, перед початком сортування щоб не перевіряти файл А на відсортованість кожної ітерації.

Модифікація дозволила значно пришвидшити алгоритм за рахунок використання внутрішнього сортування наскільки можливо, значного зменшення кількості ітерацій шляхом зменшення кількості серій у початковому файлі, відсутності читання файлу А перед кожною ітерацією сортування та більш швидкої реалізацієї операції розподілу. У свою чергу оригінальний варіант алгоритму дозволяє доволі консервативно використовувати ОП.

Критерії оцінювання

У випадку здачі лабораторної роботи до 09.10.2022 включно максимальний бал дорівнює – 5. Після 09.10.2022 максимальний бал дорівнює – 1.

Критерії оцінювання у відсотках від максимального балу:

* псевдокод алгоритму – 15%;
* програмна реалізація алгоритму – 40%;
* програмна реалізація модифікацій – 40%;
* висновок – 5%.