|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **1** | 1. Design a decision table to take into account of all the possibilities.  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | | No Accident | T | T | T | T | F | F | F | F | | NCD Protector | T | T | F | F | T | T | F | F | | Luxury Car | T | F | T | F | T | F | T | F | |  |  |  |  |  |  |  |  |  | | NCD Discount | x | x | x | x | x | x |  |  | | Free Road-side Assistance | x |  |  |  | x |  |  |  |  1. Simplify the decision table in (a)  |  |  |  |  |  | | --- | --- | --- | --- | --- | | No Accident | - | - | T | F | | NCD Protector | T | T | F | F | | Luxury Car | T | F | - | - | |  |  |  |  |  | | NCD Discount | x | x | x |  | | Free Road-side Assistance | x |  |  |  | | | | 4  2 |
|  | (c) | Using a variable to represent each condition and an OUTPUT statement to represent the action to be taken. Translate the decision table into pseudocode  if ncd\_prot or no\_accident:  print("NCD Discount")  if ncd\_prot and luxury:  print("Road Side Assistance") | | 2 |
| **2** | Post order list: [3, 2, 6, 10, 9, 5, 17, 14, 13, 11]  In order list: [2, 3, 5, 6, 9, 10, 11, 13, 14, 17] | | |  |
|  | **(a)** | Algorithm  Algorithm  pre\_order(in\_fix, post\_fix)  - pop the last item in post\_fix list, that is the root node  - find the index of the root node in the in\_fix list  - left of index is the left subtree, right of index is the right subtree  - Repeat on the right subtree until all the nodes have been identified  - Repeat on the left subtree until all the nodes have been identified | | 4 |
|  |  | See jupyter notebook for Python code | |  |
|  |  |  | [ 2,3,5,6,9,10] 11 [ **13**,14,17 ]   * Right-subtree * [ ] 13 [**14**,17]   + Right-sub tree   + 14 [17]     - Right-subtree     - 17 * Left-subtree * [ 2,3 ] 5 [ 6,**9**,10]   + Right-sub tree   + [6] 9 [10]     - Right-subtree     - 10     - Left-subtree     - 6   + Left-subtree   + **2** [3]     - Right-subtree     - 3 |  |
|  | **(b)** |  | 11  5 13  2 9 14  3 6 10 17 | 2 |
|  | **(c)** | **i** | Any   * Find the height of the current node * Find the number of edges from the current node to the furthers leaf node * Find the longest number of traversals from the current node to a leaf node | 1 |
|  |  | **ii** | * 2,3 | 1 |
|  |  | **iii** | * 6 to 16 | 1 |
|  |  | **iv** | * O(N) | 1 |
|  |  |  | |  |
|  |  | **v** | FUNCTION insert(current, new\_data) RETURNS BOOLEAN  IF new\_data < Data[current] THEN  IF Left[current] = -1 THEN  Free 🡨 GetNextFree()  Data[Free] 🡨 new\_data  Left[Free] 🡨 -1  Right[Free] 🡨 -1  Left[current] 🡨 Free  ELSE  Insert(Left[current])  ENDIF  ELSE  IF Right[current] = -1 THEN  Free 🡨 GetNextFree()  Data[Free] 🡨 new\_data  Left[Free] 🡨 -1  Right[Free] 🡨 -1  Right[current] 🡨 Free  ELSE  Insert(Right[current])  ENDIF  ENDIF  ENDFUNCTION  // GetNextFree() will return the next free index in the array | a  b  c  b  d  a  b  c  b  d |
|  |  |  | 1. [1] for if < data, [1] for else 2. [1] for Left[] = -1 [1] for else 3. [1] getNextFreeIndex(), [1] init data,left, right, [1] Left[cur] = free 4. [1] recursive call   Base case a AND b for both [4]  Insert [3]  Recusive case d [1] | 8 |
|  |  |  | |  |

**Q3**

**(a)**

**![](data:image/png;base64,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)**

Unit

**[6]**

* **ServiceMen, Range , Unit[1]**
* **Score with relationship with ServiceMen [2] , Detail with relationships with Score and Range [3]**

**(b)**

ServiceMen ( NRIC, Name, Address, Contact, BloodGroup, NOK )

Range ( RangeID, RangeName, Address, Contact )

Unit( Unit, CO)

Detail ( DetailID, RangeID\*, DetailNumber, Date, StartTime )

Score ( NRIC\*, DetailID\*, ShooterNumber, Score, Unit\* )

OR

Detail (RangeID\*, DetailNumber, Date, StartTime )

Score ( NRIC\*, RangeID\*, DetailNumber, Date ,ShooterNumber, Score, Unit\* )

**[4]**

* **ServiceMen, Unit, Range with correct PK [2]**
* **Score with PK with FK[1]**
* **Detail with PK with FK[1]**

**Answers must be based on these concepts:**

**3NF ->**

* **A non-key attribute cannot depend on another non-key attribute**
* **2NF**

**2NF ->**

* **A non-key attribute must be dependent wholly on the key attributes(composite key)**
* **1NF**

**1NF ->**

* **All attributes must be atomic with no repeating group of attributes**
* **Isomorphic ( same structure), PK identifies unique rows**

**Any 2 [2]**

* **No valid PK, Not in Isormophic (similar) form (not 1NF)**
* **Address, Contact depends only on Range Name**
* **Score depends only on the shooter in the detail (Not 3NF)**

**(d) [2]**

* **Reduce Redundant data**
* **Reduce Insert/Update/Delete anomalies**

**(e)**

**(i) [2]**

SELECT Score.Score FROM

Score

WHERE Score.NRIC = "S7652344Z"

* 1m: Correct column selected
* 1m: Correct WHERE

**(ii) [2]**

SELECT Score.NRIC FROM

Score

GROUP BY Score.NRIC

HAVING SUM(Score) > 31

* 1m: Correct GROUP BY
* 1m: Correct HAVING

**(f)**

**[2]**

* **Can store new data with new data types without changing the schema of the database, example video and other sensor data**
* **Can re-purpose data for new use cases, example instead of filtering servicemen for combat and leader roles, a new use case could be the quality and robustness of the rifles used in the shooting sessions.**
* **Scalable to include new ranges**
* **Archive old data using hierarchical storage**

(g)

* Private vs Public
* Need Authentication and Authorisation for Private

(h)

* NRIC , Address , contact details are being used in a different scenario , example used by Insurance companies to solicit business or employment agencies to hire part time staffs
* Data are not deleted when the NS men are no longer liable for NS.
* Data are not back-up and are lost when there is a hardware failure on the disk.