Ministerul Educaţiei al Republicii Moldova

Universitatea Tehnică a Moldovei

![](data:image/png;base64,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)

**RAPORT**

*La Matematica Discretă*

*Lucrarea de laborator nr. 4-5*

*A efectua*t Popriţac Ion

Gr. C-131

*A verificat* Marusic G.

2014

# LUCRAREA DE LABORATOR Nr. 4

# TEMA: ALGORITMUL DETERMINĂRII GRAFULUI DE ACOPERIRE

1. **SCOPUL LUCRĂRII:**

### Studierea algoritmului de determinare a grafului de acoperire şi elaborarea programelor care vor realiza acest algoritm.

1. **NOTE DE CURS**

## Noţiune de graf de acoperire

Fie *H* un subgraf care conţine toate vârfurile unui graf arbitrar *G*. Dacă pentru fiecare componentă de conexitate a lui *G* subgraful *H* va defini un arbore atunci *H* se va numi graf de acoperire (scheletul sau carcasă) grafului G. Este evident că graful de acoperire există pentru oricare graf: eliminând ciclurile din fiecare componentă de conexitate, adică eliminând muchiile care sunt în plus, vom ajunge la graful de acoperire.

Se numeşte graf aciclic orice graf care nu conţine cicluri. Pentru un graf arbitrar *G* cu *n* vârfuri şi *m* muchii sunt echivalente următoarele afirmaţii:

1. *G* este arbore;
2. *G* este un graf conex şi *m* = *n - 1*;
3. *G* este un graf aciclic şi *m = n - 1*;
4. oricare două vârfuri distincte (diferite) ale lui *G* sunt unite printr-un lanţ simplu care este unic;
5. *G* este un graf aciclic cu proprietatea că, dacă o pereche oarecare de vârfuri neadiacente vor fi unite cu o muchie, atunci graful obţinut va conţine exact un ciclu.

**Consecinţă**: numărul de muchii pentru un graf arbitrar G, care va fi necesar a fi eliminate spre a obţine un graf de acoperire nu depinde de ordinea eliminării lor şi este egal cu

*m(G)-n(G)+k(G)*,

unde *m(G), n(G)* şi *k(G)* sunt numărul de muchii, vârfuri şi componente conexe, respectiv.

Numărul *s(G) = m(G)-n(G)+ k(G)* se numeşte *rang* *ciclic* sau număr *ciclomatic* al grafului *G*. Numărul *r(G) = n(G)-k(G)* – *rang cociclomatic* sau *număr cociclomatic.*

Deci, *s(G)+r(G)=m(G)*.

Este adevărată următoarea afirmaţie: orice subgraf a unui graf arbitrar *G* se conţine într-un graf de acoperire a grafului *G*.

## Algoritmul de determinare a grafului de acoperire

Există mai mulţi algoritmi de determinare a grafului de acoperire. Algoritmul de mai jos nu este un algoritm-standard, ci este unul elaborat în bază algoritmului de căutare în lărgime. Esenţa algoritmului constă în aceea că folosind două fire de aşteptare în unul din care sunt înscrise (pe rând) numerele vârfurilor adiacente cu vârfurile din celălalt FA (ca şi în cazul căutării în lărgime), vor fi eliminate muchiile dintre vârfurile unui FA şi toate muchiile în afară de una dintre fiecare vârf al FA curent şi vârfurile din FA precedent. în cazul În care ambele FA vor deveni vide procedura se va termina.

Pentru a nu admite ciclarea şi ca să fim siguri că au fost prelucrate toate componentele conexe se va utiliza marcarea vârfurilor. Dacă după terminarea unui ciclu ordinar nu au mai rămas vârfuri nemarcate procedura ia sfârşit, în caz contrar în calitate de vârf iniţial se va lua oricare din vârfurile nemarcate.

**Descrierea algoritmului:**

1. Se vor declara două FA (FA1 şi FA2) vide.
2. Se va lua în calitate de vârf iniţial un vârf arbitrar al grafului.
3. Se va introduce vârful iniţial în firul de aşteptare vid FA1 şi se va marca acest vârf.
4. Se vor introduce în FA2 toate vârfurile adiacente cu vârfurile din FA1 şi se vor marca. Dacă FA2 este vid se va trece la p.7, în caz contrar - la p. 4.
5. Se vor elimina toate muchiile care leagă vârfurile din FA2.
6. Pentru toate vârfurile din FA2 vor fi eliminate toate muchiile în afară de una care leagă vârful dat cu vârfurile din FA1.
7. Se vor schimba cu numele FA1 şi FA2 (FA1 va deveni FA2 şi invers).
8. Dacă există cel puţin un vârf nemarcat se va lua în calitate de vârf iniţial oricare din acestea şi se va trece la p.1, altfel
9. STOP.

Graful obţinut este graful de acoperire.

1. **SARCINA DE BAZĂ**
2. Elaboraţi organigrama algoritmului şi programul procedurii de determinare a grafului de acoperire cu posibilităţi de pornire a procedurii din oricare vârf al grafului.
3. Utilizând procedurile de introducere a grafului în memoria CE din lucrarea Nr. 1, elaboraţi un program cu următoarele facilităţi:

* introducerea grafului care este dat sub formă de matrice de incidenţă, adiacenţă sau listă de adiacenţă;
* determinarea grafului de acoperire, pornind de la un vârf arbitrar;
* extragerea informaţiei la display sau imprimantă în oricare din formele numite.

4. ÎNTREBĂRI DE CONTROL

1. Ce este un graf aciclic şi prin ce se deosebeşte el de un arbore?
2. Definiţi noţiunile de arbore şi graf de acoperire.
3. Care vor fi transformările ce vor fi efectuate într-un graf arbitrar pentru a obţine graful de acoperire?
4. Care este esenţa algoritmului de determinare a grafului de acoperire?
5. Evidenţiaţi etapele de bază ale algoritmului de determinare a grafului de acoperire.

Listing-ul programului:

#include <stdio.h>

#include <conio.h>

#include <windows.h>

#define N 50

int t\_lista[N][N], t\_pondere[N][N], v\_drum[N], n\_virfuri, v\_initial, v\_final, v\_intermediar, pon\_max=0, item, ultimul\_rind;

int menu(){

int i;

meniu:

printf("\n");

printf(" ##############################################################################\n");

printf(" # #\n");

printf(" # Alegeti algoritmul dorit: #\n");

printf(" # #\n");

printf(" # 1.Algoritmul Bellman Kalaba (drum minim) #\n");

printf(" # #\n");

printf(" # 2.Algoritmul Bellman Kalaba (drum maxim) #\n");

printf(" # #\n");

printf(" # 3.Algoritmul Ford (drum minim) #\n");

printf(" # #\n");

printf(" # 4.Algoritmul Ford (drum maxim) #\n");

printf(" # #\n");

printf(" ##############################################################################\n");

scanf("%d",&i);

while(i!=1 && i!=2 && i!=3 && i!=4){

printf(" Ati ales optiune gresita!!!\n");

Sleep(2500);

system("cls");

goto meniu;

}

return(i);

}

void citire\_lista\_adiacenta(int t[N][N], int x){

int i, j, k;

printf(" Introduceti lista de adiacenta a grafului:\n");

for(i=1; i<=x; i++){

for(j=1; j<=x; j++){

printf("F(X%d)[%d]=",i,j);

scanf("%d",&t[i][j]);

for(k=1; k<=j; k++)

if(t[i][k]==t[i][j] && k!=j){

printf("Aceste arc deja a fost introdus!\n");

t[i][j]=0;

j--;

continue;

}

if(t[i][j]<0 || t[i][j]>x || t[i][j]==i){

printf("Eroare la valoare!\n");

t[i][j]=0;

j--;

continue;

}

if(t[i][j]==0) break;

}

}

}

void citire\_pondere\_lista(int t1[N][N], int t2[N][N], int x){

int i, j;

printf("\n Introduceti ponderea pentru urmatoarele arce:\n");

for(i=1; i<=x; i++)

for(j=1; j<=x; j++){

if(t1[i][j]==0) break;

printf("P(X%d,X%d)=",i,t1[i][j]);

scanf("%d",&t2[i][t1[i][j]]);

if(pon\_max<t2[i][t1[i][j]]) pon\_max=t2[i][t1[i][j]];

if(t2[i][t1[i][j]]<0){

printf("Ponderea nu poate fin negativa!\n");

j--;

}

}

for(i=1; i<=x; i++)

for(j=1; j<=x; j++)

if(t2[i][j]==0 && i!=j){

if(item==1 || item==3)

t2[i][j]=3\*pon\_max;

if(item==2 || item==4)

t2[i][j]=(-3)\*pon\_max;

}

}

void golire(int t[N][N]){

int i, j;

for(i=0; i<N; i++)

for(j=0; j<N; j++)

t[i][j]=0;

}

void golire\_vector(int v[N]){

int i;

for(i=0; i<N; i++)

v[i]=0;

}

int minim\_vector(int v[N], int \*pozitia, int x){

int i;

int minim=v[1];

\*pozitia=1;

for(i=2; i<=x; i++)

if(v[i]<minim){

minim=v[i];

\*pozitia=i;

}

return(minim);

}

int maxim\_vector(int v[N], int \*pozitia, int x){

int i;

int maxim=v[1];

\*pozitia=1;

for(i=2; i<=x; i++)

if(v[i]>maxim){

maxim=v[i];

\*pozitia=i;

}

return(maxim);

}

void adunare\_vectori(int v1[N], int v2[N], int v3[N], int x){

int i;

for(i=1; i<=x; i++)

v3[i]=v1[i]+v2[i];

}

int comparare\_vectori(int v1[N], int v2[N], int x){

int i, j;

j=0;

for(i=1; i<=x; i++)

if(v1[i]==v2[i]) j++;

if(j==x) return(1);

else return(0);

}

void transpunere\_matrice(int t[N][N], int x){

int t2[N][N], i, j;

for(i=1; i<=x; i++)

for(j=1; j<=x; j++)

t2[i][j]=t[j][i];

for(i=1; i<=x; i++)

for(j=1; j<=x; j++)

t[i][j]=t2[i][j];

}

void inversare\_vector(int v[N], int x){

int i, j=1, vec[N];

golire\_vector(vec);

for(i=x; i>=1; i--)

if(v[i]!=0){

vec[j]=v[i];

j++;

}

for(i=1; i<=x; i++)

v[i]=vec[i];

}

void completare\_liste\_min(int t[N][N], int x){

int i, j, a, vec[N];

virf\_final1:

system("cls");

if(item==1)

printf("\n Care este virful fixat(final)?\n");

if(item==3)

printf("\n Care este virful fixat(initial)?\n");

scanf("%d",&v\_final);

if(v\_final<=0 || v\_final>n\_virfuri){

printf("\n Ati introdus un virf gresit, mai introduceti odata!\n");

fflush(stdin);

Sleep(4000);

goto virf\_final1;

}

for(j=1; j<=x; j++)

t[x+1][j]=t[j][v\_final];

for(j=1; j<=x; j++){

adunare\_vectori(t[x+1],t[j],vec,x);

t[x+2][j]=minim\_vector(vec,&a,x);

}

i=x+2;

while((comparare\_vectori(t[i-1],t[i],x))==0){

for(j=0; j<=x; j++){

adunare\_vectori(t[i],t[j],vec,x);

t[i+1][j]=minim\_vector(vec,&a,x);

}

i++;

}

ultimul\_rind=i;

}

void completare\_liste\_max(int t[N][N], int x){

int i, j, a, vec[N];

virf\_final2:

system("cls");

if(item==2)

printf("\n Care este virful fixat(final)?\n");

if(item==4)

printf("\n Care este virful fixat(initial)?\n");

scanf("%d",&v\_final);

if(v\_final<=0 || v\_final>n\_virfuri){

printf("\n Ati introdus un virf gresit, mai introduceti odata!\n");

fflush(stdin);

Sleep(4000);

goto virf\_final2;

}

for(j=1; j<=x; j++)

t[x+1][j]=t[j][v\_final];

for(j=1; j<=x; j++){

adunare\_vectori(t[x+1],t[j],vec,x);

t[x+2][j]=maxim\_vector(vec,&a,x);

}

i=x+2;

while((comparare\_vectori(t[i-1],t[i],x))==0){

for(j=0; j<=x; j++){

adunare\_vectori(t[i],t[j],vec,x);

t[i+1][j]=maxim\_vector(vec,&a,x);

}

i++;

}

ultimul\_rind=i;

}

void afisare\_rezultat(int t[N][N], int x){

int i;

for(i=1; i<=x; i++)

printf("\tX%d",i);

printf("\n");

for(i=1; i<=x; i++){

if(t[ultimul\_rind][i]==(3\*pon\_max)){

printf("\tinf");

continue;

}

if(t[ultimul\_rind][i]<0){

printf("\t-inf");

continue;

}

printf("\t%d",t[ultimul\_rind][i]);

}

}

void completare\_drum\_minim(int t[N][N], int v[N], int x){

int i=1, pozitia, vec[N], v1=v\_initial, v2=v\_final;

v[1]=v\_initial;

while(v[i]!=v\_final){

adunare\_vectori(t\_pondere[ultimul\_rind],t\_pondere[v[i]],vec,x);

minim\_vector(vec,&pozitia,x);

i++;

v[i]=pozitia;

}

v\_initial=v1;

v\_final=v2;

}

void completare\_drum\_maxim(int t[N][N], int v[N], int x){

int i=1, pozitia, vec[N], v1=v\_initial, v2=v\_final;

v[1]=v\_initial;

while(v[i]!=v\_final){

adunare\_vectori(t\_pondere[ultimul\_rind],t\_pondere[v[i]],vec,x);

maxim\_vector(vec,&pozitia,x);

i++;

v[i]=pozitia;

}

v\_initial=v1;

v\_final=v2;

}

void afisare\_drum(int v[N], int x){

int i;

for(i=1; i<=x; i++){

if(v[i+1]==0){

printf("X%d.",v[i]);

break;

}

else

printf("X%d, ",v[i]);

}

}

main(){

int i, j;

golire(t\_lista);

golire(t\_pondere);

golire\_vector(v\_drum);

item=menu();

numarul\_virfuri:

system("cls");

printf("\n Care este numarul virfurilor?\n");

scanf("%d",&n\_virfuri);

if(n\_virfuri<=0 || n\_virfuri>45){

printf("\n Ati introdus un numar gresit, mai introduceti odata!\n");

fflush(stdin);

Sleep(4000);

goto numarul\_virfuri;

}

citire\_lista\_adiacenta(t\_lista,n\_virfuri);

system("cls");

citire\_pondere\_lista(t\_lista,t\_pondere,n\_virfuri);

system("cls");

switch(item){

case(1):

completare\_liste\_min(t\_pondere,n\_virfuri);

break;

case(2):

completare\_liste\_max(t\_pondere,n\_virfuri);

break;

case(3):

transpunere\_matrice(t\_pondere,n\_virfuri);

completare\_liste\_min(t\_pondere,n\_virfuri);

break;

case(4):

transpunere\_matrice(t\_pondere,n\_virfuri);

completare\_liste\_max(t\_pondere,n\_virfuri);

break;

}

if(item==1)

printf(" Ponderea drumurilor minime de la toate virfurile la virful final X%d este:\n\n",v\_final);

if(item==2)

printf(" Ponderea drumurilor maxime de la toate virfurile la virful final X%d este:\n\n",v\_final);

if(item==3)

printf("\n Ponderea drumurilor minime de la virful initial X%d la toate virfurile este:\n\n",v\_final);

if(item==4)

printf("\n Ponderea drumurilor maxime de la virful initial X%d la toate virfurile este:\n\n",v\_final);

afisare\_rezultat(t\_pondere,n\_virfuri);

printf("\n\n Pentru a continua apasati un buton...\n");

getch();

virf\_initial:

system("cls");

if(item==1 || item==2)

printf("\n Care este virful initial?\n");

if(item==3 || item==4)

printf("\n Care este virful final?\n");

scanf("%d",&v\_initial);

if(v\_initial==v\_final || v\_initial<=0 || v\_initial>n\_virfuri){

printf("\n Ati introdus un virf gresit, mai introduceti odata!\n");

fflush(stdin);

Sleep(4000);

goto virf\_initial;

}

if(item==1 || item==3){

for(i=1; i<=n\_virfuri; i++)

t\_pondere[i][i]=3\*pon\_max;

completare\_drum\_minim(t\_pondere,v\_drum,n\_virfuri);

if(item==3){

v\_intermediar=v\_initial;

v\_initial=v\_final;

v\_final=v\_intermediar;

}

printf("\n Drumul minim din virful X%d in virful X%d este:\n",v\_initial,v\_final);

}

if(item==2 || item==4){

for(i=1; i<=n\_virfuri; i++)

t\_pondere[i][i]=(-3)\*pon\_max;

completare\_drum\_maxim(t\_pondere,v\_drum,n\_virfuri);

if(item==4){

v\_intermediar=v\_initial;

v\_initial=v\_final;

v\_final=v\_intermediar;

}

printf("\n Drumul maxim din virful X%d in virful X%d este:\n",v\_initial,v\_final);

}

if(item==3 || item==4)

inversare\_vector(v\_drum,n\_virfuri);

afisare\_drum(v\_drum,n\_virfuri);

printf("\n");

getch();

}

Concluzie: În urma efectuării lucrarii de laborator am studiat algoritmul de determinare a grafului de acoperire. Cu ajutorul acestui algoritm am elaborat programa care îl realizează. Am elaborat organigrama algoritmului şi programul procedurii de determinare a grafului de acoperire cu posibilităţi de pornire a procedurii din oricare vârf al grafului.