ASSIGNMENT-4

Name-vaishnav eega

Roll No – BT22CSH019

*#include* <stdlib.h>

*#include* <stdio.h>

*struct* Node

{

*struct* Node *\*prev*;

*struct* Node *\*next*;

*int* *data*[4];

} *\*head1*, *\*head2*, *\*temp*;

*struct* Node *\*createNode*()

{

*struct* Node *\*newnode* *=* (*struct* Node *\**)*malloc*(*sizeof*(struct Node));

*newnode*->*prev* *=* *NULL*;

*newnode*->*next* *=* *NULL*;

*return* *newnode*;

}

*void* *insert*(*struct* Node *\*\**head, *struct* Node *\**node)

{

*if* (*!*(*\**head))

    {

*\**head *=* node;

    }

*else*

    {

*struct* Node *\*temp* *=* *\**head;

*while* (*temp*->*next* *!=* *NULL*)

        {

*temp* *=* *temp*->*next*;

        }

*temp*->*next* *=* node;

        node->*next* *=* *NULL*;

        node->*prev* *=* *temp*;

    }

}

*struct* Node *\*reverse\_list*()

{

*struct* Node *\*head* *=* *NULL*;

*long* *long* *int* *n* *=* 0;

*printf*("Enter the data\n");

*scanf*("%lld", *&n*);

*struct* Node *\*node* *=* *createNode*();

*int* *count* *=* 0;

*while* (*n* *>* 0) *// stores the num in reverse order in 4 digit blocks*

    {

*if* (*!node*)

        {

*printf*("node not created\n");

        }

*node*->*data*[*count++*] *=* *n* *%* 10;

*n* *=* *n* */* 10;

*if* (*count* *==* 4)

        {

*insert*(*&head*, *node*);

*count* *=* 0;

*node* *=* *createNode*();

        }

    }

*if* (*count* *!=* 4)

    {

*while* (*count* *<=* 4)

        {

*if* (*!node*)

*printf*("not\n");

*node*->*data*[*count*] *=* 0;

*if* (*count* *==* 4)

*insert*(*&head*, *node*);

*count++*;

        }

    }

*else*

    {

*free*(*node*);

    }

*return* *head*;

}

*void* *display*(*struct* Node *\**head)

{

*if* (*!*head)

*printf*("head is null\n");

*temp* *=* head;

*while* (*temp* *!=* *NULL*)

    {

*for* (*int* *i* *=* 0; *i* *<* 4; *i++*)

        {

*printf*("%d", *temp*->*data*[*i*]);

        }

*printf*("->");

*temp* *=* *temp*->*next*;

    }

}

*struct* Node *\*addnumbers*(*struct* Node *\**head1, *struct* Node *\**head2)

{

*if* (*!*head1)

*printf*("head1 not present\n");

*if* (*!*head2)

*printf*("head2 not present\n");

*int* *carry* *=* 0;

*struct* Node *\*temp1*, *\*temp2*, *\*result*, *\*node*;

*temp1* *=* head1;

*temp2* *=* head2;

*node* *=* *createNode*();

*result* *=* *NULL*;

*while* ((*temp1* *!=* *NULL*) *&&* (*temp2* *!=* *NULL*))

    {

*for* (*int* *i* *=* 0; *i* *<* 4; *i++*)

        {

*int* *sum* *=* *temp1*->*data*[*i*] *+* *temp2*->*data*[*i*] *+* *carry*;

*carry* *=* *sum* */* 10;

*sum* *=* *sum* *%* 10;

*node*->*data*[*i*] *=* *sum*;

*// printf("sum = %d\n",node->data[i]);*

        }

*insert*(*&result*, *node*);

*node* *=* *createNode*();

*temp1* *=* *temp1*->*next*;

*temp2* *=* *temp2*->*next*;

    }

*if* (*!temp1*)

    {

*temp* *=* *temp1*;

*while* (*temp* *!=* *NULL*)

        {

*for* (*int* *i* *=* 0; *i* *<* 4; *i++*)

            {

*int* *sum* *=* *temp*->*data*[*i*] *+* *carry*;

*carry* *=* *sum* */* 10;

*sum* *=* *sum* *%* 10;

*temp*->*data*[*i*] *=* *sum*;

            }

*insert*(*&result*, *temp*);

*temp* *=* *temp*->*next*;

        }

    }

*if* (*!temp2*)

    {

*temp* *=* *temp2*;

*while* (*temp* *!=* *NULL*)

        {

*for* (*int* *i* *=* 0; *i* *<* 4; *i++*)

            {

*int* *sum* *=* *temp*->*data*[*i*] *+* *carry*;

*carry* *=* *sum* */* 10;

*sum* *=* *sum* *%* 10;

*temp*->*data*[*i*] *=* *sum*;

            }

*insert*(*&result*, *temp*);

*temp* *=* *temp*->*next*;

        }

    }

*if* (*carry*)

    {

*node*->*data*[0] *=* *carry*;

*node*->*data*[1] *=* 0;

*node*->*data*[2] *=* 0;

*node*->*data*[3] *=* 0;

    }

*else*

    {

*free*(*node*);

    }

*return* *result*;

}

*void* *reverse*(*struct* Node *\**head)

{

*struct* Node *\*temp* *=* head;

*while* (*temp*->*next* *!=* *NULL*)

*temp* *=* *temp*->*next*;

*while* (*temp* *!=* *NULL*)

    {

*for* (*int* *i* *=* 3; *i* *>=* 0; *i--*)

        {

*printf*("%d", *temp*->*data*[*i*]);

        }

*printf*("->");

*temp* *=* *temp*->*prev*;

    }

}

*int* *main*()

{

*long* *long* *int* *n* *=* 0;

*head1* *=* *NULL*;

*head2* *=* *NULL*;

*head1* *=* *reverse\_list*();

*head2* *=* *reverse\_list*();

*display*(*head1*);

*printf*("\n");

*display*(*head2*);

*printf*("\n");

*struct* Node *\*result* *=* *addnumbers*(*head1*, *head2*);

*if* (*!result*)

*printf*("result not\n");

*// prints the reversed list in the correct order.*

*display*(*result*);

*printf*("\n resultant = ");

*reverse*(*result*);

}
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Time Complexity:

The time complexity of creating the linked lists is O(N), where N is the number of digits in the input numbers. The time complexity of adding the linked lists is also O(N), as it involves iterating through the linked lists once.

Space Complexity:

The space complexity is also O(N), as we are creating new nodes for each 4-digit chunk of the input numbers, and the space required for the result linked list is proportional to the number of digits in the sum of the two input numbers.