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# Введение

В математике нам довольно часто приходится иметь дело с полиномами. Данный термин знаком нам ещё с младших классов. Но прежде чем говорить о полиноме, дадим определение моному.

**Моном** - это многочлен со своим коэффициентом от одной или нескольких переменных с целыми степенями. В нашем случае будут мономы от 3 переменных (x, y, z). Именно сумма мономов образует **полином**. Также дам определение полинома с точки зрения нашего курса.

**Полином** – это список, составленный из мономов, и мономы упорядочены по возрастанию степеней.

Мы будем рассматривать сложение, вычитание и умножение полиномов.

Вычислять всё это на бумаге порой долго и утомительно, но благодаря разработанной программе вычисления происходят моментально.

# Постановка задачи

**Задача:** Разработать программу, умеющую обрабатывать операции над полиномами, а именно: сложение, вычитание и умножение. Также программа должна иметь возможность дать пользователю ввести собственное выражение в строке, которое после обработается, а на выходе получится полином, отсортированный по возрастанию степеней после приведения подобных.

**Входные данные:**

1. Строка с полиномами и операциями над ними.

**Выходные данные:**

1. Один полином, отсортированный по возрастанию степеней после приведения подобных.

# Руководство пользователя

Далее я представлю пошаговую инструкцию по работе с программой.

1. Запустите приложение Polynom.exe, при запуске программа попросит вас ввести выражение с полиномами в строке, то есть полиномы с какими-либо операциями над ними (см. Рис. 1).
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1. Начало программы.
2. Далее вводим выражение (можно также использовать скобки, и ставить знак «\*» как захочется, так как учтён приоритет операций). (см. Рис. 2).
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1. Ввод выражения.
2. И получаем результат. (см. Рис. 3).

![](data:image/png;base64,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)

1. Результирующий полином

# Руководство программиста

## Описание структуры программы

Код программы содержится в файлах: main.cpp, TNode.h, Monom.h, TList.h, Polynom.h, Exception.h.

В файле TNode.h содержится шаблонная структура TNode и реализация её методов (это узел для списка).

В файле Monom.h содержится реализация структуры TNode<unsigned int, double>, то есть структуры TNode с фиксированными типами данных.

В файле TList.h содержится шаблонная реализация класса TList (это сам список, составленный из узлов).

В файле Polynom.h содержится реализация класса Polynom, который использует в качестве поля объект шаблонного класса с фиксированными типами данных TList<unsigned int, double>.

В файле Exception.h содержится класс исключений, позволяющий работать с сообщениями об ошибке.

## Описание структур данных

### Структура TNode

**Объявление структуры**

template<typename TKey, typename TData>

struct TNode

{

TKey key;

TData data;

TNode<TKey, TData>\* pNext;

TNode();

TNode(TKey key, TData data);

TNode(const TNode<TKey, TData>& node);

~TNode();

bool operator==(const TNode<TKey, TData>& node) const;

const TNode<TKey, TData>& operator=(const TNode<TKey, TData>& node);

friend ostream& operator<<(ostream& out, const TNode<TKey, TData>& node)

{

out << " {" << node.key << ", " << node.data << "} ";

return out;

}

};

**Описание полей**

key – значение ключа узла.

data – какие-либо данные, хранимые в узле.

pNext – указатель на следующий узел.

### Класс TList

**Объявление класса**

template<typename TKey, typename TData>

class TList

{

private:

TNode<TKey, TData>\* pFirst;

TNode<TKey, TData>\* pPrevious;

TNode<TKey, TData>\* pCurrent;

TNode<TKey, TData>\* pNext;

public:

TList();

TList(const TList<TKey, TData>& list);

TList(TNode<TKey, TData>\* node);

~TList();

TNode<TKey, TData>\* Search(TKey key);

TNode<TKey, TData>\* Search(TNode<TKey, TData>\* node);

void InsertBegin(TKey new\_key, TData data);

void InsertEnd(TKey new\_key, TData data);

void InsertAfter(TKey key, TKey new\_key, TData data);

void InsertBefore(TKey key, TKey new\_key, TData data);

void InsertBegin(TNode<TKey, TData>\* node);

void InsertEnd(TNode<TKey, TData>\* node);

void InsertAfter(TKey key, TNode<TKey, TData>\* node);

void InsertBefore(TKey key, TNode<TKey, TData>\* node);

void Remove(TKey key);

void Remove(TNode<TKey, TData>\* node);

// Служебные операции

bool IsEmpty() const;

bool IsEnded() const;

// Навигация

void Reset();

void Next();

TNode<TKey, TData>\* GetFirst() const;

TNode<TKey, TData>\* GetCurrent() const;

friend ostream& operator<<(ostream& out, const TList<TKey, TData>& list);

};

**Описание полей**

pFirst – указатель на первый узел.

pPrevious – указатель на предыдущий узел.

pCurrent – указатель на текущий узел.

pNext – указатель на следующий узел.

**Описание методов**

bool IsEmpty() const

**Назначение**: Проверка списка на пустоту.

**Входные данные**: Отсутствуют.

**Выходные данные**: true в случае пустоты и false в противном случае.

bool IsEnded() const

**Назначение**: Проверка того, что текущий узел существует.

**Входные данные**: Отсутствуют.

**Выходные данные**: true в случае, если узел не существует, и false в противном случае.

void Reset();

**Назначение**: Установка текущего элемента в начало.

**Входные данные**: Отсутствуют.

**Выходные данные**: Отсутствуют.

void Next();

**Назначение**: Сдвиг указателей на предыдущий, на текущий и на следующий на шаг вперёд.

**Входные данные**: Отсутствуют.

**Выходные данные**: Отсутствуют.

TNode<TKey, TData>\* GetFirst() const

**Назначение**: Возврат начального узла, если тот существует.

**Входные данные**: Отсутствуют.

**Выходные данные**: Начальный узел.

TNode<TKey, TData>\* GetCurrent() const

**Назначение**: Возврат текущего узла, если тот существует.

**Входные данные**: Отсутствуют.

**Выходные данные**: Текущий узел.

TNode<TKey, TData>\* Search(TKey key)

**Назначение**: Возврат узла по заданному ключу, если тот существует.

**Входные данные**: Ключ.

**Выходные данные**: Искомый узел.

TNode<TKey, TData>\* Search(TNode<TKey, TData>\* node)

**Назначение**: Возврат узла по адресу узла благодаря указателю, если тот существует.

**Входные данные**: Указатель на узел.

**Выходные данные**: Искомый узел.

void InsertBegin(TKey new\_key, TData data)

**Назначение**: Вставка в начало нового узла.

**Входные данные**: Ключ и данные нового узла.

**Выходные данные**: Отсутствуют.

void InsertEnd(TKey new\_key, TData data)

**Назначение**: Вставка в конец нового узла.

**Входные данные**: Ключ и данные нового узла.

**Выходные данные**: Отсутствуют.

void InsertAfter(TKey key, TKey new\_key, TData data)

**Назначение**: Вставка нового узла после узла с заданным ключом.

**Входные данные**: Ключ узла, после которого происходит вставка, затем ключ и данные нового узла.

**Выходные данные**: Отсутствуют.

void InsertBefore(TKey key, TKey new\_key, TData data)

**Назначение**: Вставка нового узла до узла с заданным ключом.

**Входные данные**: Ключ узла, до которого происходит вставка, затем ключ и данные нового узла.

**Выходные данные**: Отсутствуют.

void InsertBegin(TNode<TKey, TData>\* node)

**Назначение**: Вставка в начало нового узла.

**Входные данные**: Указатель на узел, ключ и данные которого хотим использовать для вставки узла.

**Выходные данные**: Отсутствуют.

void InsertEnd(TNode<TKey, TData>\* node)

**Назначение**: Вставка в конец нового узла.

**Входные данные**: Указатель на узел, ключ и данные которого хотим использовать для вставки узла.

**Выходные данные**: Отсутствуют.

void InsertAfter(TKey key, TNode<TKey, TData>\* node)

**Назначение**: Вставка нового узла после узла с заданным ключом.

**Входные данные**: Ключ узла, после которого происходит вставка, затем указатель на узел, ключ и данные которого хотим использовать для вставки узла.

**Выходные данные**: Отсутствуют.

void InsertBefore(TKey key, TNode<TKey, TData>\* node)

**Назначение**: Вставка нового узла до узла с заданным ключом.

**Входные данные**: Ключ узла, до которого происходит вставка, затем указатель на узел, ключ и данные которого хотим использовать для вставки узла.

**Выходные данные**: Отсутствуют.

void Remove(TKey key)

**Назначение**: Удаление узла по заданному ключу.

**Входные данные**: Ключ узла, если такой существует, по которому удалится узел.

**Выходные данные**: Отсутствуют.

void Remove(TNode<TKey, TData>\* node)

**Назначение**: Удаление узла по адресу заданного узла.

**Входные данные**: Указатель на узел, если такой существует, по которому удалится узел.

**Выходные данные**: Отсутствуют.

## Описание алгоритмов

### Алгоритм работы парсинга строки для монома

**На входе:** Строка с мономом.

**На выходе:** Моном.

Идея работы со строкой состоит в следующем:

1. Создаётся новая строка, куда будет записана исходная, но без пробелов и знака «\*», который пользователь может написать между переменными, как мы это делаем иногда на бумаге.
2. Затем уже в новой строке просматривается первый символ на наличие знака «+» или «-», что будет свидетельствовать о том, положительный моном или отрицательный. Если какой-нибудь из знаков есть, то мы сохраняем его в отдельную символьную переменную под знак.
3. После этого мы проверяем, равен ли следующий символ одному из чисел «0123456789». Если равен, то мы сохраняем этот символ в специально созданную под коэффициент строку. На этом мы не останавливаемся, а проверяем, есть ли числа дальше. Так мы будем добавлять все символы с числами в эту строку, пока не дойдём до переменных «x», «y» или «z».
4. Как только мы дойдём до этих переменных, останавливаемся. Затем извлекаем из строки полученное число, применяем к нему, если имеются, знак «+» или «-» из сохранённой ранее переменной под знак и полученное вновь число записываем в переменную data в узел (моном). Стоит добавить, что в случае отсутствия знака, число считается автоматически положительным. А если мы не встретили числа для коэффициента, а сразу попали на переменные, то тогда коэффициентом будет 1, которая также запишется в data.
5. Далее приступаем к обработке самих переменных. Создаём заранее 3 целочисленные переменные, в которые будем прибавлять степени от «x», «y», «z». Проходим их одну за другой, и если после одной переменной идёт сразу следующая, то у первой степень будет 1, а если после первой идёт знак степени «^» и следом за ним число от 1 до 9, то это число и будет являться степенью данной переменной, которое мы сразу прибавляем в нашу созданную переменную. Каждый раз будет проверяться, не превысило ли максимального значения (это 9) число в созданной переменной (если превысило, то выкидывается ошибка).
6. Итак, дойдя до конца строки, мы запомним итоговое значение степени для каждой из 3 переменных. По данным трёх созданных переменных получаем значение для поля key в узле (мономе) – это и будет степень монома.
7. В конце концов мы получим моном как объект со своими полями – коэффициентом и степенью.

### Алгоритм работы парсинга строки для полинома

**На входе:** Строка с выражением из полиномов и операций над ними.

**На выходе:** Один результирующий полином, составленный из отсортированных по возрастанию мономов после приведения подобных.

Идея работы с таким выражением состоит в следующем:

1. Создаётся результирующий полином, куда будут прибавляться все мономы. Строка просматривается слева направо. Мы должны обойти каждый её символ. Запоминаем индекс первого из символов, который может быть равен операциям «+» или «-», любому из чисел «0123456789» или буквам «x», «y», «z», которые характеризуют переменные для мономов. Запоминаем индекс потому, что с него начинается моном («+» или «-» в начале покажут положителен или отрицателен моном).
2. Далее мы просматриваем символ за символом, пока не встретим операцию «+» или «-». Здесь мы останавливаемся и запоминаем индекс символа до одной из операций. Это и будет конец нашего монома, так как дальше начнётся уже следующий.
3. Сохраняем подстроку, ограниченную нашим первым и последним индексом, в отдельную строку. Затем, использовав эту строку, создаём моном. После чего прибавляем полученный моном с помощью операции «+» к результирующему полиному.
4. Таким образом повторяем пункты 1-3, пока не дойдём до конца строки и не обработаем все мономы.
5. В конце возвращаем результирующий полином.

# Заключение

В ходе лабораторной работы я разработал и реализовал программу, умеющую работать с подсчётом и вычислением полиномов. При написании программы использовался список – структура данных, составленная из узлов. С его помощью было удобно хранить все данные о каждом мономе для полиномов.

# Литература

1. Презентации по курсу «Алгоритмы и структуры данных» из учебно-методических материалов ННГУ им. Лобачевского.

# Приложения

## Приложение 1. Структура TNode

#pragma once

#include <iostream>

using namespace std;

template<typename TKey, typename TData>

struct TNode

{

TKey key;

TData data;

TNode<TKey, TData>\* pNext;

TNode();

TNode(TKey key, TData data);

TNode(const TNode<TKey, TData>& node);

~TNode();

bool operator==(const TNode<TKey, TData>& node) const;

const TNode<TKey, TData>& operator=(const TNode<TKey, TData>& node);

friend ostream& operator<<(ostream& out, const TNode<TKey, TData>& node)

{

out << " {" << node.key << ", " << node.data << "} ";

return out;

}

};

template<typename TKey, typename TData>

TNode<TKey, TData>::TNode()

{

key = 0;

pNext = nullptr;

}

template<typename TKey, typename TData>

TNode<TKey, TData>::TNode(TKey key, TData data)

{

this->key = key;

this->data = data;

pNext = nullptr;

}

template<typename TKey, typename TData>

TNode<TKey, TData>::TNode(const TNode<TKey, TData>& node)

{

pNext = nullptr;

key = node.key;

data = node.data;

}

template<typename TKey, typename TData>

TNode<TKey, TData>::~TNode()

{

pNext = nullptr;

}

template<typename TKey, typename TData>

bool TNode<TKey, TData>::operator==(const TNode<TKey, TData>& node) const

{

return ((key = node.key) && (data = node.data));

}

template<typename TKey, typename TData>

const TNode<TKey, TData>& TNode<TKey, TData>::operator=

(const TNode<TKey, TData>& node)

{

if (\*this == node)

return \*this;

key = node.key;

data = node.data;

return \*this;

}

## Приложение 2. Структура Monom

#pragma once

#include "Exception.h"

#include "TNode.h"

#include <iostream>

#include <string>

using namespace std;

#define MAX\_KEY 999

#define MAX\_DEGREE 9

#define Monom TNode<unsigned int, double>

template<>

struct Monom

{

unsigned int key;

double data;

Monom\* pNext;

TNode();

TNode(int key, double data);

TNode(double data); // Нужен для умножения монома на константу

TNode(const Monom& monom);

TNode(const string& monom);

~TNode();

bool operator==(const Monom& monom) const;

const Monom& operator=(const Monom& monom);

Monom operator-() const; // унарный минус

Monom operator+(const Monom& monom);

Monom operator-(const Monom& monom);

Monom operator\*(const Monom& monom);

friend ostream& operator<<(ostream& out, const Monom& monom);

};

Monom::TNode()

{

key = 0;

data = 0.0;

pNext = nullptr;

}

Monom::TNode(int key, double data)

{

if (key > MAX\_KEY)

throw Exception(" Error, key more than 999\n");

this->key = key;

this->data = data;

pNext = nullptr;

}

Monom::TNode(double data)

{

key = 0;

this->data = data;

pNext = nullptr;

}

Monom::TNode(const Monom& monom)

{

key = monom.key;

data = monom.data;

pNext = nullptr;

}

Monom::~TNode()

{

pNext = nullptr;

}

bool Monom::operator==(const Monom& monom) const

{

return ((this->key == monom.key) && (this->data == monom.data));

}

const Monom& Monom::operator=(const Monom& monom)

{

if (\*this == monom)

return \*this;

key = monom.key;

data = monom.data;

return \*this;

}

Monom Monom::operator-() const

{

return Monom(key, -data);

}

Monom Monom::operator+(const Monom& monom)

{

if (key != monom.key)

throw Exception(" Error of addition, degrees are different\n");

return Monom(key, data + monom.data);

}

Monom Monom::operator-(const Monom& monom)

{

if (key != monom.key)

throw Exception(" Error of subtraction, degrees are different\n");

return Monom(key, data - monom.data);

}

Monom Monom::operator\*(const Monom& monom)

{

if ((key / 100 + monom.key / 100 > MAX\_DEGREE)

|| ((key % 100) / 10 + (monom.key % 100) / 10 > MAX\_DEGREE)

|| (key % 10 + monom.key % 10 > MAX\_DEGREE))

throw Exception

(" Error of multiplication, monom doesn't exist, degree > MAX\_DEGREE\n");

return Monom(key + monom.key, data \* monom.data);

}

Monom::TNode(const string& monom)

{

unsigned int \_key;

double \_data;

string new\_monom;

for (int i = 0; i < monom.length(); i++) // отбрасываем лишние символы

{

if ((monom[i] != ' ') && (monom[i] != '\*'))

new\_monom.push\_back(monom[i]);

}

int x\_degree = 0;

int y\_degree = 0;

int z\_degree = 0;

string coef;

char sign = '+'; // '+' ~ 43, '-' ~ 45

// Определяем знак

int j = 0;

if (new\_monom[j] == '+' || new\_monom[j] == '-')

if (('0' <= new\_monom[j + 1] && new\_monom[j + 1] <= '9')

|| (new\_monom[j + 1] == 'x') || (new\_monom[j + 1] == 'y')

|| (new\_monom[j + 1] == 'z'))

{

sign = new\_monom[j];

j++;

}

else

throw Exception(" Error, incorrect enter after '+' or '-'!\n");

// выделяем коэфициент и сохраняем его в отдельной строке

if ((new\_monom[j] == 'x') || (new\_monom[j] == 'y') || (new\_monom[j] == 'z'))

coef.push\_back('1'); // в таком случае коэфициент у монома равен 1

else

while ((new\_monom[j] != 'x') && (new\_monom[j] != 'y')

&& (new\_monom[j] != 'z') && (j < new\_monom.length()))

coef.push\_back(new\_monom[j++]);

// а теперь сохраняем в переменной коэфициент из строки

// в случае, если не найдём символ из приведённых,

// значение должно равняться npos (-1) (см. ниже)

if ((!coef.empty()) && (coef.find\_first\_not\_of("0123456789.") == coef.npos))

\_data = stod(coef) \* (44 - (int)sign); // stod извлекает из строки число

else

throw Exception

(" Error, monom doesn't exist, incorrect enter or incorrect coefficient\n");

// далее работаем со степенями у переменных x,y,z

for (int i = j; i < new\_monom.length(); i++)

{

switch (new\_monom[i])

{

case 'x':

{

if (new\_monom[i + 1] == '^')

if ('0' <= new\_monom[i + 2] && new\_monom[i + 2] <= '9')

if (x\_degree + new\_monom[i + 2] - '0' > MAX\_DEGREE)

throw Exception

(" Error, monom doesn't exist, degree > MAX\_DEGREE!\n");

else

{

x\_degree += new\_monom[i + 2] - '0';

i += 2;

}

else

throw Exception(" Error, after ^ must be digit (0 - 9)\n");

else if ((new\_monom[i + 1] == 'y') || (new\_monom[i + 1] == 'z')

|| (i + 1 >= new\_monom.length()))

if (x\_degree + 1 > MAX\_DEGREE)

throw Exception

(" Error, monom doesn't exist, degree > MAX\_DEGREE\n");

else

x\_degree++;

else

throw Exception(" Error, monom doesn't exist\n");

break;

}

case 'y':

{

if (new\_monom[i + 1] == '^')

if ('0' <= new\_monom[i + 2] && new\_monom[i + 2] <= '9')

if (y\_degree + new\_monom[i + 2] - '0' > MAX\_DEGREE)

throw Exception

(" Error, monom doesn't exist, degree > MAX\_DEGREE!!\n");

else

{

y\_degree += new\_monom[i + 2] - '0';

i += 2;

}

else

throw Exception(" Error, after ^ must be digit (0 - 9)\n");

else if ((new\_monom[i + 1] == 'x') || (new\_monom[i + 1] == 'z')

|| (i + 1 >= new\_monom.length()))

if (y\_degree + 1 > MAX\_DEGREE)

throw Exception

(" Error, monom doesn't exist, degree > MAX\_DEGREE\n");

else

y\_degree++;

else

throw Exception(" Error, monom doesn't exist\n");

break;

}

case 'z':

{

if (new\_monom[i + 1] == '^')

if ('0' <= new\_monom[i + 2] && new\_monom[i + 2] <= '9')

if (z\_degree + new\_monom[i + 2] - '0' > MAX\_DEGREE)

throw Exception

(" Error, monom doesn't exist, degree > MAX\_DEGREE!!!\n");

else

{

z\_degree += new\_monom[i + 2] - '0';

i += 2;

}

else

throw Exception(" Error, after ^ must be digit (0 - 9)\n");

else if ((new\_monom[i + 1] == 'x') || (new\_monom[i + 1] == 'y')

|| (i + 1 >= new\_monom.length()))

if (z\_degree + 1 > MAX\_DEGREE)

throw Exception

(" Error, monom doesn't exist, degree > MAX\_DEGREE\n");

else

z\_degree++;

else

throw Exception(" Error, monom doesn't exist\n");

break;

}

default:

throw Exception(" Error, monom doesn't exist, incorrect enter!\n");

break;

}

}

\_key = x\_degree \* 100 + y\_degree \* 10 + z\_degree;

key = \_key;

data = \_data;

}

ostream& operator<<(ostream& out, const Monom& monom)

{

if (monom.data == 0.0)

{

out << " 0 (your monom is empty)";

return out;

}

if (monom.data < 0.0)

out << " -";

if (monom.data > 0.0)

out << " +";

if ((abs(monom.data) != 1.0) || (monom.key == 0))

out << " " << abs(monom.data);

if (monom.key / 100 == 1)

{

if (abs(monom.data) == 1)

out << " x";

else

out << " \* x";

}

else if (monom.key / 100 != 0)

{

if (abs(monom.data) == 1)

out << " x^" << monom.key / 100;

else

out << " \* x^" << monom.key / 100;

}

if ((monom.key % 100) / 10 == 1)

{

if ((monom.key / 100 == 0) && (abs(monom.data) == 1))

out << " y";

else

out << " \* y";

}

else if ((monom.key % 100) / 10 != 0)

{

if ((monom.key / 100 == 0) && (abs(monom.data) == 1))

out << " y^" << (monom.key % 100) / 10;

else

out << " \* y^" << (monom.key % 100) / 10;

}

if (monom.key % 10 == 1)

{

if ((monom.key / 100 == 0) && ((monom.key % 100) / 10 == 0)

&& (abs(monom.data) == 1))

out << " z";

else

out << " \* z";

}

else if (monom.key % 10 != 0)

{

if ((monom.key / 100 == 0) && ((monom.key % 100) / 10 == 0)

&& (abs(monom.data) == 1))

out << " z^" << monom.key % 10;

else

out << " \* z^" << monom.key % 10;

}

return out;

}

## Приложение 3. Класс TList

#pragma once

#include "Exception.h"

#include "Monom.h"

using namespace std;

template<typename TKey, typename TData>

class TList

{

private:

TNode<TKey, TData>\* pFirst;

TNode<TKey, TData>\* pPrevious;

TNode<TKey, TData>\* pCurrent;

TNode<TKey, TData>\* pNext;

public:

TList();

TList(const TList<TKey, TData>& list);

TList(TNode<TKey, TData>\* node);

~TList();

TNode<TKey, TData>\* Search(TKey key);

TNode<TKey, TData>\* Search(TNode<TKey, TData>\* node);

void InsertBegin(TKey new\_key, TData data);

void InsertEnd(TKey new\_key, TData data);

void InsertAfter(TKey key, TKey new\_key, TData data);

void InsertBefore(TKey key, TKey new\_key, TData data);

void InsertBegin(TNode<TKey, TData>\* node);

void InsertEnd(TNode<TKey, TData>\* node);

void InsertAfter(TKey key, TNode<TKey, TData>\* node);

void InsertBefore(TKey key, TNode<TKey, TData>\* node);

void Remove(TKey key);

void Remove(TNode<TKey, TData>\* node);

// Служебные операции

bool IsEmpty() const;

bool IsEnded() const;

// Навигация

void Reset();

void Next();

TNode<TKey, TData>\* GetFirst() const;

TNode<TKey, TData>\* GetCurrent() const;

friend ostream& operator<<(ostream& out, const TList<TKey, TData>& list)

{

TNode<TKey, TData>\* tmp = list.GetFirst();

int cnt = 1;

while (tmp != nullptr)

{

out << \*(tmp);

if (tmp->pNext != nullptr)

{

out << "-->";

if (cnt != 5)

cnt++;

else

{

cnt = 0;

out << endl;

}

}

tmp = tmp->pNext;

}

return out;

}

};

template<typename TKey, typename TData>

TList<TKey, TData>::TList()

{

pFirst = nullptr;

pPrevious = nullptr;

pCurrent = nullptr;

pNext = nullptr;

}

template<typename TKey, typename TData>

TList<TKey, TData>::TList(const TList<TKey, TData>& list)

{

if (list.IsEmpty())

{

pPrevious = nullptr;

pCurrent = nullptr;

pNext = nullptr;

pFirst = nullptr;

return;

}

pFirst = new TNode<TKey, TData>(\*(list.pFirst));

TNode<TKey, TData>\* node = pFirst;

TNode<TKey, TData>\* tmp = list.pFirst;

while (tmp->pNext != nullptr)

{

node->pNext = new TNode<TKey, TData>(\*(tmp->pNext));

node = node->pNext;

tmp = tmp->pNext;

}

pPrevious = nullptr;

pCurrent = pFirst;

if (pFirst->pNext != nullptr)

pNext = pFirst->pNext;

else

pNext = nullptr;

}

template<typename TKey, typename TData>

TList<TKey, TData>::TList(TNode<TKey, TData>\* node)

{

pFirst = new TNode<TKey, TData>(\*node);

pCurrent = pFirst;

pPrevious = nullptr;

pNext = nullptr;

}

template<typename TKey, typename TData>

TList<TKey, TData>::~TList()

{

TNode<TKey, TData>\* del\_node = pFirst;

TNode<TKey, TData>\* next;

while (del\_node != nullptr) // пока не дошли до конца,

{ // удаляем последовательно узлы

next = del\_node->pNext;

delete del\_node;

del\_node = next;

}

}

template<typename TKey, typename TData>

bool TList<TKey, TData>::IsEmpty() const

{

return (pFirst == nullptr);

}

template<typename TKey, typename TData>

bool TList<TKey, TData>::IsEnded() const

{

return (pCurrent == nullptr);

}

template<typename TKey, typename TData>

void TList<TKey, TData>::Reset()

{

pCurrent = pFirst;

pPrevious = nullptr;

if (pFirst != nullptr)

pNext = pFirst->pNext;

}

template<typename TKey, typename TData>

void TList<TKey, TData>::Next()

{

if (IsEnded())

throw Exception

(" Error, Next() is impossible to perform, list ended\n");

pPrevious = pCurrent;

pCurrent = pNext;

if (pNext != nullptr)

pNext = pNext->pNext;

}

template<typename TKey, typename TData>

TNode<TKey, TData>\* TList<TKey, TData>::Search(TKey key)

{

if (pFirst == nullptr)

throw Exception(" Error, List is empty\n");

if (pFirst->key == key)

return pFirst;

TNode<TKey, TData>\* tmp = pFirst;

while ((tmp->pNext != nullptr) && (tmp->pNext->key != key))

tmp = tmp->pNext;

if (tmp->pNext == nullptr)

throw Exception(" Error, key isn't found\n");

return tmp->pNext;

}

template<typename TKey, typename TData>

TNode<TKey, TData>\* TList<TKey, TData>::Search(TNode<TKey, TData>\* node)

{

if (pFirst == nullptr)

throw Exception(" Error, List is empty\n");

if (pFirst == node)

return pFirst;

TNode<TKey, TData>\* tmp = pFirst;

while ((tmp->pNext != nullptr) && (tmp->pNext != node))

tmp = tmp->pNext;

if (tmp->pNext == nullptr)

throw Exception(" Error, node isn't found\n");

return tmp->pNext;

}

template<typename TKey, typename TData>

void TList<TKey, TData>::InsertBegin(TKey new\_key, TData data)

{

if (pFirst == nullptr)

{

pFirst = new TNode<TKey, TData>(new\_key, data);

pCurrent = pFirst;

return;

}

TNode<TKey, TData>\* new\_node = new TNode<TKey, TData>(new\_key, data);

new\_node->pNext = pFirst;

if (pCurrent == pFirst)

pPrevious = new\_node;

pFirst = new\_node;

}

template<typename TKey, typename TData>

void TList<TKey, TData>::InsertEnd(TKey new\_key, TData data)

{

if (pFirst == nullptr)

{

InsertBegin(new\_key, data);

return;

}

TNode<TKey, TData>\* new\_node = new TNode<TKey, TData>(new\_key, data);

TNode<TKey, TData>\* tmp = pFirst;

while (tmp->pNext != nullptr)

tmp = tmp->pNext;

tmp->pNext = new\_node;

if (pCurrent == tmp)

pNext = new\_node;

}

template<typename TKey, typename TData>

void TList<TKey, TData>::InsertAfter(TKey key, TKey new\_key, TData data)

{

if (pFirst == nullptr)

throw Exception(" Error, List is empty\n");

TNode<TKey, TData>\* tmp = pFirst;

while ((tmp != nullptr) && (tmp->key != key))

tmp = tmp->pNext;

if (tmp == nullptr)

throw Exception(" Error, key isn't found\n");

TNode<TKey, TData>\* new\_node = new TNode<TKey, TData>(new\_key, data);

new\_node->pNext = tmp->pNext;

tmp->pNext = new\_node;

if (pCurrent == tmp)

pNext = new\_node;

if (pCurrent == new\_node->pNext)

pPrevious = new\_node;

}

template<typename TKey, typename TData>

void TList<TKey, TData>::InsertBefore(TKey key, TKey new\_key, TData data)

{

if (pFirst == nullptr)

throw Exception(" Error, List is empty\n");

if (pFirst->key == key)

{

InsertBegin(new\_key, data);

return;

}

TNode<TKey, TData>\* tmp = pFirst;

while ((tmp->pNext != nullptr) && (tmp->pNext->key != key))

tmp = tmp->pNext;

if (tmp->pNext == nullptr)

throw Exception(" Error, key isn't found\n");

TNode<TKey, TData>\* new\_node = new TNode<TKey, TData>(new\_key, data);

new\_node->pNext = tmp->pNext;

tmp->pNext = new\_node;

if (pCurrent == tmp)

pNext = new\_node;

if (pCurrent == new\_node->pNext)

pPrevious = new\_node;

}

template<typename TKey, typename TData>

void TList<TKey, TData>::InsertBegin(TNode<TKey, TData>\* node)

{

InsertBegin(node->key, node->data);

}

template<typename TKey, typename TData>

void TList<TKey, TData>::InsertEnd(TNode<TKey, TData>\* node)

{

InsertEnd(node->key, node->data);

}

template<typename TKey, typename TData>

void TList<TKey, TData>::InsertAfter(TKey key, TNode<TKey, TData>\* node)

{

InsertAfter(key, node->key, node->data);

}

template<typename TKey, typename TData>

void TList<TKey, TData>::InsertBefore(TKey key, TNode<TKey, TData>\* node)

{

InsertBefore(key, node->key, node->data);

}

template<typename TKey, typename TData>

void TList<TKey, TData>::Remove(TKey key)

{

if (pFirst == nullptr)

throw Exception(" Error remove, List is empty\n");

if (pFirst->key == key)

{

bool CurrentWasFirst = (pCurrent == pFirst);

bool PreviousWasFirst = (pPrevious == pFirst);

TNode<TKey, TData>\* tmp = pFirst;

pFirst = pFirst->pNext;

delete tmp;

if (CurrentWasFirst)

{

pCurrent = pFirst;

if (pCurrent != nullptr)

pNext = pFirst->pNext;

}

if (PreviousWasFirst)

pPrevious = nullptr;

return;

}

TNode<TKey, TData>\* tmp = pFirst;

while ((tmp->pNext != nullptr) && (tmp->pNext->key != key))

tmp = tmp->pNext;

if (tmp->pNext == nullptr)

throw Exception(" Error, key isn't found\n");

TNode<TKey, TData>\* node = tmp->pNext;

bool PreviousWasNode = (pPrevious == node);

bool CurrentWasNode = (pCurrent == node);

bool NextWasNode = (pNext == node);

tmp->pNext = tmp->pNext->pNext;

delete node;

if (PreviousWasNode)

pPrevious = tmp;

if (NextWasNode)

pNext = tmp->pNext;

if (CurrentWasNode)

{

pCurrent = tmp->pNext;

if (pCurrent != nullptr)

pNext = tmp->pNext->pNext;

}

}

template<typename TKey, typename TData>

void TList<TKey, TData>::Remove(TNode<TKey, TData>\* node)

{

if (pFirst == nullptr)

throw Exception(" Error remove, List is empty\n");

if (pFirst == node)

{

bool CurrentWasFirst = (pCurrent == pFirst);

bool PreviousWasFirst = (pPrevious == pFirst);

TNode<TKey, TData>\* tmp = pFirst;

pFirst = pFirst->pNext;

delete tmp;

if (CurrentWasFirst)

{

pCurrent = pFirst;

if (pCurrent != nullptr)

pNext = pFirst->pNext;

}

if (PreviousWasFirst)

pPrevious = nullptr;

return;

}

TNode<TKey, TData>\* tmp = pFirst;

while ((tmp->pNext != nullptr) && (tmp->pNext != node))

tmp = tmp->pNext;

if (tmp->pNext == nullptr)

throw Exception(" Error, address of node isn't found\n");

bool PreviousWasNode = (pPrevious == node);

bool CurrentWasNode = (pCurrent == node);

bool NextWasNode = (pNext == node);

tmp->pNext = tmp->pNext->pNext;

delete node;

if (PreviousWasNode)

pPrevious = tmp;

if (NextWasNode)

pNext = tmp->pNext;

if (CurrentWasNode)

{

pCurrent = tmp->pNext;

if (pCurrent != nullptr)

pNext = tmp->pNext->pNext;

}

}

template<typename TKey, typename TData>

TNode<TKey, TData>\* TList<TKey, TData>::GetFirst() const

{

if (pFirst == nullptr)

throw Exception(" Error get, pFirst = nullptr\n");

return pFirst;

}

template<typename TKey, typename TData>

TNode<TKey, TData>\* TList<TKey, TData>::GetCurrent() const

{

if (pCurrent == nullptr)

throw Exception(" Error get, pCurrent = nullptr\n");

return pCurrent;

}

## Приложение 4. Класс Polynom

#pragma once

#include "TList.h"

#include <iostream>

#include <string>

#include <stack>

using namespace std;

class Polynom

{

private:

TList<unsigned int, double>\* monoms;

int Priority(string sign\_); // для конструктора полином от строки

bool SignComparison(string sign, const stack<string> &tmp);

public:

Polynom();

Polynom(const Monom& monom);

Polynom(const TList<unsigned int, double>& list);

Polynom(const Polynom& polynom);

~Polynom();

Polynom(const string& exspression);

Polynom& operator=(const Polynom& polynom);

bool operator==(const Polynom& polynom) const;

Polynom operator+(const Polynom& polynom) const;

Polynom operator+(const Monom& monom) const;

Polynom operator-() const;

Polynom operator-(const Polynom& polynom) const;

Polynom operator-(const Monom& monom) const;

Polynom operator\*(const Polynom& polynom) const;

Polynom operator\*(const Monom& monom) const;

friend ostream& operator<<(ostream& out, const Polynom& polynom);

friend istream& operator>>(istream& in, Polynom& polynom);

};

Polynom::Polynom()

{

monoms = new TList<unsigned int, double>();

}

Polynom::Polynom(const Monom& monom)

{

monoms = new TList<unsigned int, double>();

monoms->InsertBegin(monom.key, monom.data);

}

Polynom::Polynom(const TList<unsigned int, double>& list)

{

TList<unsigned int, double>\* tmp = new TList<unsigned int, double>(list);

tmp->Reset();

unsigned int min\_key, current\_key;

TNode<unsigned int, double>\* min\_node;

TNode<unsigned int, double>\* current\_node;

int cnt = 0;

//Сортировка

tmp->Reset();

while (!tmp->IsEnded())

{

min\_key = tmp->GetCurrent()->key;

current\_key = tmp->GetCurrent()->key;

min\_node = tmp->GetCurrent();

current\_node = tmp->GetCurrent();

tmp->Next();

if (tmp->IsEnded())

break;

while (!tmp->IsEnded())

{

if (min\_key > tmp->GetCurrent()->key)

{

min\_key = tmp->GetCurrent()->key;

min\_node = tmp->GetCurrent();

}

tmp->Next();

}

if (min\_key != current\_key)

{

Monom monom(\*(tmp->Search(min\_node)));

\*(tmp->Search(min\_node)) = \*(tmp->Search(current\_node));

\*(tmp->Search(current\_node)) = monom;

}

cnt++;

tmp->Reset();

for (int i = 0; i < cnt; i++)

tmp->Next();

}

//Приводятся подобные

tmp->Reset();

while (!tmp->IsEnded())

{

TNode<unsigned int, double>\* node = tmp->GetCurrent();

tmp->Next();

if (tmp->IsEnded())

break;

while ((!tmp->IsEnded()) && (node->key == tmp->GetCurrent()->key))

{

node->data = node->data + tmp->GetCurrent()->data;

tmp->Remove(tmp->GetCurrent());

}

}

monoms = new TList<unsigned int, double>(\*tmp);

delete tmp;

}

Polynom::Polynom(const Polynom& polynom)

{

monoms = new TList<unsigned int, double>(\*polynom.monoms);

}

Polynom::~Polynom()

{

delete monoms;

}

bool Polynom::operator==(const Polynom& polynom) const

{

Polynom polynom1(\*this);

Polynom polynom2(polynom);

polynom1.monoms->Reset();

polynom2.monoms->Reset();

while ((!polynom1.monoms->IsEnded() && !polynom2.monoms->IsEnded()) &&

((\*polynom1.monoms->GetCurrent()) == (\*polynom2.monoms->GetCurrent())))

{

polynom1.monoms->Next();

polynom2.monoms->Next();

}

if (polynom1.monoms->IsEnded() && polynom2.monoms->IsEnded())

return true;

return false;

}

Polynom& Polynom::operator=(const Polynom& polynom)

{

if (\*this == polynom)

{

return \*this;

}

delete monoms;

monoms = new TList<unsigned int, double>(\*polynom.monoms);

return \*this;

}

// Данный оператор позволяет создавать полиномы отсортированными

// по возрастанию, а также не имеющих подобных

Polynom Polynom::operator+(const Monom& monom) const

{

if (this->monoms->IsEmpty())

{

TList<unsigned int, double> tmp;

tmp.InsertBegin(monom.key, monom.data);

return Polynom(tmp);

}

Polynom result(\*this);

result.monoms->Reset();

while ((!result.monoms->IsEnded()) &&

(result.monoms->GetCurrent()->key < monom.key))

result.monoms->Next();

if (result.monoms->IsEnded()) // дошли до конца, и все мономы меньше нового

result.monoms->InsertEnd(monom.key, monom.data);

else if (result.monoms->GetCurrent()->key == monom.key)

{ // прибавляем как подобный

if ((result.monoms->GetCurrent()->data + monom.data) != 0.0)

result.monoms->GetCurrent()->data =

result.monoms->GetCurrent()->data + monom.data;

else

result.monoms->Remove(result.monoms->GetCurrent()->key);

}

else if (result.monoms->GetCurrent()->key > monom.key)

result.monoms->InsertBefore(result.monoms->GetCurrent()->key,

monom.key, monom.data);

result.monoms->Reset();

return result;

}

Polynom Polynom::operator+(const Polynom& polynom) const

{

Polynom polynom1(\*this);

Polynom polynom2(polynom);

polynom1.monoms->Reset();

polynom2.monoms->Reset();

while (!polynom2.monoms->IsEnded())

{

polynom1 = polynom1 + (\*polynom2.monoms->GetCurrent());

polynom2.monoms->Next();

}

return polynom1;

}

Polynom Polynom::operator-() const

{

Polynom tmp(\*this);

tmp.monoms->Reset();

while (!tmp.monoms->IsEnded())

{

\*tmp.monoms->GetCurrent() = -(\*tmp.monoms->GetCurrent());

tmp.monoms->Next();

}

return tmp;

}

Polynom Polynom::operator-(const Monom& monom) const

{

Monom tmp(monom); // создаём копию монома, так как менять

return (\*this + (-tmp)); // передаваемый не можем из-за const

}

Polynom Polynom::operator-(const Polynom& polynom) const

{

Polynom tmp(polynom);

return (\*this + (-tmp));

}

Polynom Polynom::operator\*(const Monom& monom) const

{

Polynom result;

if (monom.data == 0.0)

return result;

Polynom polynom(\*this);

polynom.monoms->Reset();

while (!polynom.monoms->IsEnded())

{

Monom tmp = Monom(\*polynom.monoms->GetCurrent());

tmp = tmp \* monom;

if (tmp.data != 0.0)

result = result + tmp;

polynom.monoms->Next();

}

return result;

}

Polynom Polynom::operator\*(const Polynom& polynom) const

{

Polynom result;

Polynom polynom1(\*this);

Polynom polynom2(polynom);

polynom2.monoms->Reset();

while (!polynom2.monoms->IsEnded())

{

Monom tmp = Monom(\*polynom2.monoms->GetCurrent());

result = result + polynom1 \* tmp;

polynom2.monoms->Next();

} // подобные при умножении (которые например пол-cя при сумм-нии

// рез-тов от умн-ий одного пол-ма на разные мономы) прив-ся в сумме пол-ов

return result;

}

ostream& operator<<(ostream& out, const Polynom& polynom)

{

if (polynom.monoms->IsEmpty())

{

out << " 0 (your polynom is empty)";

return out;

}

Polynom tmp(polynom);

tmp.monoms->Reset();

while (!tmp.monoms->IsEnded())

{

out << \*(tmp.monoms->GetCurrent());

tmp.monoms->Next();

}

return out;

}

istream& operator>>(istream& in, Polynom& polynom)

{

string str;

cout << " Enter expression with polynomials in string:\n ";

getline(cin, str);

polynom = Polynom(str);

return in;

}

int Polynom::Priority(string sign\_)

{

if (sign\_.empty())

throw Exception(" Error, string is empty\n");

char sign = sign\_[0]; // с таким присваиванием работает, но нужно

switch (sign) // знать наверняка, что по 0 индексу лежит операция,

{ // возможны ошибки

case '+':

return 1;

case '-':

return 1;

case '\*':

return 2;

default:

return 0;

}

}

bool Polynom::SignComparison(string sign, const stack<string> &tmp)

{

if (Priority(sign) <= Priority(tmp.top()))

return true;

return false;

}

Polynom::Polynom(const string& exspression\_)

{

stack<string> stack1;

stack<string> stack2;

if (exspression\_[0] == '\0')

throw Exception(" Error, string is empty\n");

string exspression;

for (int i = 0; i < exspression\_.length(); i++) // избавляемся от пробелов

{

if (exspression\_[i] != ' ')

exspression = exspression + exspression\_[i];

}

for (int i = 0; i < exspression.length(); i++)

{

if (!(('0' <= exspression[i] && exspression[i] <= '9') ||

exspression[i] == '(' || exspression[i] == ')' ||

exspression[i] == '+' || exspression[i] == '-' ||

exspression[i] == '\*' || exspression[i] == '^' ||

exspression[i] == 'x' || exspression[i] == 'y' ||

exspression[i] == 'z'))

throw Exception(" Error, incorrecting symbol or low register!\n");

}

int cnt1 = 0;

int cnt2 = 0;

for (int i = 0; i < exspression.length(); i++)

{

if (exspression[i] == '(')

cnt1++;

if (exspression[i] == ')')

cnt2++;

if (cnt2 > cnt1)

throw Exception(" Error, ) meets before (");

}

if (cnt1 != cnt2)

throw Exception(" Error, number ( and ) isn't equal");

if (exspression[0] == '\*' || exspression[0] == '^')

throw Exception(" Error, You began with \* or ^\n");

for (int i = 0; i < exspression.length() - 1; i++)

{

if ((exspression[i] == '+' || exspression[i] == '-' ||

exspression[i] == '\*') && (exspression[i + 1] == '+' ||

exspression[i + 1] == '-' || exspression[i + 1] == '\*'))

throw Exception(" Error, 2 or more operations go together\n");

}

int check = 1;

for (int i = 0; i < exspression.length(); i++)

{

int start = i;

if (('0' <= exspression[i] && exspression[i] <= '9') ||

exspression[i] == 'x' || exspression[i] == 'y' ||

exspression[i] == 'z')

{

if (check == 1)

check = 0;

int end;

string for\_monom;

i++;

while ((i < exspression.length()) && (exspression[i] != '+') &&

(exspression[i] != '-') && (exspression[i] != '\*') &&

(exspression[i] != ')'))

i++;

end = i - 1; // должны сохранить позицию посл-го эл-та на 1 меньше

for\_monom = exspression.substr(start, end - start + 1);

if (check == 2) // знак у первого монома '-'

{

for\_monom.insert(0, "-");

check = 0;

}

stack1.push(for\_monom);

i--;

continue;

}

if (exspression[i] == '(')

{

string str;

str = str + exspression[i];

stack2.push(str);

continue;

}

if (exspression[i] == ')')

{

int flag = 0;

while (!stack2.empty())

{

if (stack2.top() != "(")

{

stack1.push(stack2.top());

stack2.pop();

continue;

}

stack2.pop();

flag = 1;

break;

}

if ((stack2.empty()) && (flag != 1))

throw Exception(" Wasn't found '('\n");

continue;

}

if (exspression[i] == '+' || exspression[i] == '-' ||

exspression[i] == '\*')

{

if (check == 1) // если знак перед первым мономом

{

if (exspression[i] == '\*')

throw Exception(" Error, operation '\*' before 1 monom\n");

if (exspression[i] == '-')

check = 2;

continue;

}

if (stack2.empty())

{

string str;

str = str + exspression[i];

stack2.push(str);

}

else

{

string str;

str = str + exspression[i];

if (SignComparison(str, stack2)) // true if <=

{

while (!stack2.empty())

{

if (Priority(str) == Priority(stack2.top()))

{

stack1.push(stack2.top());

stack2.pop();

break;

}

if (stack2.top() == "(")

{

break;

}

stack1.push(stack2.top());

stack2.pop();

}

stack2.push(str);

}

else

stack2.push(str);

continue;

}

}

else

throw Exception(" Error, incorrect enter, try again\n");

}

while (!stack2.empty())

{

stack1.push(stack2.top());

stack2.pop();

}

stack<string> stack3;

while (!stack1.empty()) // делаю swap

{

stack3.push(stack1.top());

stack1.pop();

}

stack<Polynom> result;

while (!stack3.empty())

{

if (stack3.top().find\_first\_of("xyz^0123456789.") != stack3.top().npos)

{ // выполнится, если это моном

Monom mon = Monom(stack3.top());

Polynom pol(mon);

result.push(pol);

if (!stack3.empty())

stack3.pop();

else

throw Exception

(" Error, stack is empty, you cannot do pop()\n");

}

else if (stack3.top().find\_first\_of("+-\*") != stack3.top().npos)

{

Polynom p1 = result.top();

if (!result.empty())

result.pop();

else

throw Exception

(" Error, stack is empty, you cannot do pop() !\n");

Polynom p2 = result.top();

if (!result.empty())

result.pop();

else

throw Exception

(" Error, stack is empty, you cannot do pop() !!\n");

char sign = stack3.top()[0]; // с таким присваиванием работает,

stack3.pop(); // но нужно знать наверняка, что по 0 индексу

switch (sign) // лежит операция, возможны ошибки!

{

case '+':

{

result.push(p2 + p1);

break;

}

case '-':

{

result.push(p2 - p1);

break;

}

case '\*':

{

result.push(p2 \* p1);

break;

}

default:

throw Exception(" Error, it can't be\n");

}

}

else

throw Exception(" Error, there are incorrect symbols in string\n");

}

monoms = new TList<unsigned int, double>(\*result.top().monoms);

}

// в данном конструкторе работает только сложение и вычитание мономов в строке

//Polynom::Polynom(const string& exspression)

//{

// string line = exspression;

// Polynom result;

// while (line.length())

// {

// int start, end;

// string for\_monom;

// for (int i = 0; i < line.length(); i++)

// {

// if (line[i] == ' ') // пропускаем пробелы

// continue;

// if ((line[i] == '+') || (line[i] == '-') ||

// ('0' <= line[i] && line[i] <= '9') || (line[i] == 'x') ||

// (line[i] == 'y') || (line[i] == 'z'))

// {

// start = i;

// i++;

// while ((i < line.length()) && (line[i] != '+') &&

// (line[i] != '-'))

// i++;

// end = i - 1; // должны сохр-ть поз-ю посл-го эл-та на 1 меньше

// break;

// }

// else

// throw Exception(" Error, incorrect enter or symbol\n");

// }

// for\_monom = line.substr(start, end - start + 1);

// result = result + Monom(for\_monom);

// if ((end + 1) == line.length())

// {

// break;

// }

// line = line.substr(end + 1, line.length() - end - 1);

// }

// monoms = new TList<unsigned int, double>(\*result.monoms);

//}

## Приложение 5. Класс Exception

#pragma once

#include <exception>

#include <iostream>

#include <string>

using namespace std;

class Exception : public exception

{

private:

const string message;

public:

Exception(string ex) : message(ex) {};

char const\* what() const

{

return message.c\_str();

}

};