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1. Мета роботи

Ознайомитися з методами стеганографічного захисту інформації.

1. Завдання на лабораторну роботу

Реалізувати метод LSB. В якості контейнера застосувати файл формата .bmp. В якості повідомлення викорістати своє «Прізвище Ім’я Побатькові».

1. Результати виконання роботи

Протягом виконання цієї лабораторної роботи було розроблено консольну програму на С#, яка надає можливість записувати і зчитувати інформацію у файли формата .bmp використовуючи LSB-метод (Least Significant Bits) приховування інформації.

Реалізовані методи запису та зчитування інформації було виділено в окремий файл LSBMethod.cs з класом LSBMethod.

* 1. Опис файлу LSBMethod.cs

Файл LSBMethod.cs складається з одного класу – LSBMethod. Клас LSBMethod – це клас, який реалізує зазначені методи запису та зчитування інформації.

Методи класу LSBMethod наведено у таблиці 3.1.

Таблиця 3.1 – Методи класу LSBMethod

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| № | Назва методу | Призначення | Тип даних | Модифікатор доступу |
| 1 | WriteMessageToBMP | Метод, що записує інформацію | bool | public |
| 2 | ReadMessageFromBMP | Метод, що зчитує інформацію | string | public |

* 1. Лістинг файлу LSBMethod.cs

using System;

using System.Collections;

using System.Collections.Generic;

using System.IO;

namespace Lab3

{

class LSBMethod

{

static public bool WriteMessageToBMP(string pathToInput, string pathToOutput, string message, int bitsToReplace)

{

if (pathToInput == "" || pathToInput == null) return false;

if (pathToOutput == "" || pathToOutput == null) return false;

if (message == "" || message == null) return false;

if (bitsToReplace < 1 || bitsToReplace > 8) return false;

try

{

int imageWidth = 0, imageHeight = 0;

int imageOffset = 0, WidthOffset = 0;

using (BinaryReader reader = new BinaryReader(File.Open(pathToInput, FileMode.Open)))

{

reader.BaseStream.Seek(0x00, SeekOrigin.Begin);

string Signature = new string(reader.ReadChars(2));

if (Signature != "BM")

return false;

reader.BaseStream.Seek(0x0A, SeekOrigin.Begin);

imageOffset = reader.ReadInt32();

reader.BaseStream.Seek(0x12, SeekOrigin.Begin);

imageWidth = reader.ReadInt32();

reader.BaseStream.Seek(0x16, SeekOrigin.Begin);

imageHeight = reader.ReadInt32();

reader.BaseStream.Seek(0x1C, SeekOrigin.Begin);

int bitPerPixel = reader.ReadInt32();

if (bitPerPixel != 24)

return false;

if (bitsToReplace \* 3 \* imageWidth \* imageHeight < message.Length \* 8 + sizeof(int))

return false;

WidthOffset = 4 - ((3 \* imageWidth) % 4);

WidthOffset = WidthOffset == 4 ? 0 : WidthOffset;

}

if (File.Exists(pathToOutput))

File.Delete(pathToOutput);

File.Copy(pathToInput, pathToOutput);

List<bool> bitMessage = new List<bool>();

foreach (bool bit in new BitArray(BitConverter.GetBytes(message.Length)))

bitMessage.Add(bit);

foreach (char ch in message)

{

int i = 0;

foreach (bool bit in new BitArray(BitConverter.GetBytes(ch)))

{

if (i < 8)

bitMessage.Add(bit);

++i;

}

}

using (BinaryWriter writer = new BinaryWriter(File.Open(pathToOutput, FileMode.Open)))

{

using (BinaryReader reader = new BinaryReader(File.Open(pathToInput, FileMode.Open)))

{

byte[] PowerTwo = new byte[8] { 1, 2, 4, 8, 16, 32, 64, 128 };

int currBit = 0;

int bitMessageSize = bitMessage.Count;

writer.Seek(imageOffset, SeekOrigin.Begin);

reader.BaseStream.Seek(imageOffset, SeekOrigin.Begin);

for (int i = 0; i < imageHeight; ++i)

{

for (int j = 0; j < imageWidth; ++j)

{

for (int f = 0; f < 3; ++f)

{

byte color = reader.ReadByte();

if (currBit < bitMessageSize)

{

for (int k = bitsToReplace - 1; k >= 0; --k)

{

if (currBit >= bitMessageSize)

break;

if (bitMessage[currBit])

color = (byte)(color | PowerTwo[k]);

else

color = (byte)(color & (~PowerTwo[k]));

currBit++;

}

writer.Write(color);

}

else

writer.Seek(1, SeekOrigin.Current);

}

}

writer.Seek(WidthOffset, SeekOrigin.Current);

reader.BaseStream.Seek(WidthOffset, SeekOrigin.Current);

}

}

writer.Flush();

}

}

catch (Exception)

{

if (File.Exists(pathToOutput))

File.Delete(pathToOutput);

return false;

}

return true;

}

static public string ReadMessageFromBMP(string pathToInput, int bitsToReplace)

{

if (pathToInput == "" || pathToInput == null) return null;

if (bitsToReplace < 1 || bitsToReplace > 8) return null;

try

{

int imageWidth = 0, imageHeight = 0;

int imageOffset = 0, WidthOffset = 0;

using (BinaryReader reader = new BinaryReader(File.Open(pathToInput, FileMode.Open)))

{

reader.BaseStream.Seek(0x00, SeekOrigin.Begin);

string Signature = new string(reader.ReadChars(2));

if (Signature != "BM")

return null;

reader.BaseStream.Seek(0x0A, SeekOrigin.Begin);

imageOffset = reader.ReadInt32();

reader.BaseStream.Seek(0x12, SeekOrigin.Begin);

imageWidth = reader.ReadInt32();

reader.BaseStream.Seek(0x16, SeekOrigin.Begin);

imageHeight = reader.ReadInt32();

reader.BaseStream.Seek(0x1C, SeekOrigin.Begin);

int bitPerPixel = reader.ReadInt32();

if (bitPerPixel != 24)

return null;

WidthOffset = 4 - ((3 \* imageWidth) % 4);

WidthOffset = WidthOffset == 4 ? 0 : WidthOffset;

byte[] PowerTwo = new byte[8] { 1, 2, 4, 8, 16, 32, 64, 128 };

List<bool> bitMessage = new List<bool>();

reader.BaseStream.Seek(imageOffset, SeekOrigin.Begin);

for (int i = 0; i < imageHeight; ++i)

{

for (int j = 0; j < imageWidth; ++j)

{

for (int f = 0; f < 3; ++f)

{

byte color = reader.ReadByte();

for (int k = bitsToReplace - 1; k >= 0; --k)

{

if (color == (color | PowerTwo[k]))

bitMessage.Add(true);

else

bitMessage.Add(false);

}

}

}

reader.BaseStream.Seek(WidthOffset, SeekOrigin.Current);

}

BitArray messageSizeBitArray = new BitArray(32);

for (int i = 0; i < 32; ++i)

messageSizeBitArray[i] = bitMessage[i];

byte[] messageSizeByteArray = new byte[4];

messageSizeBitArray.CopyTo(messageSizeByteArray, 0);

int messageSize = BitConverter.ToInt32(messageSizeByteArray);

BitArray messageBitArray = new BitArray(bitMessage.Count - 32);

for (int i = 0; i < bitMessage.Count - 32; ++i)

messageBitArray[i] = bitMessage[i + 32];

byte[] messageByteArray = new byte[(bitMessage.Count - 32) / 8 + 1];

messageBitArray.CopyTo(messageByteArray, 0);

string message = "";

for (int i = 0; i < messageSize; ++i)

message += Convert.ToChar(messageByteArray[i]);

return message;

}

}

catch (Exception)

{

return null;

}

}

}

}

* 1. Інтерфейс користувача

Взаємодія користувача з програмою, реалізована завдяки консолі, шляхом послідовного виконання операцій, вибраних користувачем за допомогою текстового меню. Program

* + 1. Лістинг файлу Program.cs

using System;

namespace Lab3

{

class Program

{

static void Main(string[] args)

{

string pathToInput, pathToOutput, message;

string choice;

while (true)

{

Console.Write("Encrypt/decrypt(1,0): ");

choice = Console.ReadLine();

if (choice == "1")

{

Console.Write("Write path to input file: ");

pathToInput = Console.ReadLine();

Console.Write("Write path to output file: ");

pathToOutput = Console.ReadLine();

Console.Write("Write message: ");

message = Console.ReadLine();

if (LSBMethod.WriteMessageToBMP(pathToInput, pathToOutput, message, 4))

Console.WriteLine("Encoding successfull");

else

Console.WriteLine("Encoding failed");

}

else if (choice == "0")

{

Console.Write("Write path to input file: ");

pathToInput = Console.ReadLine();

message = LSBMethod.ReadMessageFromBMP(pathToInput, 4);

if (message == "" || message == null)

Console.WriteLine("Decoding failed");

else

{

Console.Write("Decoding message: ");

Console.WriteLine(message);

}

}

else if (choice == "end")

break;

Console.WriteLine();

}

}

}

}

* 1. Робота з програмою

Для роботи з програмою перш за все необхідно запустити виконуваний файл. Для запису інформації у графічний файл, необхідно вибрати режим Encoding (1). Далі необхідно ввести шлях до вхідного файлу, вихідного файлу та саму інформацію. В разі успішного виконання запису з’явиться повідомлення Encoding successfull, в іншому випадку (не знайдено файл, не можливо внести зміни до файлу чи невідповідність розмірів) з’явиться повідомлення Encoding failed.

Для зчитування інформації з графічного файлу , необхідно вибрати режим Decoding (0) і далі ввести шлях до вхідного файлу. У випадку успішного зчитування інформації з’явиться повідомлення Decoding message: X, де X – це повідомлення, в іншому випадку (не можливо зчитати дані з файлу) з’явиться повідомлення Decoding failed.

Для завершення роботи необхідно ввести end замість вибору режиму.

* + 1. **Запис та зчитування даних**

Нехай обране повідомлення «Valeriy Kozlov. Third laboratory work», кількість молодших біт для зміни – 4.

На рисунку 3.1 зображено результат роботи програми у консолі.

![C:\Users\Valeriy\Desktop\Result.png](data:image/png;base64,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)

Рисунок 3.1 – Результат роботи з програмою з консолі

На рисунку 3.2 зображено порівняння вхідного (чистого) і вихідного (з записаною інформацією) зображення.
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Рисунок 3.2 – Порівняння вхідного і вихідного зображення

Висновки

Протягом виконання цієї лабораторної роботи ознайомився з методами стеганографічного захисту інформації, а саме – LSB-методом (Least Significant Bits) приховування інформації.

Розробив консольну програму на С#, яка надає можливість записувати і зчитувати інформацію у файли формата .bmp використовуючи LSB-метод приховування інформації.