**Лабораторная работа №1. Основы работы в SQL Server Management Studio**

ДЭиВИ. 2 курс. 9 группа. Косс Валерия. 10 вариант

1. Создать базу данных с помощью утилиты **SQL Server Management Studio.** Имя базы − фамилия студента и слово **ПРОДАЖИ**. Изучить файлы, которые при этом создаются.
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2. Создать таблицу ТОВАРЫ, содержащую поля:

**Наименование** (nvarchar(20))**,**

**Цена** (real)**,**

**Количество** (int).

Сделать первый столбец первичным ключом.
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3. Создать таблицу ЗАКАЗЧИКИ, содержащую поля:

**Наименование*\_*фирмы** (nvarchar(20)),

**Адрес** (nvarchar(50)),

**Расчетный\_счет** (nvarchar(15)).

Сделать первый столбец первичным ключом.

![](data:image/png;base64,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)

4. Создать таблицу ЗАКАЗЫ, содержащую поля:

**Номер\_заказа** (nvarchar(10)),

**Наименование\_товара** (nvarchar(20)),

**Цена\_продажи** (real),

**Количество** (int),

**Дата\_поставки** (date),

**Заказчик** (nvarchar(20)).

Сделать первый столбец первичным ключом.

![](data:image/png;base64,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)

5. Установить связи между таблицами ЗАКАЗЧИКИ и ЗАКАЗЫ по полям **Наименование\_фирмы** и **Заказчик.**

Установить связи между таблицами ТОВАРЫ и ЗАКАЗЫ по полям **Наименование** и **Наименование\_ товара**.
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6. Сформировать следующие запросы и проанализировать результаты:

– определить товары, поставки которых должны осуществиться после некоторой даты;

SELECT Наименование\_товара, Дата\_поставки

FROM ЗАКАЗЫ

WHERE (Дата\_поставки > CONVERT(DATETIME, '2022-03-03 00:00:00', 102))

ORDER BY Дата\_поставки

– найти товары, цена которых находится в некоторых пределах;

SELECT Наименование, Цена

FROM ТОВАРЫ

WHERE (Цена > 700) AND

(Цена < 2000)

– определить названия фирм, заказавших конкретный товар;

SELECT Наименование\_товара, Заказчик

FROM ЗАКАЗЫ

WHERE (Наименование\_товара = N'Гитара Cort')

– найти заказы определенной фирмы по ее названию, отсортировать их по датам поставки.

SELECT Дата\_поставки, Наименование\_товара, Заказчик

FROM ЗАКАЗЫ

WHERE (Заказчик = N'МузШок')

ORDER BY Дата\_поставки

Сохранить запросы в sql-скрипте.

7. Ознакомиться с **sql**-скриптами, сгенерировать скрипты для создания таблиц.

USE [Koss\_SALES]

GO

/\*\*\*\*\*\* Object: Table [dbo].[ЗАКАЗЧИКИ] Script Date: 21.02.2022 21:58:42 \*\*\*\*\*\*/

SET ANSI\_NULLS ON

GO

SET QUOTED\_IDENTIFIER ON

GO

CREATE TABLE [dbo].[ЗАКАЗЧИКИ](

[Наименование\_фирмы] [nvarchar](20) NOT NULL,

[Адрес] [nvarchar](50) NULL,

[Расчетный\_счет] [nvarchar](15) NULL,

CONSTRAINT [PK\_ЗАКАЗЧИКИ] PRIMARY KEY CLUSTERED

(

[Наименование\_фирмы] ASC

)WITH (PAD\_INDEX = OFF, STATISTICS\_NORECOMPUTE = OFF, IGNORE\_DUP\_KEY = OFF, ALLOW\_ROW\_LOCKS = ON, ALLOW\_PAGE\_LOCKS = ON) ON [PRIMARY]

) ON [PRIMARY]

GO

8. Найти системные БД, просмотреть в них таблицы.
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**Лабораторная работа №2. Проектирование баз данных. Нормализация**

1.Изучить способ приведения информации к *первой нормальной форме*, проанализировав пример в правой части.

Чтобы таблица соответствовала **1-й нормальной форме** (1NF), необходимо, чтобы все значения ее полей были неделимыми и не вычисляемыми, а все записи – уникальными (не должно быть полностью совпадающих строк).

2.Изучить способ приведения ко *второй нормальной форме*, проанализировав пример в правой части.

Чтобы таблица соответствовала **2-й нормальной форме** (2NF), необходимо, чтобы она находилась в 1-й нормальной форме и все не ключевые поля полностью зависели от ключевого.

3.Ознакомиться с *третьей нормальной формой*.

Для перехода к **3-й нормальной форме** (3NF), необходимо обеспечить, чтобы все таблицы находились во 2-й нормальной форме и все не ключевые поля в таблицах не зависели взаимно друг от друга.

4. Определить *типы данных* для полей нормализованных таблиц базы данных **ПРОДАЖИ**.

5. В соответствии со своим вариантом (вариант 10), номер которого определяет преподаватель, провести нормализацию исходной информации из таблицы, представленной ниже, создав как минимум три таблицы. При необходимости использовать дополнительные поля.

**Склад.** Компания предоставляет услугу хранения товара на складе. Информационные поля: Наименование товара, Цена, Количество, Описание, Место хранения, Покупатель, Телефон, Адрес, Дата сделки, Количество ячеек.
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**Лабораторная работа №3. T-SQL − язык реляционной базы данных**

1. Удалить базу данных **X\_MyBASE**, созданную с помощью команд **Server Management Studio** и вновь создать с помощью языка T**-**SQL.

2. Разработать сценарии для создания в базе данных **X\_MyBASE** нужных таблиц.

Использовать ограничения целостности.

Установить связи между полями.

Просмотреть структуры таблиц с помощью команды **Проект** (**Design**) в контекстном меню таблиц.

use STORAGE

CREATE TABLE ТОВАР

(

Наименование\_товара nvarchar(50) primary key,

Цена real,

Количество int,

Описание nvarchar(50)

);

CREATE TABLE ПОКУПАТЕЛИ

(

Покупатель\_места nvarchar(50) primary key,

Телефон nvarchar(50),

Адрес nvarchar(50)

);

CREATE TABLE СДЕЛКИ

(

Номер\_сделки int primary key,

Дата\_сделки date,

Место\_хранения nvarchar(10),

Количество\_ячеек int,

Наименование\_товара nvarchar(50) foreign key references ТОВАР(Наименование\_товара),

Покупатель\_места nvarchar(50) foreign key references ПОКУПАТЕЛИ(Покупатель\_места)

);

3. Опробовать процедуру внесения изменения в структуру одной из таблиц с помощью оператора **ALTER** добавив столбец.

С использованием **ALTER** добавить некоторые ограничения целостности. Просмотреть новую структуру и удалить добавленный столбец

ALTER Table ПОКУПАТЕЛИ ADD Город\_покупателя nvarchar(15);

ALTER Table ПОКУПАТЕЛИ ADD CONSTRAINT Город DEFAULT 'Minsk' FOR Город\_покупателя;

ALTER Table ПОКУПАТЕЛИ DROP CONSTRAINT Город;

ALTER Table ПОКУПАТЕЛИ DROP Column Город\_покупателя;

4. С помощью оператора **INSERT** заполнить все таблицы информацией.

INSERT into ТОВАР (Наименование\_товара, Цена, Количество, Описание)

Values ('Ariel', 13, 7, 'Стиральный порошок'),

('Azelit', 13, 17, 'Моющая пена'),

('Mr.Proper', 9, 20, 'Моющая жидкость'),

('Persil', 12, 5, 'Стиральный порошок'),

('Sorti', 4, 25, 'Моющее средство'),

('TIDE', 14, 11, 'Стиральный порошок');

INSERT into ПОКУПАТЕЛИ (Покупатель\_места, Телефон, Адрес)

VALUES ('БытХим', 336703059, 'Свердлова, 4'),

('КОСМО', 336707055, 'Свердлова, 17'),

('Мила', 336918055, 'Свердлова, 1'),

('МойМыл', 335647895, 'Каменногорская, 10'),

('Остров Чистоты', 296542312, 'Каменногорская, 12');

INSERT into СДЕЛКИ (Номер\_сделки, Дата\_сделки, Место\_хранения, Количество\_ячеек, Наименование\_товара, Покупатель\_места)

VALUES (105, '2022.02.15', 'A', 8, 'Persil', 'Остров чистоты'),

(107, '2022.02.15', 'B', 10, 'Ariel', 'Мила'),

(109, '2022.02.16', 'С', 12, 'TIDE', 'КОСМО'),

(110, '2022.02.19', 'A', 10, 'Sorti', 'МойМыл'),

(102, '2022.02.20', 'C', 12, 'Mr.Proper', 'БытХим')

5. Вывести все строки и столбцы одной из таблиц.

Написать оператор **SELECT**, выбирающий все строки для двух столбцов таблицы.

Подсчитать количество строк в таблице.

Опробовать запросы на поиск информации с использованием **Where, Distinct,** **Top.**

SELECT \* From ПОКУПАТЕЛИ;

SELECT Покупатель\_места, Телефон From ПОКУПАТЕЛИ;

SELECT count(\*) From ПОКУПАТЕЛИ;

SELECT Наименование\_товара[Товары с ценой меньше 10 руб.] From ТОВАР WHERE Цена<10;

SELECT Top(3) Покупатель\_места, Телефон From ПОКУПАТЕЛИ;

SELECT DISTINCT Цена FROM ТОВАР;

6. Разработать запросы на поиск информации с использованием различных предикатов.

SELECT Номер\_сделки, Наименование\_товара, Покупатель\_места from СДЕЛКИ Where Дата\_сделки Between '2022.02.13' And '2022.02.17'

SELECT Наименование\_товара from ТОВАР where Наименование\_товара Like 'A%'

SELECT Наименование\_товара, Количество from ТОВАР where Количество IN(20,25)

7. Внести изменения в сценарий создания базы данных **X\_MyBASE** с тем, чтобы файлы размещались в определенных местах памяти.

use master;

CREATE database Koss\_lab3 on primary

( name = N'Koss\_lab3\_mdf', filename = N'E:\БД\_лаба3\Koss\_lab3\_mdf.mdf',

size = 10240Kb, maxsize=UNLIMITED, filegrowth = 1024Kb),

( name = N'Koss\_lab3\_ndf', filename = N'E:\БД\_лаба3\Koss\_lab3\_ndf.ndf',

size = 10240Kb, maxsize=1Gb, filegrowth = 25%),

filegroup FG1

( name = N'Koss\_lab3\_fg1\_1', filename = N'E:\БД\_лаба3\Koss\_lab3\_fgq-1.ndf',

size = 10240Kb, maxsize=1Gb, filegrowth = 25%),

( name = N'Koss\_lab3\_fg1\_2', filename = N'E:\БД\_лаба3\Koss\_lab3\_fgq-2.ndf',

size = 10240Kb, maxsize=1Gb, filegrowth = 25%)

log on

( name = N'Koss\_lab3\_log', filename = N'E:\БД\_лаба3\Koss\_lab3\_log.ldf',

size = 10240Kb, maxsize=2048Gb, filegrowth = 10%)

8. Разместить таблицы базы данных **X\_MyBASE** в файловых группах.

use Koss\_lab3\_STORAGE

CREATE TABLE ТОВАР

(

Наименование\_товара nvarchar(50) primary key,

Цена real,

Количество int,

Описание nvarchar(50)

) on FG1;

CREATE TABLE ПОКУПАТЕЛИ

(

Покупатель\_места nvarchar(50) primary key,

Телефон nvarchar(50),

Адрес nvarchar(50)

) on FG1;

CREATE TABLE СДЕЛКИ

(

Номер\_сделки int primary key,

Дата\_сделки date,

Место\_хранения nvarchar(10),

Количество\_ячеек int,

Наименование\_товара nvarchar(50) foreign key references ТОВАР(Наименование\_товара),

Покупатель\_места nvarchar(50) foreign key references ПОКУПАТЕЛИ(Покупатель\_места)

) on FG1;

**Лабораторная работа №4. Многотабличные SELECT-запросы**

1.На основе таблиц **AUDITORIUM\_ TYPE** и **AUDITORIUM** сформировать перечень кодов аудиторий (столбец **AUDITORUM.AUDITORIUM**) и соответствующих им наименований типов аудиторий (столбец **AUDITORIUM\_ TYPE.AUDITORIUM\_ TYPENAME**). Примечание: использовать соединение таблиц INNER JOIN.

use UNIVER\_lab4

SELECT AUDITORIUM\_TYPE.AUDITORIUM\_TYPENAME, AUDITORIUM.AUDITORIUM

FROM AUDITORIUM\_TYPE Inner Join AUDITORIUM

ON AUDITORIUM\_TYPE.AUDITORIUM\_TYPE = AUDITORIUM.AUDITORIUM\_TYPE

2.На основе таблиц **AUDITORIUM\_TYPE** и **AUDITORIUM** сформировать перечень кодов аудиторий (столбец **AUDITORIUM.AUDITORIUM**) и соответствующих им наименований типов аудиторий (столбец **AUDITORIUM\_ TYPE.AUDITO-RIUM\_TYPENAME**).

При этом следует выбрать только те аудитории, в наименовании которых присутствует подстрока **компьютер**.

Примечание: использовать соединение таблиц INNER JOIN и предикат LIKE.

use UNIVER\_lab4

SELECT AUDITORIUM\_TYPE.AUDITORIUM\_TYPENAME, AUDITORIUM.AUDITORIUM

FROM AUDITORIUM\_TYPE Inner Join AUDITORIUM

ON AUDITORIUM\_TYPE.AUDITORIUM\_TYPE = AUDITORIUM.AUDITORIUM\_TYPE And AUDITORIUM\_TYPE.AUDITORIUM\_TYPENAME Like 'компьютер%'

3.Написать два SELECT-запроса, формирующих результирующие наборы аналогичные запросам из заданий 1 и 2, но без применения INNER JOIN.

use UNIVER\_lab4

SELECT AUDITORIUM\_TYPE.AUDITORIUM\_TYPENAME, AUDITORIUM.AUDITORIUM

FROM AUDITORIUM\_TYPE, AUDITORIUM

WHERE AUDITORIUM\_TYPE.AUDITORIUM\_TYPE = AUDITORIUM.AUDITORIUM\_TYPE

SELECT T1.AUDITORIUM\_TYPENAME, T2.AUDITORIUM

FROM AUDITORIUM\_TYPE AS T1, AUDITORIUM AS T2

WHERE T1.AUDITORIUM\_TYPE = T2.AUDITORIUM\_TYPE

4.На основе таблиц **PRORGESS**, **STUDENT**, **GROUPS**, **SUBJECT**, **PULPIT** и **FACULTY** сформировать перечень студентов, получивших экзаменационные оценки (столбец **PROGRESS.NOTE**) от 6 до 8.

Результирующий набор должен содержать столбцы: **Факультет**, **Кафедра**, **Специальность**, **Дисциплина**, **Имя Студента**, **Оценка**. В столбце **Оценка** должны быть записаны экзаменационные оценки прописью: **шесть**, **семь**, **восемь**.

Результирующий набор отсортировать в порядке возрастания по столбцам **FACULTY.FACULTY**, **PULPIT.PULPIT**, **PROFESSION.PROFESSION**, **STUDENT. STUDENT\_NAME** и в порядке убывания по столбцу **PROGRESS.NOTE**.

Примечание: использовать соединение INNER JOIN, предикат BETWEEN и выражение CASE.

use UNIVER\_lab4

SELECT FACULTY.FACULTY,PULPIT.PULPIT,GROUPS.PROFESSION,SUBJECT.SUBJECT,STUDENT.NAME,PROGRESS.NOTE,

Case

When (PROGRESS.NOTE = 8) THEN 'Восемь'

When (PROGRESS.NOTE = 7) THEN 'Семь'

When (PROGRESS.NOTE = 6) THEN 'Шесть'

end Оценка

FROM ((((((PROGRESS INNER JOIN STUDENT

ON STUDENT.IDSTUDENT = PROGRESS.IDSTUDENT)

INNER JOIN GROUPS ON STUDENT.IDGROUP = GROUPS.IDGROUP)

INNER JOIN PROFESSION ON PROFESSION.PROFESSION = GROUPS.PROFESSION)

INNER JOIN FACULTY ON FACULTY.FACULTY = PROFESSION.FACULTY)

INNER JOIN PULPIT ON FACULTY.FACULTY = PULPIT.FACULTY)

INNER JOIN SUBJECT ON PULPIT.PULPIT = SUBJECT.PULPIT)

WHERE (PROGRESS.NOTE BETWEEN 6 AND 8)

ORDER BY FACULTY.FACULTY, PULPIT.PULPIT,STUDENT.NAME,GROUPS.PROFESSION ASC,PROGRESS.NOTE DESC

5.Переписать запрос, реализующий задание 4 таким образом, чтобы в результирующем наборе сортировка по экзаменационным оценкам была следующей: сначала выводились строки с оценкой **7**, затем строки с оценкой **8** и далее строки с оценкой **6**.

Примечание: использовать выражение CASE в секции ORDER BY.

use UNIVER\_lab4

SELECT FACULTY.FACULTY,PULPIT.PULPIT,GROUPS.PROFESSION,SUBJECT.SUBJECT,STUDENT.NAME,PROGRESS.NOTE,

Case

When (PROGRESS.NOTE = 8) THEN 'Восемь'

When (PROGRESS.NOTE = 7) THEN 'Семь'

When (PROGRESS.NOTE = 6) THEN 'Шесть'

end Оценка

FROM ((((((PROGRESS INNER JOIN STUDENT

ON STUDENT.IDSTUDENT = PROGRESS.IDSTUDENT)

INNER JOIN GROUPS ON STUDENT.IDGROUP = GROUPS.IDGROUP)

INNER JOIN PROFESSION ON PROFESSION.PROFESSION = GROUPS.PROFESSION)

INNER JOIN FACULTY ON FACULTY.FACULTY = PROFESSION.FACULTY)

INNER JOIN PULPIT ON FACULTY.FACULTY = PULPIT.FACULTY)

INNER JOIN SUBJECT ON PULPIT.PULPIT = SUBJECT.PULPIT)

WHERE (PROGRESS.NOTE BETWEEN 6 AND 8)

ORDER BY

(Case

when(PROGRESS.NOTE=6) then 3

when(PROGRESS.NOTE=7) then 1

when(PROGRESS.NOTE=8) then 2

end

)

6.На основе таблиц **PULPIT** и **TEACHER** получить полный перечень кафедр (столбец **PULPIT.PULPIT\_ NAME)** и преподавателей (столбец **TEACHER.TEA-CHER\_NAME**) на этих кафедрах. Результирующий набор должен содержать два столбца: **Кафедра** и **Преподаватель**. Если на кафедре нет преподавателей, то в столбце **Преподаватель** должна быть выведена строка **\*\*\*.**

Примечание: использовать соединение таблиц LEFT OUTER JOIN и функцию **isnull**.

use UNIVER\_lab4

SELECT PULPIT.PULPIT\_NAME, isnull(TEACHER.TEACHER\_NAME,'\*\*\*')[TEACHER\_NAME]

FROM PULPIT Left Outer JOIN TEACHER

ON PULPIT.PULPIT=TEACHER.PULPIT

**7.** В запросе, реализующем пункт 6, поменять порядок таблиц в выражении LEFT OUTER JOIN. Объяснить: почему в столбце **Кафедра** не может быть значения NULL.

Переписать запрос таким образом, чтобы получился аналогичный результат, но применялось соединение таблиц RIGHT OUTER JOIN.

use UNIVER\_lab4

SELECT PULPIT.PULPIT\_NAME, isnull(TEACHER.TEACHER\_NAME,'\*\*\*')[TEACHER\_NAME]

FROM TEACHER Left Outer JOIN PULPIT

ON PULPIT.PULPIT=TEACHER.PULPIT

use UNIVER\_lab4

SELECT PULPIT.PULPIT\_NAME, isnull(TEACHER.TEACHER\_NAME,'\*\*\*')[TEACHER\_NAME]

FROM PULPIT Right Outer JOIN TEACHER

ON PULPIT.PULPIT=TEACHER.PULPIT

8.Показать на примере, что соединение FULL OUTER JOIN двух таблиц:

− является коммутативной операцией;

− является объединением LEFT OUTER JOIN и RIGHT OUTER JOIN соединений этих таблиц;

− включает соединение INNER JOIN этих таблиц.

Примечание: создать две таблицы, заполнить их данными. Разработать SELECT-запросы, реализующие задания.

Создать три новых запроса:

− запрос, результат которого содержит данные левой (в операции FULL OUTER JOIN) таблицы и не содержит данные правой;

− запрос, результат которого содержит данные правой таблицы и не содержащие данные левой;

− запрос, результат которого содержит данные правой таблицы и левой таблиц;

Примечание: использовать в запросах выражение IS NULL и IS NOT NULL.

use UNIVER\_lab4

--Коммутативность OUTER JOIN: результирующий набор не зависит от порядка, в котором указаны исходные таблицы.

SELECT \*

FROM PULPIT FULL OUTER JOIN TEACHER

ON PULPIT.PULPIT = TEACHER.PULPIT

WHERE TEACHER\_NAME IS NULL

SELECT \*

FROM TEACHER FULL OUTER JOIN PULPIT

ON PULPIT.PULPIT = TEACHER.PULPIT

WHERE TEACHER\_NAME IS NULL

--1 содержит данные левой (в операции FULL OUTER JOIN) и не содержит данные правой

SELECT \*

FROM PULPIT FULL OUTER JOIN TEACHER

ON PULPIT.PULPIT = TEACHER.PULPIT

WHERE TEACHER\_NAME IS NULL

ORDER BY PULPIT\_NAME,FACULTY

--2 содержит данные правой таблицы и не содержащие данные левой

SELECT PULPIT.PULPIT,PULPIT.PULPIT\_NAME,PULPIT.FACULTY

FROM TEACHER RIGHT OUTER JOIN PULPIT

ON PULPIT.PULPIT = TEACHER.PULPIT

WHERE TEACHER\_NAME IS NULL

--3 содержит данные правой таблицы и левой

SELECT PULPIT.PULPIT,PULPIT.PULPIT\_NAME,PULPIT.FACULTY, TEACHER.TEACHER\_NAME

FROM PULPIT FULL OUTER JOIN TEACHER

ON PULPIT.PULPIT = TEACHER.PULPIT

WHERE TEACHER\_NAME IS NOT NULL

ORDER BY PULPIT\_NAME,FACULTY

9.Разработать SELECT-запрос на основе CROSS JOIN-соединения таблиц **AUDITORIUM\_TYPE** и **AUDITORIUM**, формирующего результат, аналогичный результату, полученному при выполнении запроса в задании 1.

use UNIVER\_lab4

SELECT AUDITORIUM\_TYPE.AUDITORIUM\_TYPENAME, AUDITORIUM.AUDITORIUM

FROM AUDITORIUM\_TYPE Cross Join AUDITORIUM

where AUDITORIUM\_TYPE.AUDITORIUM\_TYPE = AUDITORIUM.AUDITORIUM\_TYPE

--запрос 1 inner join

--use UNIVER\_lab4

--SELECT AUDITORIUM\_TYPE.AUDITORIUM\_TYPENAME, AUDITORIUM.AUDITORIUM

--FROM AUDITORIUM\_TYPE Inner Join AUDITORIUM

--ON AUDITORIUM\_TYPE.AUDITORIUM\_TYPE = AUDITORIUM.AUDITORIUM\_TYPE

**Лабораторная работа №5. Использование подзапросов**

**1.** На основе таблиц **FACULTY**, **PULPIT** и **PROFESSION** сформировать список наименований кафедр (столбец **PULPIT\_NAME**), которые находятся на факультете (таблица **FACULTY**), обеспечивающем подготовку по специальности, в наименовании (столбец **PROFESSION\_ NAME**) которого содержится слово ***технология*** или ***технологии***. Примечание: использовать в секции WHERE предикат IN c некоррелированным подзапросом к таблице **PROFESSION**.

use UNIVER\_lab4

SELECT FACULTY.FACULTY\_NAME, PULPIT.PULPIT\_NAME

FROM FACULTY, PULPIT

WHERE PULPIT.FACULTY=FACULTY.FACULTY

AND PULPIT.FACULTY IN (SELECT PROFESSION.FACULTY FROM PROFESSION

WHERE (PROFESSION\_NAME LIKE '%технологи%'))

SELECT PROFESSION.FACULTY, PROFESSION\_NAME FROM PROFESSION

WHERE (PROFESSION\_NAME LIKE '%технологи%')

**2.** Переписать запрос пункта 1 таким образом, чтобы тот же подзапрос был записан в конструкции INNER JOIN секции FROM внешнего запроса. При этом результат выполнения запроса должен быть аналогичным результату исходного запроса.

use UNIVER\_lab4

SELECT FACULTY.FACULTY\_NAME, PULPIT.PULPIT\_NAME

FROM FACULTY INNER JOIN PULPIT

ON PULPIT.FACULTY=FACULTY.FACULTY

AND PULPIT.FACULTY IN (SELECT PROFESSION.FACULTY FROM PROFESSION

WHERE (PROFESSION\_NAME LIKE '%технологи%'))

SELECT PROFESSION.FACULTY, PROFESSION\_NAME FROM PROFESSION

WHERE (PROFESSION\_NAME LIKE '%технологи%')

**3.** Переписать запрос, реализующий 1 пункт без использования подзапроса. Примечание: использовать соединение INNER JOIN трех таблиц.

use UNIVER\_lab4

SELECT distinct PULPIT.PULPIT\_NAME, PROFESSION.FACULTY

FROM PROFESSION Inner Join PULPIT

ON (PROFESSION.FACULTY = PULPIT.FACULTY and PROFESSION\_NAME like '%технологи%')

Inner Join FACULTY

ON PULPIT.FACULTY=FACULTY.FACULTY

**4.** На основе таблицы **AUDITORIUM** сформировать список аудиторий самых больших вместимостей (столбец **AUDITORIUM\_CAPACITY**) для каждого типа аудитории (**AUDITORIUM\_TYPE**). При этом результат следует отсортировать в порядке убывания вместимости. Примечание: использовать коррелируемый подзапрос c секциями TOP и ORDER BY.

use UNIVER\_lab4

SELECT AUDITORIUM\_CAPACITY, AUDITORIUM\_TYPE

FROM AUDITORIUM a

where AUDITORIUM\_CAPACITY=(select top(1) AUDITORIUM\_CAPACITY

from AUDITORIUM aa

where aa.AUDITORIUM\_TYPE=a.AUDITORIUM\_TYPE

order by AUDITORIUM\_CAPACITY desc)

**5.** На основе таблиц **FACULTY** и **PULPIT** сформировать список наименований факультетов (столбец **FACULTY\_NAME**) на котором нет ни одной кафедры (таблица **PULPIT**). Примечание: использовать предикат EXISTS и коррелированный подзапрос.

USE UNIVER\_lab4

SELECT FACULTY.FACULTY\_NAME

FROM FACULTY

WHERE NOT EXISTS (SELECT\* FROM PULPIT

WHERE FACULTY.FACULTY=PULPIT.FACULTY)

**6.** На основе таблицы **PROGRESS** сформировать строку, содержащую средние значения оценок (столбец **NOTE**) по дисциплинам, имеющим следующие коды: **ОАиП**, **БД** и **СУБД**. Примечание: использовать три некоррелированных подзапроса в списке SELECT; в подзапросах применить агрегатные функции AVG.

USE UNIVER\_lab4

SELECT TOP 1 (SELECT AVG(NOTE) from PROGRESS

WHERE SUBJECT LIKE 'ОАиП')[ОАиП],

(SELECT AVG(NOTE) from PROGRESS

WHERE SUBJECT LIKE 'КГ')[КГ],

(SELECT AVG(NOTE) from PROGRESS

WHERE SUBJECT LIKE 'СУБД')[СУБД]

FROM PROGRESS

**7.** Разработать SELECT-запрос, демонстрирующий принцип применения ALL совместно с подзапросом.

USE UNIVER\_lab4

SELECT \* FROM PROGRESS

WHERE NOTE >= ALL(SELECT NOTE

FROM PROGRESS

WHERE SUBJECT='ОАиП')

8. Разработать SELECT-запрос, демонстрирующий принцип применения ANY совместно с подзапросом.

USE UNIVER\_lab4

SELECT \* FROM PROGRESS

WHERE NOTE > ANY(SELECT NOTE

FROM PROGRESS

WHERE SUBJECT='ОАиП')

**Лабораторная работа №6. Группировка данных**

1.На основе таблицы **AUDITORIUM** разработать SELECT-запрос, вычисляющий максимальную, минимальную и среднюю вместимость аудиторий, суммарную вместимость всех аудиторий и общее количество аудиторий.

use UNIVER\_lab4

SELECT min(AUDITORIUM\_CAPACITY) [min.capacity],

max(AUDITORIUM\_CAPACITY) [max.capacity],

count(\*) [aud.count],

sum(AUDITORIUM\_CAPACITY) [overall capacity],

avg(AUDITORIUM\_CAPACITY) [average capacity]

FROM AUDITORIUM

2.На основе таблиц **AUDITORIUM** и **AUDITORIUM\_TYPE** разработать запрос, вычисляющий для каждого типа аудиторий максимальную, минимальную, среднюю вместимость аудиторий, суммарную вместимость всех аудиторий и общее количество аудиторий данного типа. Результирующий набор должен содержать столбец с наименованием типа аудиторий (столбец **AUDITORIUM\_TYPE.AU-DITORIUM\_TYPENAME**) и столбцы с вычисленными величинами. Использовать внутреннее соединение таблиц, секцию GROUP BY и агрегатные функции.

use UNIVER\_lab4

SELECT AUDITORIUM\_TYPENAME,

min(AUDITORIUM\_CAPACITY) [min.capacity],

max(AUDITORIUM\_CAPACITY) [max.capacity],

count(\*) [aud. count],

sum(AUDITORIUM\_CAPACITY) [overall capacity],

avg(AUDITORIUM\_CAPACITY) [average capacity]

FROM AUDITORIUM INNER JOIN AUDITORIUM\_TYPE

ON AUDITORIUM.AUDITORIUM\_TYPE=AUDITORIUM\_TYPE.AUDITORIUM\_TYPE

GROUP BY AUDITORIUM\_TYPENAME

3.Разработать запрос на основе таблицы **PROGRESS**, который содержит количество экзаменационных оценок в заданном интервале. При этом учесть, что сортировка строк должна осуществляться в порядке, обратном величине оценки; сумма значений в столбце **количество** должна быть равна количеству строк в таблице **PROGRESS**.

Использовать подзапрос в секции FROM, в подзапросе применить GROUP BY, сортировку осуществить во внешнем запросе. В секции GROUP BY, в SELECT-списке подзапроса и в ORDER BY внешнего запроса применить CASE.
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USE UNIVER\_lab4;

SELECT \*

FROM (SELECT CASE

WHEN NOTE between 4 and 5 then '4-5'

WHEN NOTE between 6 and 7 then '6-7'

WHEN NOTE between 8 and 9 then '8-9'

WHEN NOTE=10 then '10'

END [оценки],

Count(\*) [количество]

FROM PROGRESS GROUP BY CASE

WHEN NOTE between 4 and 5 then '4-5'

WHEN NOTE between 6 and 7 then '6-7'

WHEN NOTE between 8 and 9 then '8-9'

WHEN NOTE=10 then '10'

END) AS T

ORDER BY CASE [оценки]

WHEN '10' THEN 1

WHEN '8-9' THEN 2

WHEN '6-7' THEN 3

WHEN '4-5' THEN 4

END

4. Разработать SELECT-запроса на основе таблиц **FACULTY**, **GROUPS**, **STUDENT** и **PROGRESS**, который содержит среднюю экзаменационную оценку для каждого курса каждой специальности. Строки отсортировать в порядке убывания средней оценки.

![](data:image/png;base64,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)

При этом следует учесть, что средняя оценка должна рассчитываться с точностью до двух знаков после запятой. Использовать внутреннее соединение таблиц, агрегатную функцию AVG и встроенные функции CAST и ROUND.

Переписать SELECT-запрос, разработанный в задании 4 так, чтобы в расчете среднего значения оценок использовались оценки только по дисциплинам с кодами **БД** и **ОАиП**. Использовать WHERE.

SELECT FACULTY.FACULTY\_NAME [ФАКУЛЬТЕТ],

GROUPS.PROFESSION [СПЕЦИАЛЬНОСТЬ],

STUDENT.IDGROUP [ГРУППА],

ROUND(AVG(CAST(PROGRESS.NOTE AS FLOAT(2))), 2) [СРЕДНЯЯ ОЦЕНКА]

FROM FACULTY INNER JOIN GROUPS

ON FACULTY.FACULTY=GROUPS.FACULTY

INNER JOIN STUDENT

ON GROUPS.IDGROUP=STUDENT.IDGROUP

INNER JOIN PROGRESS

ON PROGRESS.IDSTUDENT=STUDENT.IDSTUDENT

GROUP BY FACULTY.FACULTY\_NAME,

GROUPS.PROFESSION,

STUDENT.IDGROUP

ORDER BY [СРЕДНЯЯ ОЦЕНКА] Desc

SELECT FACULTY.FACULTY\_NAME [ФАКУЛЬТЕТ],

GROUPS.PROFESSION [СПЕЦИАЛЬНОСТЬ],

STUDENT.IDGROUP [ГРУППА],

ROUND(AVG(CAST(PROGRESS.NOTE AS FLOAT(2))), 2) [СРЕДНЯЯ ОЦЕНКА]

FROM FACULTY INNER JOIN GROUPS

ON FACULTY.FACULTY=GROUPS.FACULTY

INNER JOIN STUDENT

ON GROUPS.IDGROUP=STUDENT.IDGROUP

INNER JOIN PROGRESS

ON PROGRESS.IDSTUDENT=STUDENT.IDSTUDENT

WHERE PROGRESS.SUBJECT='БД' or PROGRESS.SUBJECT='ОАиП'

GROUP BY FACULTY.FACULTY\_NAME,

GROUPS.PROFESSION,

STUDENT.IDGROUP

ORDER BY [СРЕДНЯЯ ОЦЕНКА] Desc

5. На основе таблиц **FACULTY**, **GROUPS**, **STUDENT** и **PROGRESS** разработать SELECT-запрос, в котором выводятся специальность, дисциплины и средние оценки при сдаче экзаменов на факультете ТОВ. Использовать группировку по полям FACULTY, PROFESSION, SUBJECT.

Добавить в запрос конструкцию **ROLLUP** и проанализировать результат.

SELECT GROUPS.PROFESSION [СПЕЦИАЛЬНОСТЬ],

PROGRESS.SUBJECT [ДИСЦИПЛИНА],

ROUND(AVG(CAST(PROGRESS.NOTE AS FLOAT(2))), 2) [СРЕДНЯЯ ОЦЕНКА]

FROM STUDENT INNER JOIN GROUPS

ON STUDENT.IDGROUP=GROUPS.IDGROUP

INNER JOIN PROGRESS

ON PROGRESS.IDSTUDENT=STUDENT.IDSTUDENT

WHERE GROUPS.FACULTY='ИТ'

GROUP BY GROUPS.FACULTY,

GROUPS.PROFESSION,

PROGRESS.SUBJECT

SELECT GROUPS.PROFESSION [СПЕЦИАЛЬНОСТЬ],

PROGRESS.SUBJECT [ДИСЦИПЛИНА],

ROUND(AVG(CAST(PROGRESS.NOTE AS FLOAT(2))), 2) [СРЕДНЯЯ ОЦЕНКА]

FROM STUDENT INNER JOIN GROUPS

ON STUDENT.IDGROUP=GROUPS.IDGROUP

INNER JOIN PROGRESS

ON PROGRESS.IDSTUDENT=STUDENT.IDSTUDENT

WHERE GROUPS.FACULTY='ИТ'

GROUP BY ROLLUP (

GROUPS.PROFESSION,

PROGRESS.SUBJECT)

**6.** Выполнить исходный SELECT-запрос п.5 с использованием **CUBE**-группировки. Проанализировать результат.

SELECT GROUPS.PROFESSION [СПЕЦИАЛЬНОСТЬ],

PROGRESS.SUBJECT [ДИСЦИПЛИНА],

ROUND(AVG(CAST(PROGRESS.NOTE AS FLOAT(2))), 2) [СРЕДНЯЯ ОЦЕНКА]

FROM STUDENT INNER JOIN GROUPS

ON STUDENT.IDGROUP=GROUPS.IDGROUP

INNER JOIN PROGRESS

ON PROGRESS.IDSTUDENT=STUDENT.IDSTUDENT

WHERE GROUPS.FACULTY='ИТ'

GROUP BY CUBE (

GROUPS.PROFESSION,

PROGRESS.SUBJECT)

7. На основе таблиц **GROUPS**, **STUDENT** и **PROGRESS** разработать SELECT-запрос, в котором определяются результаты сдачи экзаменов.

В запросе должны отражаться специальности, дисциплины, средние оценки студентов на факультете ТОВ.

Отдельно разработать запрос, в котором определяются результаты сдачи экзаменов на факультете ХТиТ.

Объединить результаты двух запросов с использованием операторов UNION и UNION ALL. Объяснить результаты.

SELECT GROUPS.FACULTY [ФАКУЛЬТЕТ],

GROUPS.PROFESSION [СПЕЦИАЛЬНОСТЬ],

PROGRESS.SUBJECT [ДИСЦИПЛИНА],

round(avg(cast(PROGRESS.NOTE as float(4))), 2) [СРЕДНЯЯ ОЦЕНКА]

FROM GROUPS Inner Join STUDENT

On GROUPS.IDGROUP=STUDENT.IDGROUP

Inner Join PROGRESS

On STUDENT.IDSTUDENT=PROGRESS.IDSTUDENT

Where GROUPS.FACULTY='ИТ'

Group BY GROUPS.FACULTY,

GROUPS.PROFESSION,

PROGRESS.SUBJECT

UNION

SELECT GROUPS.FACULTY [ФАКУЛЬТЕТ],

GROUPS.PROFESSION [СПЕЦИАЛЬНОСТЬ],

PROGRESS.SUBJECT [ДИСЦИПЛИНА],

round(avg(cast(PROGRESS.NOTE as float(4))), 2) [СРЕДНЯЯ ОЦЕНКА]

FROM GROUPS Inner Join STUDENT

On GROUPS.IDGROUP=STUDENT.IDGROUP

Inner Join PROGRESS

On STUDENT.IDSTUDENT=PROGRESS.IDSTUDENT

Where GROUPS.FACULTY='ХТиТ'

Group BY GROUPS.FACULTY,

GROUPS.PROFESSION,

PROGRESS.SUBJECT

SELECT GROUPS.FACULTY [ФАКУЛЬТЕТ],

GROUPS.PROFESSION [СПЕЦИАЛЬНОСТЬ],

PROGRESS.SUBJECT [ДИСЦИПЛИНА],

round(avg(cast(PROGRESS.NOTE as float(4))), 2) [СРЕДНЯЯ ОЦЕНКА]

FROM GROUPS Inner Join STUDENT

On GROUPS.IDGROUP=STUDENT.IDGROUP

Inner Join PROGRESS

On STUDENT.IDSTUDENT=PROGRESS.IDSTUDENT

Where GROUPS.FACULTY='ИТ'

Group BY GROUPS.FACULTY,

GROUPS.PROFESSION,

PROGRESS.SUBJECT

UNION ALL

SELECT GROUPS.FACULTY [ФАКУЛЬТЕТ],

GROUPS.PROFESSION [СПЕЦИАЛЬНОСТЬ],

PROGRESS.SUBJECT [ДИСЦИПЛИНА],

round(avg(cast(PROGRESS.NOTE as float(4))), 2) [СРЕДНЯЯ ОЦЕНКА]

FROM GROUPS Inner Join STUDENT

On GROUPS.IDGROUP=STUDENT.IDGROUP

Inner Join PROGRESS

On STUDENT.IDSTUDENT=PROGRESS.IDSTUDENT

Where GROUPS.FACULTY='ХТиТ'

Group BY GROUPS.FACULTY,

GROUPS.PROFESSION,

PROGRESS.SUBJECT

8.Получить пересечение двух множеств строк, созданных в результате выполнения запросов пункта 8. Объяснить результат.

Использовать оператор INTERSECT.

SELECT GROUPS.FACULTY [ФАКУЛЬТЕТ],

GROUPS.PROFESSION [СПЕЦИАЛЬНОСТЬ],

PROGRESS.SUBJECT [ДИСЦИПЛИНА],

round(avg(cast(PROGRESS.NOTE as float(4))), 2) [СРЕДНЯЯ ОЦЕНКА]

FROM GROUPS Inner Join STUDENT

On GROUPS.IDGROUP=STUDENT.IDGROUP

Inner Join PROGRESS

On STUDENT.IDSTUDENT=PROGRESS.IDSTUDENT

Where GROUPS.FACULTY='ИТ'

Group BY GROUPS.FACULTY,

GROUPS.PROFESSION,

PROGRESS.SUBJECT

INTERSECT

SELECT GROUPS.FACULTY [ФАКУЛЬТЕТ],

GROUPS.PROFESSION [СПЕЦИАЛЬНОСТЬ],

PROGRESS.SUBJECT [ДИСЦИПЛИНА],

round(avg(cast(PROGRESS.NOTE as float(4))), 2) [СРЕДНЯЯ ОЦЕНКА]

FROM GROUPS Inner Join STUDENT

On GROUPS.IDGROUP=STUDENT.IDGROUP

Inner Join PROGRESS

On STUDENT.IDSTUDENT=PROGRESS.IDSTUDENT

Where GROUPS.FACULTY='ХТиТ'

Group BY GROUPS.FACULTY,

GROUPS.PROFESSION,

PROGRESS.SUBJECT

9.Получить разницу между множеством строк, созданных в результате запросов пункта 8.

Объяснить результат.

Использовать оператор EXCEPT.

SELECT GROUPS.FACULTY [ФАКУЛЬТЕТ],

GROUPS.PROFESSION [СПЕЦИАЛЬНОСТЬ],

PROGRESS.SUBJECT [ДИСЦИПЛИНА],

round(avg(cast(PROGRESS.NOTE as float(4))), 2) [СРЕДНЯЯ ОЦЕНКА]

FROM GROUPS Inner Join STUDENT

On GROUPS.IDGROUP=STUDENT.IDGROUP

Inner Join PROGRESS

On STUDENT.IDSTUDENT=PROGRESS.IDSTUDENT

Where GROUPS.FACULTY='ИТ'

Group BY GROUPS.FACULTY,

GROUPS.PROFESSION,

PROGRESS.SUBJECT

EXCEPT

SELECT GROUPS.FACULTY [ФАКУЛЬТЕТ],

GROUPS.PROFESSION [СПЕЦИАЛЬНОСТЬ],

PROGRESS.SUBJECT [ДИСЦИПЛИНА],

round(avg(cast(PROGRESS.NOTE as float(4))), 2) [СРЕДНЯЯ ОЦЕНКА]

FROM GROUPS Inner Join STUDENT

On GROUPS.IDGROUP=STUDENT.IDGROUP

Inner Join PROGRESS

On STUDENT.IDSTUDENT=PROGRESS.IDSTUDENT

Where GROUPS.FACULTY='ХТиТ'

Group BY GROUPS.FACULTY,

GROUPS.PROFESSION,

PROGRESS.SUBJECT

10.На основе таблицы **PROGRESS** определить для каждой дисциплины количество студентов, получивших оценки 8 и 9.

Использовать группировку, секцию HAVING, сортировку.

SELECT p1.SUBJECT [ДИСЦИПЛИНА],

p1.NOTE [ОЦЕНКА],

(SELECT COUNT(\*) FROM PROGRESS p2 where p1.SUBJECT = p2.SUBJECT

and p2.NOTE=p1.NOTE) [КОЛ-ВО СТУДЕНТОВ]

FROM PROGRESS p1

GROUP BY p1.NOTE, p1.SUBJECT, p1.IDSTUDENT

HAVING NOTE > 7 and NOTE < 10

**Лабораторная работа №7. Использование представлений**

1.Разработать представление с именем **Преподаватель**. Представление должно быть построено на основе SELECT-запроса к таблице **TEACHER** и содержать следующие столбцы: **код** (**TEACHER**), **имя преподавателя** (**TEACHER\_NAME**), **пол** (**GENDER**), **код кафедры** (**PULPIT**).

create view [Препод]

as select TEACHER[Код],

TEACHER\_NAME[Имя преподавателя],

GENDER[Пол],

PULPIT[Код кафедры] from TEACHER

2.Разработать и создать представление с именем **Количество кафедр**. Представление должно быть построено на основе SELECT-запроса к таблицам **FACULTY** и **PULPIT**.

Представление должно содержать следующие столбцы: **факультет** (**FACULTY.FACULTY\_ NAME**), **количество кафедр** (вычисляется на основе строк таблицы **PULPIT**).

create view [Количество кафедр]

as select FACULTY\_NAME[Факультет],

COUNT (\*) [Количество кафедр]

from FACULTY, PULPIT WHERE

FACULTY.FACULTY=PULPIT.FACULTY

GROUP BY FACULTY\_NAME

3.Разработать и создать представление с именем **Аудитории**. Представление должно быть построено на основе таблицы **AUDITORIUM** и содержать столбцы: **код** (**AUDITORIUM**), **наименование аудитории** (**AUDITORIUM\_NAME**)**.**

Представление должно отображать только лекционные аудитории (в столбце **AUDITORIUM\_ TYPE** строка, начинающаяся с символа **ЛК**) и допускать выполнение оператора INSERT, UPDATE и DELETE.

create view Аудитории(код, наименовани\_аудитории, тип\_аудитории)

as select AUDITORIUM,AUDITORIUM\_NAME, AUDITORIUM\_TYPE from AUDITORIUM

WHERE AUDITORIUM\_TYPE like 'ЛК%' with check option

go

select \*from Аудитории

insert Аудитории values(307-7, 307-7, 'ЛК')

4.Разработать и создать представление с именем **Лекционные\_аудитории**.

Представление должно быть построено на основе SELECT-запроса к таблице **AUDITORIUM** и содержать следующие столбцы: **код** (**AUDITORIUM**), **наименование аудитории** (**AUDITORIUM\_NAME**)**.**

Представление должно отображать только лекционные аудитории (в столбце **AUDITORIUM\_TYPE** строка, начинающаяся с символов **ЛК**).

Выполнение INSERT и UPDATE допускается, но с учетом ограничения, задаваемого опцией WITH CHECK OPTION.

create view [Дисциплины](SUBJECT, SUBJECT\_NAME,PULPIT)

as select top 150 SUBJECT\_NAME,SUBJECT,PULPIT FROM SUBJECT

ORDER BY SUBJECT\_NAME;

5.Разработать представление с именем **Дисциплины**. Представление должно быть построено на основе SELECT-запроса к таблице **SUBJECT**, отображать все дисциплины в алфавитном порядкеи содержать следующие столбцы: **код** (**SUBJECT**), **наименование дисциплины** (**SUBJECT\_NAME**) и **код кафедры** (**PULPIT**). Использовать TOP и ORDER BY.

create view [Количество кафедр\_new] with schemabinding

as select FACULTY\_NAME[Факультет],

COUNT (\*) [Количество кафедр]

FROM dbo.FACULTY join dbo.PULPIT on

FACULTY.FACULTY = PULPIT.FACULTY

GROUP BY FACULTY\_NAME;

**Лабораторная работа №8. Основы программирования на T-SQL**

1. Разработать T-SQL-скрипт, в котором:

− объявить переменные типа char, varchar, datetime, time, int, smallint, tinint, numeric(12, 5);

− первые две переменные проинициализировать в операторе объявления;

− присвоить произвольные значения следующим двум переменным с помощью оператора SET, одной из этих переменных присвоить значение, полученное в результате запроса SELECT;

− одну из переменных оставить без инициализации и не присваивать ей значения, оставшимся переменным присвоить некоторые значения с помощью оператора SELECT;

− значения одной половины переменных вывести с помощью оператора SELECT,значения другой половины переменных распечатать с помощью оператора PRINT.

Проанализировать результаты.

DECLARE @a char='A',

@b varchar(5)='ДЭиВИ',

@c datetime,

@d time(2),

@e int,

@f smallint,

@g tinyint,

@h numeric(12,5);

SET @c=getdate();

SELECT @d='15:13:12.123456';

SELECT @e=10, @g=0, @h=123.45678;--@f не определена

SELECT @a a, @b b, @c c, @d d;

PRINT 'e='+ cast(@e as varchar(2));--в messages

PRINT 'f='+cast(@f as varchar(2));

PRINT 'g='+cast(@g as varchar(1));

PRINT 'h='+cast(@h as varchar(10));

2. Разработать скрипт, в котором определяется общая вместимость аудиторий. Когда общая вместимость превышает 200, то вывести количество аудиторий, среднюю вместимость аудиторий, количество аудиторий, вместимость которых меньше средней, и процент таких аудиторий. Когда общая вместимость аудиторий меньше 200, то вывести сообщение о размере общей вместимости.

use UNIVER\_lab4;

DECLARE @overall\_capacity int=(select cast(sum(AUDITORIUM.AUDITORIUM\_CAPACITY) as int) from AUDITORIUM),

@overall\_count int,

@average\_capacity float,

@average\_less\_capacity float,

@percentage float;

IF @overall\_capacity>200

begin

SELECT @overall\_count=(select cast(count(\*) as int) from AUDITORIUM),

@average\_capacity=(select cast(avg(AUDITORIUM.AUDITORIUM\_CAPACITY) as int) from AUDITORIUM);

SET @average\_less\_capacity=(select cast(count(\*) as int) from AUDITORIUM where AUDITORIUM.AUDITORIUM\_CAPACITY<@average\_capacity);

SET @percentage=@average\_less\_capacity/@average\_capacity \*100;

Select @overall\_capacity 'общая вместимость аудиторий', @average\_capacity 'средняя вместимость аудиторий',

@overall\_count 'общее количество аудиторий', @average\_less\_capacity 'кол-во аудиторий с вместимость меньше средней',

@percentage 'процент таких аудиторий'

end

3. Разработать T-SQL-скрипт, который выводит на печать глобальные переменные:

− @@ROWCOUNT (число обработанных строк);

− @@VERSION (версия SQL Server);

− @@SPID (возвращает системный идентификатор процесса, назначенный сервером текущему подключению);

− @@ERROR (код последней ошибки);

− @@SERVERNAME (имя сервера);

− @@TRANCOUNT (возвращает уровень вложенности транзакции);

− @@FETCH\_STATUS (проверка результата считывания строк результирующего набора);

− @@NESTLEVEL (уровень вложенности текущей процедуры).

Проанализировать результат.

use UNIVER\_lab4;

print '@@ROWCOUNT(число обработанных строк) : '+ cast(@@ROWCOUNT as varchar(12));

print '@@VERSION(версия SQL Server) : '+ cast(@@VERSION as varchar(12));

print '@@SPID (идентификатор процесса, назначенный сервером текущему подключению) : '+ cast(@@SPID as varchar(12));

print '@@ERROR (код последней ошибки) : '+ cast(@@ERROR as varchar(12));

print '@@SERVERNAME (имя сервера) : '+ cast(@@SERVERNAME as varchar(12));

print '@@TRANCOUNT (возвращает уровень вложенности транзакции) : '+ cast(@@TRANCOUNT as varchar(12));

print '@@FETCH\_STATUS (проверка результата считывания строк результирующего набора) : '+ cast(@@FETCH\_STATUS as varchar(12));

print '@@NESTLEVEL(уровень вложенности текущей процедуры) : '+ cast(@@NESTLEVEL as varchar(12));

4. Разработать T-SQL-скрипты, выполняющие:

− вычисление значений переменной **z**
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для различных значений исходных данных;

− преобразование полного ФИО студента в сокращенное (например, Макейчик Татьяна Леонидовна в Макейчик Т. Л.);

− поиск студентов, у которых день рождения в следующем месяце, и определение их возраста;

− поиск дня недели, в который студенты некоторой группы сдавали экзамен по СУБД.

DECLARE @x int=7, @z float, @t int=5;

IF (@t>@x) SET @z=SIN(@t)\*SIN(@t)

ELSE IF (@t<@x) SET @z=4\*(@t+@x)

ELSE IF (@t=@x) SET @z=1-EXP(@x-2)

PRINT 'z=' + cast(@z as varchar(5));

-------------------------------------

DECLARE @fio varchar(70) = 'Косс Валерия Александровна'

print substring('Косс Валерия Александровна',1,4) + ' '

+ substring('Косс Валерия Александровна',6,1)+'.'

+ substring('Косс Валерия Александровна',14,1) + '.'

--print substring(@fio,1, charindex(' ',@fio))

--+ substring(@fio, charindex(' ',@fio)+1, 1)+'.'

--+ substring(@fio, charindex(' ',@fio, charindex(' ',@fio)+1) +1, 1)+'.';

-------------------------------------

SELECT NAME as 'Имя', 2022-YEAR(BDAY) as 'Возраст'

FROM STUDENT

WHERE MONTH(BDAY) = MONTH(GETDATE()) + 1;

-------------------------------------

SELECT STUDENT.NAME [Имя студента], STUDENT.IDGROUP [Номер группы], DATENAME(dw,PDATE) [День сдачи экзамена]

FROM PROGRESS INNER JOIN STUDENT

ON PROGRESS.IDSTUDENT = STUDENT.IDSTUDENT

WHERE SUBJECT = 'СУБД' and STUDENT.IDGROUP = 5

5. Продемонстрировать конструкцию IF… ELSE на примере анализа данных таблиц базы данных **Х\_UNIVER**.

USE UNIVER\_lab4;

DECLARE @auditorium\_types\_count int=(SELECT COUNT(\*) FROM AUDITORIUM\_TYPE);

IF (SELECT COUNT(\*) FROM AUDITORIUM\_TYPE) > 4

BEGIN

PRINT 'Количество видов аудиторий больше 4';

PRINT 'Количество='+ cast(@auditorium\_types\_count as varchar(10));

end;

ELSE

BEGIN

PRINT 'Количество видов аудиторий меньше 4';

PRINT 'Количество='+ cast(@auditorium\_types\_count as varchar(10));

end;

6. Разработать сценарий, в котором с помощью CASE анализируются оценки, полученные студентами некоторого факультета при сдаче экзаменов.

SELECT CASE

when NOTE between 0 and 3 then 'В топку'

when NOTE between 4 and 7 then 'Пойдет'

else 'Годно'

end Оценки, count(\*) [Количество оценок]

from PROGRESS

GROUP BY CASE

when NOTE between 0 and 3 then 'В топку'

when NOTE between 4 and 7 then 'Пойдет'

else 'Годно'

end

7. Создать временную локальную таблицу из трех столбцов и 10 строк, заполнить ее и вывести содержимое. Использовать оператор WHILE.

CREATE table #DOG

(

HEAD int,

BODY varchar(200),

TAIL int

);

SET nocount on; --не выводить сообщения о вводе строк

DECLARE @i int=0;

WHILE @i<10

begin

INSERT #DOG(HEAD, BODY, TAIL)

values(floor(15\*rand()), replicate('орган ', 10), floor(16\*rand()));

IF (@i%10=0)

print @i; --вывести сообщение

SET @i=@i+1;

end;

SELECT \* from #DOG;

DROP table #DOG;

8. Разработать скрипт, демонстрирующий использование оператора RETURN.

DECLARE @task int = 2

print @task\*4

print @task+2

return

print @task+1

9. Разработать сценарий с ошибками, в котором используются для обработки ошибок блоки TRY и CATCH. Применить функции ERROR\_NUMBER (код последней ошибки), ERROR\_ES-SAGE (сообщение об ошибке), ERROR\_LINE (код последней ошибки), ERROR\_PROCEDURE (имя процедуры или NULL), ERROR\_SEVERITY (уровень серьезности ошибки), ERROR\_ STATE (метка ошибки). Проанализировать результат.

begin try

DECLARE @delim int=333, @delit int=0, @chastn float;

set @chastn = @delim/@delit;

end try

begin catch

print ERROR\_NUMBER()--код последней ошибки

print ERROR\_MESSAGE()--сообщение об ошибк

print ERROR\_LINE()--код последней ошибки

print ERROR\_PROCEDURE()--имя процедуры или NULL

print ERROR\_SEVERITY()--уровень серьезности ошибки

print ERROR\_STATE()--метка ошибки

end catch

**Лабораторная работа №9. Создание и применение индексов**

1.С помощью SSMS определить все индексы, которые имеются в БД **UNIVER**. Определить, какие из них являются кластеризованными, а какие некластеризованными.

Создать временную локальную таблицу. Заполнить ее данными (не менее 1000 строк).

Разработать SELECT-запрос. Получить план запроса и определить его стоимость.

Создать кластеризованный индекс, уменьшающий стоимость SELECT-запроса.

use UNIVER\_lab4;

exec SP\_HELPINDEX 'AUDITORIUM\_TYPE' --получаем перечень индексов, связ. с табл.

exec SP\_HELPINDEX 'AUDITORIUM'

exec SP\_HELPINDEX 'FACULTY'

exec SP\_HELPINDEX 'GROUPS'

exec SP\_HELPINDEX 'PROFESSION'

exec SP\_HELPINDEX 'PROGRESS'

exec SP\_HELPINDEX 'PULPIT'

exec SP\_HELPINDEX 'STUDENT'

exec SP\_HELPINDEX 'SUBJECT'

exec SP\_HELPINDEX 'TEACHER'

--создать временную локальную таблицу с 1000 строками

CREATE table #TempTableTask1

(

ind int,

field varchar(100)

);

SET nocount on; --не выводить сообщения о вводе строк

DECLARE @i int=0;

WHILE @i<1000

begin

INSERT #TempTableTask1(ind, field)

values (floor(20000\*RAND()), REPLICATE('орган ', 4));

IF (@i % 100=0) print @i;

SET @i=@i+1;

end;

--план запроса и его стоимость

SELECT \* FROM #TempTableTask1 where ind between 300 and 800 order by ind;

--чтобы объективно оценить время

checkpoint; --фиксация БД; позволяет записать образы страниц из буферного кэша в файлы БД

DBCC DROPCLEANBUFFERS; --очистить буферный кэш

--уменьшение стоимости=времени выполнения, а после сканирование не по всей таблице, а по части кластеризованного индекса

CREATE clustered index #TempTableCl on #TempTableTask1(ind asc)

2.Создать временную локальную таблицу. Заполнить ее данными (10000 строк или больше).

Разработать SELECT-запрос. Получить план запроса и определить его стоимость.

Создать *некластеризованный* неуникальный *составной* индекс.

Оценить процедуры поиска информации.

CREATE table #TempTableTask2

( ind int,

cc int identity(1, 1),

field varchar(100)

);

set nocount on;

declare @m int=0;

while @m < 20000 -- добавление в таблицу 20000 строк

begin

INSERT #TempTableTask2(ind, field) values(floor(30000\*RAND()), replicate('орган ', 4));

set @m = @m + 1;

end;

SELECT count(\*)[количество строк] from #TempTableTask2;

SELECT \* from #TempTableTask2

--составной неуникальный, некластеризованный индекс по двум столбцам

CREATE index #TempTableTask2NonCl on #TempTableTask2(ind, cc)

--планы запросов и их стоимость(0.011),

--Этот индекс не применяется оптимизатором ни при фильтрации, ни при сортировке

SELECT \* from #TempTableTask2 where ind > 1500 and cc < 4500;

SELECT \* from #TempTableTask2 order by ind, cc;

--если хотя бы одно из индексируемых значений зафиксировать, то

--оптимизатор применит индекс(0.033)

SELECT \* from #TempTableTask2 where ind = 26236 and cc > 3;

--drop index #TempTableTask2NonCl on #TempTableTask2

3.Создать временную локальную таблицу. Заполнить ее данными (не менее 10000 строк).

Разработать SELECT-запрос. Получить план запроса и определить его стоимость.

Создать *некластеризованный индекс покрытия*, уменьшающий стоимость SELECT-запроса.

CREATE table #TempTableTask3

(

ind int,

cc int identity(1,1),

field varchar(100)

);

set nocount on;

declare @n int=0;

while @n < 10000 -- добавление в таблицу 10000 строк

begin

INSERT #TempTableTask3(ind, field) values(floor(30000\*RAND()), replicate('орган ', 3));

set @n = @n + 1;

end;

--планы запроса и его стоимость(0.05)

SELECT CC from #TempTableTask3 where ind > 15000

--некластеризованный индекс покрытия, уменьш. стоимость

CREATE index #TempTableTask3NonCl on #TempTableTask3(ind) INCLUDE (cc);

--планы запроса и его стоимость(0.019)

SELECT CC from #TempTableTask3 where ind > 15000

4.Создать и заполнить временную локальную таблицу.

Разработать SELECT-запрос, получить план запроса и определить его стоимость.

Создать *некластеризованный фильтруемый индекс*, уменьшающий стоимость SELECT-запроса.

create table #TempTableTask4

(

ind int,

cc int identity(1,1),

field varchar(100)

);

set nocount on;

declare @j int=0;

while @j < 20000 -- добавление в таблицу 20000 строк

begin

INSERT #TempTableTask4(ind, field) values(floor(30000\*RAND()), replicate('орган ', 3));

set @j = @j + 1;

end;

SELECT ind from #TempTableTask4 where ind between 5000 and 19999;

SELECT ind from #TempTableTask4 where ind > 15000 and ind < 20000

SELECT ind from #TempTableTask4 where ind = 17000;

--некластеризованный фильтруемый индекс, стоимость уменьшится

CREATE index #TempTableTask4Cl on #TempTableTask4(ind) where (ind>=15000 and ind < 20000);

SELECT ind from #TempTableTask4 where ind between 5000 and 19999;

SELECT ind from #TempTableTask4 where ind > 15000 and ind < 20000

SELECT ind from #TempTableTask4 where ind = 17000;

--drop table #TempTableTask4

5.Заполнить временную локальную таблицу.

Создать некластеризованный индекс. Оценить уровень *фрагментации индекса*.

Разработать сценарий на T-SQL, выполнение которого приводит к уровню фрагментации индекса выше 90%. Оценить уровень фрагментации индекса.

Выполнить процедуру *реорганизации* индекса, оценить уровень фрагментации.

Выполнить процедуру *перестройки* индекса и оценить уровень фрагментации индекса.

--оценить уровень фрагментации

CREATE index #TempTableTask4Ind ON #TempTableTask4(ind);

--фрагменатация 37,5

use tempdb;

SELECT name [Индекс], avg\_fragmentation\_in\_percent [Фрагментация (%)]

FROM sys.dm\_db\_index\_physical\_stats(DB\_ID(N'TEMPDB'),

OBJECT\_ID(N'#TempTableTask4'), NULL, NULL, NULL) ss JOIN sys.indexes ii

on ss.object\_id = ii.object\_id and ss.index\_id = ii.index\_id

WHERE name is not null;

--после втсавки 93,3-97.7

INSERT top(10000) #TempTableTask4(ind, field) select ind, field from #TempTableTask4;

SELECT name [Индекс], avg\_fragmentation\_in\_percent [Фрагментация (%)]

FROM sys.dm\_db\_index\_physical\_stats(DB\_ID(N'TEMPDB'),

OBJECT\_ID(N'#TempTableTask4'), NULL, NULL, NULL) ss JOIN sys.indexes ii

on ss.object\_id = ii.object\_id and ss.index\_id = ii.index\_id

WHERE name is not null;

--РЕОРГАНИЗАЦИЯ

--снижается уровень фрагментации(3 число 16,4)

ALTER index #TempTableTask4Ind on #TempTableTask4 reorganize;

SELECT name [Индекс], avg\_fragmentation\_in\_percent [Фрагментация (%)]

FROM sys.dm\_db\_index\_physical\_stats(DB\_ID(N'TEMPDB'),

OBJECT\_ID(N'#TempTableTask4'), NULL, NULL, NULL) ss JOIN sys.indexes ii

on ss.object\_id = ii.object\_id and ss.index\_id = ii.index\_id

WHERE name is not null;

--ПЕРЕСТРОЙКА

--убирает полностью(3 число 1.49)

ALTER index #TempTableTask4Ind on #TempTableTask4 rebuild with (online = off);

SELECT name [Индекс], avg\_fragmentation\_in\_percent [Фрагментация (%)]

FROM sys.dm\_db\_index\_physical\_stats(DB\_ID(N'TEMPDB'),

OBJECT\_ID(N'#TempTableTask4'), NULL, NULL, NULL) ss JOIN sys.indexes ii

on ss.object\_id = ii.object\_id and ss.index\_id = ii.index\_id

WHERE name is not null;

6.Разработать пример, демонстрирующий применение параметра FILLFACTOR при создании некластеризованного индекса.

DROP index #TempTableTask4Ind on #TempTableTask4;

--fillfactor процент заполнения индексных страниц нижнего уровня

CREATE index #TempTableTask4Ind on #TempTableTask4(ind) with (fillfactor = 65);

use tempdb;

SELECT name [Индекс], avg\_fragmentation\_in\_percent [Фрагментация (%)]

FROM sys.dm\_db\_index\_physical\_stats(DB\_ID(N'TEMPDB'),

OBJECT\_ID(N'#TempTableTask4'), NULL, NULL, NULL) ss JOIN sys.indexes ii

ON ss.object\_id = ii.object\_id and ss.index\_id = ii.index\_id

WHERE name is not null;

--INSERT top(50)percent INTO #TempTableTask4(ind, field)

INSERT top(50) INTO #TempTableTask4(ind, field)

SELECT ind, field FROM #TempTableTask4;

use tempdb;

SELECT name [Индекс], avg\_fragmentation\_in\_percent [Фрагментация (%)]

FROM sys.dm\_db\_index\_physical\_stats(DB\_ID(N'TEMPDB'),

OBJECT\_ID(N'#TempTableTask4'), NULL, NULL, NULL) ss JOIN sys.indexes ii

ON ss.object\_id = ii.object\_id and ss.index\_id = ii.index\_id

WHERE name is not null;

**Лабораторная работа №10. Обработка результатов запросов с помощью курсоров**

1.Разработать сценарий, формирующий список дисциплин на кафедре ИСиТ. В отчет должны быть выведены краткие названия (поле SUBJECT) из таблицы SUBJECT в одну строку через запятую.

Использовать встроенную функцию RTRIM.

DECLARE @subj char(20), @disc char(300)=''

--объявление курсора

DECLARE DiciplineListCurs CURSOR

for SELECT SUBJECT FROM SUBJECT WHERE PULPIT='ИСиТ' ;

--открытие курсора

OPEN DiciplineListCurs;

--считывает одну строку из результирующего набора

--и продвигает указатель на следующую строку.

FETCH DiciplineListCurs INTO @subj;

print 'Список дисциплин на кафедре ИСиТ';

while @@fetch\_status=0

begin

set @disc=RTRIM(@subj)+','+@disc;

FETCH DiciplineListCurs into @subj;

end;

print @disc;

--закрытие курсора

CLOSE DiciplineListCurs;

2. Разработать сценарий, демонстрирующий отличие глобального курсора от локального на примере базы данных X\_UNIVER.

---------------------ЛОКАЛЬНЫЙ КУРСОР----------------------

--применятеся в рамках одного пакета, ресурсы освобождаются сразу после

--завершения работы пакета

DECLARE DiciplinePulpitCurs CURSOR LOCAL

for SELECT SUBJECT, PULPIT FROM SUBJECT;

DECLARE @subj char(20), @pulpit char(20);

OPEN DiciplinePulpitCurs;

fetch DiciplinePulpitCurs into @subj, @pulpit;

print '1. '+@subj+@pulpit;

fetch DiciplinePulpitCurs into @subj, @pulpit;

print '2. '+@subj+@pulpit;

-------------------------ГЛОБАЛЬНЫЙ КУРСОР-----------------

--курсор может быть объявлен, открыт и использован в разных пакетах.

--ресурсы освобождаются только после выполнения оператора DEALLOCATE

DECLARE FacultyPulpitFaculty CURSOR GLOBAL

for SELECT FACULTY, PULPIT FROM PULPIT;

DECLARE @faculty char(20), @pulp char(20);

OPEN FacultyPulpitFaculty;

fetch FacultyPulpitFaculty into @faculty, @pulp;

print '1. '+@faculty+@pulp;

go

DECLARE @faculty char(20), @pulp char(20);

fetch FacultyPulpitFaculty into @faculty, @pulp;

print '2. '+@faculty+@pulp;

close FacultyPulpitFaculty;

deallocate FacultyPulpitFaculty;

go

3. Разработать сценарий, демонстрирующий отличие статических курсоров от динамических на примере базы данных X\_UNIVER.

------------------------СТАТИЧЕСИКИЙ КУРСОР---------------------------

DECLARE @aud\_type char(10), @aud\_capacity int, @aud\_name char(10);

DECLARE AuditoriumInfoCursor CURSOR LOCAL DYNAMIC

for SELECT AUDITORIUM\_TYPE, AUDITORIUM\_CAPACITY, AUDITORIUM\_NAME

FROM AUDITORIUM where AUDITORIUM\_TYPE = 'ЛK';

open AuditoriumInfoCursor;

print 'Количество строк : '+cast(@@CURSOR\_ROWS as varchar(5));

UPDATE AUDITORIUM set AUDITORIUM\_NAME = '411-4', AUDITORIUM = '411-4' where AUDITORIUM\_CAPACITY = 1;

DELETE AUDITORIUM where AUDITORIUM\_CAPACITY = 10;

INSERT AUDITORIUM (AUDITORIUM, AUDITORIUM\_TYPE, AUDITORIUM\_CAPACITY, AUDITORIUM\_NAME)

values ('412-4', 'ЛК', 30, '412-4');

FETCH AuditoriumInfoCursor into @aud\_type, @aud\_capacity, @aud\_name;

while @@fetch\_status = 0

begin

print @aud\_type + ' '+ @aud\_capacity + ' '+ @aud\_name;

fetch AuditoriumInfoCursor into @aud\_type, @aud\_capacity, @aud\_name;

end;

CLOSE AuditoriumInfoCursor;

--------------------------------------------------------------------------------

DECLARE @sub char(10), @id char(40), @note char(1);

DECLARE Progress CURSOR LOCAL STATIC

for SELECT SUBJECT, IDSTUDENT, NOTE from PROGRESS

where SUBJECT='КГ';

open Progress;

print 'Количество строк: '+cast(@@CURSOR\_ROWS as varchar(5));

UPDATE PROGRESS set NOTE=8 where IDSTUDENT=1019;

DELETE PROGRESS where IDSTUDENT=1022;

INSERT PROGRESS (SUBJECT, IDSTUDENT, PDATE, NOTE) values ('КГ', 1022, '2013-05-06', 5);

FETCH Progress into @sub, @id, @note;

while @@FETCH\_STATUS=0

begin

print @sub+''+@id+''+@note;

fetch Progress into @sub, @id, @note;

end;

CLOSE Progress;

4. Разработать сценарий, демонстрирующий свойства навигации в результирующем наборе курсора с атрибутом SCROLL на примере базы данных X\_UNIVER.

Использовать все известные ключевые слова в операторе FETCH.

DECLARE @rowNumber int, @note int;

DECLARE NotesCurs cursor local dynamic SCROLL

for SELECT row\_number() over (order by NOTE) N, NOTE FROM PROGRESS

OPEN NotesCurs;

FETCH NotesCurs into @rowNumber,@note;

print 'следующая строка: ' + cast(@rowNumber as varchar(3))+' оценка в строке: '+rtrim(@note);

FETCH LAST from NotesCurs into @rowNumber,@note;

print 'последняя строка: ' + cast(@rowNumber as varchar(3)) +' оценка в строке: '+rtrim(@note);

FETCH PRIOR from NotesCurs into @rowNumber,@note;

print 'предыдущая строка от текущей: ' + cast(@rowNumber as varchar(3))+' оценка в строке: '+rtrim(@note);

FETCH ABSOLUTE 3 from NotesCurs into @rowNumber,@note;

print 'третья строка от начала: ' + cast(@rowNumber as varchar(3))+' оценка в строке: '+rtrim(@note);

FETCH ABSOLUTE -3 from NotesCurs into @rowNumber,@note;

print 'третья строка от конца: ' + cast(@rowNumber as varchar(3))+' оценка в строке: '+rtrim(@note);

FETCH RELATIVE 2 from NotesCurs into @rowNumber,@note;

print 'вторая строка вперед от текущей: ' + cast(@rowNumber as varchar(3))+' оценка в строке: '+rtrim(@note);

FETCH RELATIVE -2 from NotesCurs into @rowNumber,@note;

print 'вторая строка назад от текущей: ' + cast(@rowNumber as varchar(3))+' оценка в строке: '+rtrim(@note);

CLOSE NotesCurs;

5. Создать курсор, демонстрирующий применение конструкции CURRENT OF в секции WHERE с использованием операторов UPDATE и DELETE.

DECLARE @groupID int, @namee nvarchar(60)

DECLARE CurrentCurs cursor local dynamic

for SELECT IDGROUP, NAME

FROM STUDENT FOR UPDATE;

OPEN CurrentCurs;

FETCH CurrentCurs into @groupID, @namee;

DELETE STUDENT WHERE CURRENT OF CurrentCurs;--удаляется строка первая строка в таблице STUDENT

FETCH CurrentCurs into @groupID, @namee;

UPDATE STUDENT set IDGROUP=IDGROUP+1 where CURRENT OF CurrentCurs;-- и увеличивается на единицу номер группы в следующей строке.

CLOSE CurrentCurs;

6. Разработать SELECT-запрос, с помощью которого из таблицы PROGRESS удаляются строки, содержащие информацию о студентах, получивших оценки ниже 4 (использовать объединение таблиц PROGRESS, STUDENT, GROUPS).

Разработать SELECT-запрос, с помощью которого в таблице PROGRESS для студента с конкретным номером IDSTUDENT корректируется оценка (увеличивается на единицу).

DECLARE @subject char(10), @studentName char(100), @studentGroup int, @note int;

DECLARE HigherNotes cursor local dynamic

for SELECT SUBJECT, NAME, GROUPS.IDGROUP, NOTE FROM

PROGRESS Inner Join STUDENT

On PROGRESS.IDSTUDENT=STUDENT.IDSTUDENT

Inner Join GROUPS

On STUDENT.IDGROUP=GROUPS.IDGROUP

WHERE PROGRESS.NOTE<6;--<4 и <5 нет

OPEN HigherNotes;

FETCH HigherNotes into @subject, @studentName, @studentGroup, @note;

DELETE PROGRESS WHERE CURRENT OF HigherNotes;

CLOSE HigherNotes;

SELECT \* FROM PROGRESS;

-----------------------------------------------------------------------

DECLARE @studentID char(6), @studentNote int;

DECLARE IdStudentHigherNote cursor local dynamic

for SELECT IDSTUDENT,NOTE

FROM PROGRESS FOR UPDATE;

OPEN IdStudentHigherNote;

FETCH IdStudentHigherNote into @studentID, @studentNote;

UPDATE PROGRESS SET NOTE=NOTE+1

WHERE IDSTUDENT=1022;--первоначально была 6

CLOSE IdStudentHigherNote;

**Лабораторная работа №11. Особенности использования транзакций**

1. Разработать сценарий, демонстрирующий работу в режиме *неявной* транзакции.

Проанализировать пример, приведенный справа, в котором создается таблица Х, и создать сценарий для другой таблицы.

--Разработать сценарий, демонстрирующий работу в режиме неявной транзакции.

set nocount on

if exists (select \* from SYS.OBJECTS -- таблица X есть?

where OBJECT\_ID= object\_id(N'DBO.X') )

drop table TableOne;

declare @c int, @flag char = 'c'; -- commit или rollback?

SET IMPLICIT\_TRANSACTIONS ON -- включ. режим неявной транзакции

CREATE table TableOne(K int ); -- начало транзакции

INSERT TableOne values (1),(2),(3);

set @c = (select count(\*) from TableOne);

print 'количество строк в таблице TableOne: ' + cast( @c as varchar(2));

if @flag = 'c' commit; -- завершение транзакции: фиксация

else rollback; -- завершение транзакции: откат

SET IMPLICIT\_TRANSACTIONS OFF -- выключ. режим неявной транзакции

if exists (select \* from SYS.OBJECTS -- таблица X есть?

where OBJECT\_ID= object\_id(N'DBO.TableOne') )

print 'таблица "TableOne" есть';

else print 'таблицы "TableOne" нет'

2.Разработать сценарий, демонстрирующий свойство *атомарности* *явной* транзакции на примере базы данных X\_UNIVER.

В блоке CATCH предусмотреть выдачу соответствующих сообщений об ошибках.

Опробовать работу сценария при использовании различных операторов модификации таблиц.

--Явная. Разработать сценарий, демонстрирующий свойство атомарности явной транзакции.

begin try

begin tran --начало явной транзакции

insert PROFESSION values ('1-47 01 02', 'ИТ', 'Дизайн электронных и веб-изданий', 'программист-дизайнер');

insert PROGRESS values ('ОАиП', 1002, '2013-01-10', 8);

commit tran; --фиксация транзакции

end try

begin catch

print 'ошибка: '+case

when error\_number()=2627 and patindex('%PROFESSION\_PK%', error\_message())>0 --позиция первого символа подстроки

then 'дублирование записи'

else 'неизвестная ошибка: '+cast(error\_number() as varchar(5))+error\_message()

end;

if @@TRANCOUNT>0 rollback tran; --возвращает уровень вложенности транзакции, если>0, то транзакция не завершена

end catch;

3.Разработать сценарий, демонстрирующий применение оператора SAVE TRAN на примере базы данных X\_UNIVER.

В блоке CATCH предусмотреть выдачу соответствующих сообщений об ошибках.

Опробовать работу сценария при использовании различных контрольных точек и различных операторов модификации таблиц.

--Разработать сценарий, демонстрирующий применение оператора SAVE TRAN

declare @point varchar(150); --макс. длина имени 32

begin try

begin tran --начало явной транзакции

set @point='p1'; save tran @point; --контрольная точка p1

insert PROGRESS values ('ОАиП', 1025, '2013-01-10', 10);

set @point='p2'; save tran @point; --контрольная точка p2

insert FACULTY values ('ЛиД', 'Факультет лесной инженерии, материаловедения и дизайна');

commit tran; --фиксация транзакции

end try

begin catch

print 'ошибка: '+case when error\_number()=547

and patindex ('%FACULTY\_FK%', error\_message())>0

then 'конфликт с ограничением FOREIGN KEY'

else 'неизвестная ошибка: '+cast(error\_number() as varchar(5)) +error\_message()

end;

if @@TRANCOUNT>0

begin

print 'контрольная точка: '+@point;

rollback tran @point; --откат к контрольной точке

commit tran; --фиксация изменений, выполненных до контрольной точки

end;

end catch;

select \* from FACULTY;

4.Разработать два сценария A и B на примере базы данных X\_UNIVER.

Сценарий A представляет собой явную транзакцию с уровнем изолированности READ UNCOMMITED, сценарий B – явную транзакцию с уровнем изолированности READ COMMITED (по умолчанию).

Сценарий A должен демонстрировать, что уровень READ UNCOMMITED допускает неподтвержденное, неповторяющееся и фантомное чтение.

--Сценарий A представляет собой явную транзакцию с уровнем изолированности READ UNCOMMITED,

--сценарий B – явную транзакцию с уровнем изолированности READ COMMITED (по умолчанию).

--Сценарий A должен демонстрировать, что уровень READ UNCOMMITED допускает неподтвержденное,

--неповторяющееся и фантомное чтение.

---A---

set transaction isolation level READ UNCOMMITTED

begin transaction

-------------------------t1--------------------------

select @@SPID, 'insert FACULTY' 'результат', \* from FACULTY --возвращает системный идентификатор процесса, назначенный сервером текущему подключению

where FACULTY='ФЗО';

select @@SPID, 'update FACULTY' 'результат', \* from FACULTY

where FACULTY='ПИМ';

commit;

ДРУГОЙ ФАЙЛ

---B---

begin transaction

select @@SPID

insert FACULTY values ('ФЗО','Факультет заочного образования')

update FACULTY set FACULTY='ПИМ'

where FACULTY='ПиМ';

-------------------------t1--------------------------

-------------------------t2--------------------------

rollback;

5.Разработать два сценария A и B на примере базы данных X\_UNIVER.

Сценарии A и В представляют собой явные транзакции с уровнем изолированности READ COMMITED.

Сценарий A должен демонстрировать, что уровень READ COMMITED не допускает неподтвержденного чтения, но при этом возможно неповторяющееся и фантомное чтение.

--Сценарии A и В представляют собой явные транзакции с уровнем изолированности READ COMMITED.

--Сценарий A должен демонстрировать, что уровень READ COMMITED не допускает неподтвержденного чтения,

--но при этом возможно неповторяющееся и фантомное чтение.

---A---

set transaction isolation level READ COMMITTED

begin transaction

select count(\*) from FACULTY where FACULTY = 'ИТ';

--------------------------t1------------------

--------------------------t2-----------------

select 'update FACULTY' 'результат', count(\*)

from FACULTY where FACULTY = 'ИТ';

commit;

---B---

begin transaction

---------------------------t1--------------------

update FACULTY set FACULTY = 'ИТ'

where FACULTY = 'ФИТ'

commit;

---------------------------t2--------------------

6.Разработать два сценария A и B на примере базы данных X\_UNIVER.

Сценарий A представляет собой явную транзакцию с уровнем изолированности REPEATABLE READ. Сценарий B – явную транзакцию с уровнем изолированности READ COMMITED.

Сценарий A должен демонстрировать, что уровень REAPETABLE READ не допускает неподтвержденного чтения и неповторяющегося чтения, но при этом возможно фантомное чтение.

--Сценарий A представляет собой явную транзакцию с уровнем изолированности REPEATABLE READ.

--Сценарий B – явную транзакцию с уровнем изолированности READ COMMITED.

--Сценарий A должен демонстрировать, что уровень REAPETABLE READ не допускает неподтвержденного чтения и неповторяющегося чтения,

--но при этом возможно фантомное чтение.

---A---

set transaction isolation level REPEATABLE READ

begin transaction

select NOTE from PROGRESS where SUBJECT='СУБД';

-------------------------t1--------------------------

-------------------------t2--------------------------

select case

when NOTE=6 then 'insert PROGRESS' else ''

end 'результат', NOTE from PROGRESS where SUBJECT='СУБД';

commit;

---B---

begin transaction

-------------------------t1--------------------------

insert PROGRESS values ('СУБД', 1030, '2021-12-30', 8);

commit;

-------------------------t2--------------------------

delete PROGRESS where IDSTUDENT=1030

7.Разработать два сценария A и B на примере базы данных X\_UNIVER.

Сценарий A представляет собой явную транзакцию с уровнем изолированности SERIALIZABLE.

Сценарий B – явную транзакцию с уровнем изолированности READ COMMITED.

Сценарий A должен демонстрировать отсутствие фантомного, неподтвержденного и неповторяющегося чтения.

--Сценарий A представляет собой явную транзакцию с уровнем изолированности SERIALIZABLE.

--Сценарий B – явную транзакцию с уровнем изолированности READ COMMITED.

--Сценарий A должен демонстрировать отсутствие фантомного, неподтвержденного и неповторяющегося чтения.

---A---

set transaction isolation level SERIALIZABLE

begin transaction

--delete PROGRESS where SUBJECT='СУБД';

insert PROGRESS values ('СУБД', 1017, '2021-05-05', 10);

select IDSTUDENT from PROGRESS where SUBJECT='СУБД';

-------------------------t1--------------------------

select IDSTUDENT from PROGRESS where SUBJECT='СУБД';

-------------------------t2--------------------------

commit;

---B---

begin transaction

--delete PROGRESS where SUBJECT='СУБД';

insert PROGRESS values ('СУБД', 1017, '2021-05-05', 10);

select IDSTUDENT from PROGRESS where SUBJECT='СУБД';

-------------------------t1--------------------------

commit;

select IDSTUDENT from PROGRESS where SUBJECT='СУБД';

-------------------------t2--------------------------

insert PROGRESS values ('ОАиП', 1005, '2013-10-01', 8);

8.Разработать сценарий, демонстрирующий свойства *вложенных* транзакций, на примере базы данных X\_UNIVER.

begin tran --внешняя транзакция

insert PROGRESS values ('КГ', 1024, '2013-06-04', 8);

begin tran --внутрення транзакция

update PROGRESS set NOTE=8 where IDSTUDENT=1019;

commit;--внутрення транзакция

if @@TRANCOUNT>0 rollback; --внешняя транзакция

select

(select count(\*) from PROGRESS where IDSTUDENT=1019 and NOTE=8) 'внутрення транзакция',

(select count(\*) from PROGRESS where IDSTUDENT=1024) 'внешняя транзакция';

**Лабораторная работа №12. Разработка хранимых процедур**

1.Разработать хранимую процедуру без параметров с именем **PSUBJECT**. Процедура формирует результирующий набор на основе таблицы **SUBJECT**, аналогичный набору, представленному на рисунке:

**![](data:image/png;base64,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)**

К точке вызова процедура должна возвращать количество строк, выведенных в результирующий набор.

--Разработать хранимую процедуру без параметров с именем PSUBJECT.

--К точке вызова процедура должна возвращать количество строк, выведенных в результирующий набор.

use UNIVER\_lab4

CREATE PROCEDURE PSUBJECT --создание процедуры

as --хранится в БД

begin

declare @k int=(select count(\*) from SUBJECT);

select \* from SUBJECT;

return @k; --код возврата

end;

declare @n int=0;

EXEC @n=PSUBJECT; --вызов процедуры

print 'кол-во дисциплин='+cast(@n as varchar(3));

--drop procedure PSUBJECT;

--сначала запускать процедуру, потом declare и обращение к процедуре через EXEC

2.Найти процедуру **PSUBJECT** с помощью обозревателя объектов (Object Explorer) SSMS и через контекстное меню создать сценарий на изменение процедуры оператором ALTER.

Изменить процедуру **PSUBJECT**, созданную в задании 1, таким образом, чтобы она принимала два параметра с именами **@p** и **@c**. Параметр **@p** является входным, имеет тип VARCHAR(20) и значение по умолчанию NULL. Параметр **@с** является выходным, имеет тип INT.

Процедура **PSUBJECT** должна формировать результирующий набор, аналогичный набору, представленному на рисунке выше, но при этом содержать строки, соответствующие коду кафедры, заданному параметром **@p**. Кроме того, процедура должна формировать значение выходного параметра **@с**, равное количеству строк в результирующем наборе, а также возвращать значение к точке вызова, равное общему количеству дисциплин (количеству строк в таблице **SUBJECT**).

--Изменить процедуру PSUBJECT, добавив 2 параметра.

--Процедура PSUBJECT должна формировать результирующий набор, соответствующий заданному параметром @p.

--Кроме того, процедура должна формировать значение выходного параметра @с, равное количеству строк в результирующем наборе,

--а также возвращать значение к точке вызова, равное общему количеству дисциплин (количеству строк в таблице SUBJECT).

alter procedure PSUBJECT

@p varchar(20)=NULL,

@c int output

as

begin

declare @k int=(select count(\*) from SUBJECT);

print 'параметры: @p = '+@p+', @c = '+cast(@c as varchar(3));

select \* from SUBJECT where PULPIT=@p;

set @c=@@ROWCOUNT;--значение выходного параметра

return @k;

end;

declare @m int=0, @n int=0;

exec @m=PSUBJECT @p='ИСиТ', @c=@n output;

print 'кол-во дисциплин всего = '+cast(@m as varchar(3));

print 'кол-во дисциплин, соответствующих кафедре ИСиТ = ' + cast(@n as varchar(3));

3.Создать временную локальную таблицу с именем **#SUBJECT**. Наименование и тип столбцов таблицы должны соответствовать столбцам результирующего набора процедуры **PSUBJECT**, разработанной в задании 2.

Изменить процедуру **PSUBJECT** таким образом, чтобы она не содержала выходного параметра.

Применив конструкцию INSERT… EXECUTE с модифицированной процедурой **PSUBJECT**, добавить строки в таблицу **#SUBJECT**.

--Создать временную локальную таблицу с именем #SUBJECT.

--Изменить процедуру PSUBJECT таким образом, чтобы она не содержала выходного параметра.

--Применив конструкцию INSERT… EXECUTE с модифицированной процедурой PSUBJECT,

--добавить строки в таблицу #SUBJECT.

alter procedure PSUBJECT @p varchar(20)=NULL

as begin

declare @k int=(select count(\*) from SUBJECT);

select \* from SUBJECT where PULPIT=@p;

end;

CREATE table #TemporaryTableSUBJECT

(

SUBJECT char(10) primary key,

SUBJECT\_NAME varchar(100),

PULPIT char(20)

)

INSERT #TemporaryTableSUBJECT exec PSUBJECT @p='ИСиТ';

select \* from #TemporaryTableSUBJECT

4.Разработать процедуру с именем **PAUDITORIUM\_INSERT**. Процедура принимает четыре входных параметра: **@a**, **@n**, **@c** и **@t**. Параметр **@a** имеет тип CHAR(20), параметр **@n** имеет тип VARCHAR(50), параметр **@c** имеет тип INT и значение по умолчанию **0**, параметр **@t** имеет тип CHAR(10).

Процедура добавляет строку в таблицу **AUDITORIUM**. Значения столбцов **AUDITORIUM**, **AUDITORIUM\_NAME, AUDITORIUM\_CAPACITY** и **AUDITORIUM\_TYPE** добавляемой строки задаются соответственно параметрами **@a**, **@n**, **@c** и **@t**.

Процедура **PAUDITORIUM\_INSERT** должна применять механизм TRY/CATCH для обработки ошибок. В случае возникновения ошибки, процедура должна формировать сообщение, содержащее код ошибки, уровень серьезности и текст сообщения в стандартный выходной поток.

Процедура должна возвращать к точке вызова значение **-1** в том случае, если произошла ошибка и **1**, если выполнение успешно.

Опробовать работу процедуры с различными значениями исходных данных, которые вставляются в таблицу.

--Процедура PAUDITORIUM\_INSERT должна при-менять механизм TRY/CATCH для обработки ошибок.

--В случае возникновения ошибки, процедура должна формировать сообщение, содержащее код ошибки,

--уровень серьезности и текст сообщения в стандартный выходной поток.

create procedure PAUDITORIUM\_INSERT

@audit CHAR(30),

@auditName NVARCHAR(50),

@auditCapacity INT=0,

@auditType CHAR(10)

as declare @rc int = 1;

begin try

insert into AUDITORIUM (AUDITORIUM, AUDITORIUM\_NAME, AUDITORIUM\_CAPACITY, AUDITORIUM\_TYPE)

values (@audit , @auditName, @auditCapacity, @auditType)

return @rc;

end try

begin catch --обработка ошибки

print 'номер ошибки : '+ cast(error\_number() as varchar(6));

print 'сообщение : '+ error\_message();

print 'уровень : '+cast(error\_severity() as varchar(6));

print 'метка : '+cast(error\_state() as varchar(8));

print 'номер строки : '+cast(error\_line() as varchar(8));

if error\_procedure() is not null

print 'имя процедуры: '+error\_procedure();

return -1;

end catch;

declare @rc1 INT;

exec @rc1=PAUDITORIUM\_INSERT @audit ='101-1', @auditName='101-1', @auditCapacity=40, @auditType='ЛБ-К';

print 'код ошибки: '+cast(@rc1 as varchar(3));

--delete AUDITORIUM where AUDITORIUM='101-1'

drop procedure PAUDITORIUM\_INSERT

5.Разработать процедуру с именем **SUBJECT\_REPORT**, формирующую в стандартный выходной поток отчет со списком дисциплин на конкретной кафедре. В отчет должны быть выведены краткие названия (поле SUBJECT) из таблицы SUBJECT в одну строку через запятую (использовать встроенную функцию RTRIM). Процедура имеет входной параметр с именем **@p** типа CHAR(10), который предназначен для указания кода кафедры.

В том случае, если по заданному значению **@p** невозможно определить код кафедры, процедура должна генерировать ошибку с сообщением **ошибка в параметрах**.

Процедура **SUBJECT\_REPORT** должна возвращать к точке вызова количество дисциплин, отображенных в отчете.

--В отчет должны быть выведены краткие названия (поле SUBJECT) из таблицы SUBJECT в одну

--строку через запятую (использовать встроенную функцию RTRIM).

create procedure SUBJECT\_REPORT @p CHAR(50)

as

declare @rc int=0;

begin try

declare @tv char(20), @t char(300)='';

declare SubjCurs CURSOR for

select SUBJECT from SUBJECT where PULPIT=@p;

if not exists (select SUBJECT from SUBJECT where PULPIT=@p)

raiserror('ошибка',11,1);

else

open SubjCurs;

fetch SubjCurs into @tv;

print 'Дисциплины: ';

while @@FETCH\_STATUS=0

begin

set @t=rtrim(@tv)+', '+@t;

set @rc=@rc+1;

fetch SubjCurs into @tv;

end;

print @t;

close SubjCurs;

return @rc;

end try

begin catch

print 'ошибка в параметрах'

if error\_procedure() is not null

print 'имя процедуры: '+error\_procedure();

return @rc;

end catch;

declare @rc1 int;

exec @rc1=SUBJECT\_REPORT @p='ИСиТ';

print 'Количество дисциплин = '+cast(@rc1 as varchar(3));

--drop procedure SUBJECT\_REPORT

6.Разработать процедуру с именем **PAUDITORIUM\_INSERTX**. Процедура принимает пять входных параметров: **@a**, **@n**, **@c**, **@t** и **@tn**.

Параметры **@a**, **@n**, **@c**, **@t** аналогичны параметрам процедуры **PAUDITORIUM\_INSERT**. Дополнительный параметр **@tn** является входным, имеет тип VARCHAR(50), предназначен для ввода значения в столбец **AUDITORIUM\_TYPE**.**AUDITORIUM\_TYPENAME**.

Процедура добавляет две строки. Первая строка добавляется в таблицу **AUDITORIUM\_TYPE**. Значения столбцов **AUDITORIUM\_TYPE** и **AUDITORIUM\_ TYPENAME** добавляемой строки задаются соответственно параметрами **@t** и **@tn**. Вторая строка добавляется путем вызова процедуры **PAUDITORIUM\_INSERT**.

Добавление строки в таблицу **AUDITORIUM\_TYPE** и вызов процедуры **PAUDITORIUM\_INSERT** должны выполняться в рамках одной явной транзакции с уровнем изолированности SERIALIZABLE.

В процедуре должна быть предусмотрена обработка ошибок с помощью механизма TRY/CATCH. Все ошибки должны быть обработаны с выдачей соответствующего сообщения в стандартный выходной поток.

Процедура **PAUDITORIUM\_INSERTX** должна возвращать к точке вызова значение **-1** в том случае, если произошла ошибка и **1**, если выполнения процедуры завершилось успешно.

--Процедура добавляет две строки.

--Добавление строки в таблицу AUDITORI-UM\_TYPE и вызов процедуры PAUDITORI-UM\_INSERT должны выполняться

--в рамках одной явной транзакции с уровнем изолированности SERIALIZABLE.

create procedure PAUDITORIUM\_INSERTX

@audit char(30),

@auditName nvarchar(50),

@auditCapacity int=0,

@auditType char(10),

@auditTypeName nvarchar(50)

as declare @rc int=1;

begin try

set transaction isolation level SERIALIZABLE;

begin tran

insert into AUDITORIUM\_TYPE (AUDITORIUM\_TYPE, AUDITORIUM\_TYPENAME)

values (@auditType, @auditTypeName)

exec @rc=PAUDITORIUM\_INSERT @audit, @auditName, @auditCapacity, @auditType;

commit tran;

return @rc;

end try

begin catch

print 'номер ошибки: '+cast(error\_number() as varchar(6));

print 'сообщение: '+error\_message();

print 'уровень: '+cast(error\_severity() as varchar(6));

print 'метка: '+cast(error\_state() as varchar(8));

print 'номер строки: '+cast(error\_line() as varchar(8));

if error\_procedure() is not null

print 'имя процедуры: '+error\_procedure();

if @@TRANCOUNT>0

rollback tran;

return -1;

end catch;

declare @r int;

exec @r=PAUDITORIUM\_INSERTX @audit='205-4', @auditName='205-4', @auditCapacity=200,

@auditType='ЛА', @auditTypeName='Лабораторная аудитория';

print 'код ошибки = '+cast(@r as varchar(3));

drop procedure PAUDITORIUM\_INSERTX

**Лабораторная работа №13. Разработка и использование функций**

1. Разработать *скалярную* функцию с именем **COUNT\_STUDENTS**, которая вычисляет количество студентов на факультете, код которого задается параметром типа VARCHAR(20) с именем **@faculty**. Использовать внутреннее соединение таблиц FACULTY, GROUPS, STUDENT. Опробовать работу функции.

Внести изменения в текст функции с помощью оператора ALTER с тем, чтобы функция принимала второй параметр **@prof** типа VARCHAR(20),обозначающий специальность студентов. Для параметров определить значения по умолчанию NULL. Опробовать работу функции с помощью SELECT-запросов.

--Разработать скалярную функцию с именем COUNT\_STUDENTS, которая вычисляет количество

--студентов на факультете, код которого задается параметром типа VARCHAR(20) с именем @faculty.

--Использовать внутреннее соединение таблиц FACULTY, GROUPS, STUDENT.

use UNIVER\_lab4

go

create function COUNT\_STUDENTS(@faculty nvarchar(40)) returns int

as begin declare @rc int = 0;

set @rc=(select count(IDSTUDENT)

from STUDENT join GROUPS

on STUDENT.IDGROUP = GROUPS.IDGROUP

join FACULTY

on GROUPS.FACULTY = FACULTY.FACULTY

where FACULTY.FACULTY = @faculty);

return @rc;

end;

go

declare @f int=dbo.COUNT\_STUDENTS('ИТ');

print 'Количество студентов на факультете ИТ = ' + cast(@f as varchar(4));

select FACULTY [Факультеты],

dbo.COUNT\_STUDENTS(FACULTY) [Количество студентов на факультетах] from FACULTY;

--drop function COUNT\_STUDENTS

--Внести изменения в текст функции с помощью оператора ALTER с тем, чтобы функция принимала

--второй параметр @prof типа VARCHAR(20), обозначающий специальность студентов. Для параметров

--определить значения по умолчанию NULL.

go

alter function COUNT\_STUDENTS(@faculty nvarchar(20)=NULL, @prof varchar(20)=NULL) returns int

as begin declare @rc int = 0;

set @rc=(SELECT count(IDSTUDENT)

from STUDENT join GROUPS

on STUDENT.IDGROUP = GROUPS.IDGROUP

join FACULTY

on GROUPS.FACULTY = FACULTY.FACULTY

where FACULTY.FACULTY = isnull(@faculty, FACULTY.FACULTY) and

GROUPS.PROFESSION=isnull(@prof, GROUPS.PROFESSION));

return @rc;

end;

--вызов скалярной функции без применения параметров по умолчанию

go

select FACULTY.FACULTY [Факультеты],

GROUPS.PROFESSION [Специальности],

dbo.COUNT\_STUDENTS(FACULTY.FACULTY, GROUPS.PROFESSION) [Количество студентов на факультетах]

from FACULTY join GROUPS on FACULTY.FACULTY=GROUPS.FACULTY

group by FACULTY.FACULTY, GROUPS.PROFESSION order by [Количество студентов на факультетах] desc

--вызов скалярной функции с применением значения по умолчанию для второго параметра

select FACULTY [Факультеты],

dbo.COUNT\_STUDENTS(FACULTY, default) [Количество студентов на факультетах] from FACULTY;

--вызов функции со значениями по умолчанию для двух параметров

print 'Всего студентов: '+ cast(dbo.COUNT\_STUDENTS(default, default) as varchar(4));

2. Разработать *скалярную* функцию с именем **FSUBJECTS,** принимающую параметр **@p** типа VARCHAR(20), значение которого задает код кафедры (столбец **SUBJECT.PULPIT**).

Функция должна возвращать строку типа VARCHAR(300) с перечнем дисциплин в отчете.

Создать и выполнить сценарий, который создает отчет, аналогичный представленному ниже.

Примечание: использовать локальный статический курсор на основе SELECT-запроса к таблице **SUBJECT**.
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--Разработать скалярную функцию с именем FSUBJECTS, принимающую параметр @p типа VARCHAR(20),

--значение которого задает код кафедры (столбец SUBJECT.PULPIT).

--Функция должна возвращать строку типа VARCHAR(300) с перечнем дисциплин в отчете.

go

create FUNCTION FSUBJECTS(@p nvarchar(20)) returns varchar(300)

as begin

declare @tv char(20);

declare @t varchar(300)='Дисциплины: ';

declare SubjectPulpitCursor CURSOR LOCAL static

for select SUBJECT from SUBJECT where PULPIT=@p;

open SubjectPulpitCursor;

fetch SubjectPulpitCursor into @tv;

while @@FETCH\_STATUS=0

begin

set @t = @t + ' ' + rtrim(@tv);

fetch SubjectPulpitCursor into @tv;

end;

return @t;

end;

--drop FUNCTION FSUBJECTS

go

select PULPIT, dbo.FSUBJECTS(PULPIT) [Дисциплины] from SUBJECT

select distinct PULPIT, dbo.FSUBJECTS(PULPIT)[Дисциплины] from SUBJECT

3. Разработать *табличную* функцию **FFACPUL**, результаты работы которой продемонстрированы на рисунке ниже.

Функция принимает два параметра, задающих код факультета (столбец **FACULTY.FACULTY**) и код кафедры (столбец **PULPIT.PULPIT**). Использует SELECT-запрос c левым внешним соединением между таблицами **FACULTY** и **PULPIT**.

Если оба параметра функции равны NULL, то она возвращает список всех кафедр на всех факультетах.

Если задан первый параметр (второй равен NULL), функция возвращает список всех кафедр заданного факультета.

Если задан второй параметр (первый равен NULL), функция возвращает результирующий набор, содержащий строку, соответствующую заданной кафедре.
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Если заданы два параметра, функция возвращает результирующий набор, содержащий строку, соответствующую заданной кафедре на заданном факультете.

Если по заданным значениям параметров невозможно сформировать строки, функция возвращает пустой результирующий набор.

--Разработать табличную функцию FFACPUL, результаты работы которой продемонстрированы на рисунке ниже.

--Функция принимает два параметра, задающих код факультета (столбец FACULTY.FACULTY)

--и код кафедры (столбец PULPIT.PULPIT). Использует SELECT-запрос c левым внешним соединением между таблицами FACULTY и PULPIT.

go

create function FFACPUL(@f varchar(50), @p varchar(50)) returns table

as return

select FACULTY.FACULTY, PULPIT.PULPIT

from FACULTY left outer join PULPIT

on FACULTY.FACULTY=PULPIT.FACULTY

where FACULTY.FACULTY=isnull(@f, FACULTY.FACULTY)

and

PULPIT.PULPIT=isnull(@p, PULPIT.PULPIT);

go

--список всех кафедр на всех факультетах

select \* from dbo.FFACPUL(NULL, NULL);

--список всех кафедр заданного факультета

select \* from dbo.FFACPUL('ИЭФ', NULL);

--набор, содерж. строку, соотв. заданной кафедре

select \* from dbo.FFACPUL(NULL, 'МиЭП');

--строка, соотв. заданной кафедре на заданном факультете

select \* from dbo.FFACPUL('ИЭФ', 'МиЭП');

4. На рисунке ниже показан сценарий, демонстрирующий работу *скалярной* функции **FCTEACHER**. Функция принимает один параметр, задающий код кафедры. Функция возвращает количество преподавателей на заданной параметром кафедре. Если параметр равен NULL, то возвращается общее количество преподавателей.
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Разработать функцию **FCTEACHER**.

--Разработать функцию FCTEACHER.

--Функция принимает один параметр, задающий код кафедры. Функция возвращает количество преподавателей

--на заданной параметром кафедре. Если параметр равен NULL, то возвращается общее количество преподавателей.

create function FCTEACHER(@p varchar(50)) returns int

as

begin

declare @rc int=(select count(\*) from TEACHER

where PULPIT=isnull(@p, PULPIT));

return @rc;

end;

go

select PULPIT, dbo.FCTEACHER(PULPIT)[Количество преподавателей]

from PULPIT

select dbo.FCTEACHER(NULL)[Всего преподавателей]

6. Изменить эту функцию так, чтобы количество кафедр, количество групп, количество студентов и количество специальностей вычислялось отдельными скалярными функциями.

-- Изменить функцию так, чтобы количество кафедр, количество групп, количество студентов и количество специальностей

--вычислялось отдельными скалярными функциями.

use UNIVER\_lab4

--изначальная многооператорная табличная функция FACULTY\_REPORT

go

create function FACULTY\_REPORT(@c int) returns @fr table

([Факультет] varchar(50), [Количество кафедр] int, [Количество групп] int,

[Количество студентов] int, [Количество специальностей] int)

as begin

declare cc CURSOR static for

select FACULTY from FACULTY

where dbo.COUNT\_STUDENTS(FACULTY, default) > @c;

declare @f varchar(30);

open cc;

fetch cc into @f;

while @@fetch\_status = 0

begin

insert @fr values(@f, (select count(PULPIT) from PULPIT where FACULTY = @f),

(select count(IDGROUP) from GROUPS where FACULTY = @f), dbo.COUNT\_STUDENTS(@f, default),

(select count(PROFESSION) from PROFESSION where FACULTY = @f) );

fetch cc into @f;

end;

return;

end;

--количество кафедр

go

create function PULPIT\_COUNT(@faculty varchar(50)) returns int

as begin

declare @rc int=(select count(PULPIT) from PULPIT

where PULPIT.FACULTY = @faculty);

return @rc;

end;

--количество групп

go

create function GROUP\_COUNT(@faculty varchar(50)) returns int

as begin

declare @rc1 int=(select count(IDGROUP) from GROUPS

where GROUPS.FACULTY = @faculty);

return @rc1;

end;

--количество специальностей

go

create function PROFESSION\_COUNT(@faculty varchar(50)) returns int

as begin

declare @rc2 int=(select count(PROFESSION) from PROFESSION

where PROFESSION.FACULTY = @faculty);

return @rc2;

end;

--количество студентов

go

create function STUDENTS\_COUNT(@faculty nvarchar(20)=NULL, @prof varchar(20)=NULL) returns int

as begin

declare @rc2 int=(select count(IDSTUDENT)

from STUDENT join GROUPS

on STUDENT.IDGROUP = GROUPS.IDGROUP

join FACULTY

on GROUPS.FACULTY = FACULTY.FACULTY

where FACULTY.FACULTY = isnull(@faculty, FACULTY.FACULTY) and

GROUPS.PROFESSION=isnull(@prof, GROUPS.PROFESSION));

return @rc2;

end;

--измененная функция со скалярными функциями

go

create function FACULTY\_REPORT1(@c int) returns @fr table

([Факультет]varchar(50), [Количество кафедр]int, [Количеcтво групп]int,

[Количество студентов]int, [Количество специальностей]int)

as begin

declare cc CURSOR static for

select FACULTY from FACULTY

where dbo.STUDENTS\_COUNT(FACULTY, default)>@c;

declare @f varchar(30);

open cc;

fetch cc into @f;

while @@fetch\_status=0

begin

insert @fr values(@f, dbo.PULPIT\_COUNT(@f), dbo.GROUP\_COUNT(@f), dbo.STUDENTS\_COUNT(@f,default), dbo.PROFESSION\_COUNT(@f))

fetch cc into @f;

end;

close cc;

return;

end;

go

select \* from dbo.FACULTY\_REPORT1(-1); --в скобках количество студентов

**Лабораторная работа №14. Применение триггеров**

1.С помощью сценария, представленного на рисунке, создать таблицу **TR\_AUDIT**.

**![](data:image/png;base64,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)**

Таблица предназначена для добавления в нее строк триггерами.

В столбец **STMT** триггер должен поместить событие, на которое он среагировал, а в столбец **TRNAME −** собственное имя.

Разработать AFTER-триггер с именем **TR\_TEACHER\_INS** для таблицы **TEACHER**, реагирующий на событие **INSERT**. Триггер должен записывать строки вводимых данных в таблицу **TR\_AUDIT**. В столбец **СС** помещаются значения столбцов вводимой строки.

--Создать таблицу TR\_AUDIT.

--Разработать AFTER-триггер с именем TR\_TEACHER\_INS для таблицы TEACHER, реагирующий на событие INSERT.

--Триггер должен записывать строки вводимых данных в таблицу TR\_AUDIT.

--В столбец СС помещаются значения столбцов вводимой строки.

go

create table TR\_AUDIT

(

ID int identity, --номер

--В STMT триггер должен поместить событие, на которое он среагировал

STMT varchar(20)

check (STMT in ('INS', 'DEL', 'UPD')), --DML-оператор

TRNAME varchar(50), --имя триггера

CC varchar(300) --комментарий

)

go

create trigger TR\_TEACHER\_INS on TEACHER after INSERT

as declare @a1 char(10), @a2 varchar(100), @a3 char(1), @a4 char(20), @in varchar(300);

print 'Операция вставки';

set @a1=(select [TEACHER] from INSERTED);

set @a2=(select [TEACHER\_NAME] from INSERTED);

set @a3=(select [GENDER] from INSERTED);

set @a4=(select [PULPIT] from INSERTED);

set @in=@a1+' '+@a2+' '+@a3+' '+@a4;

insert into TR\_AUDIT(STMT, TRNAME, CC) values ('INS', 'TR\_TEACHER\_INS', @in);

return;

go

insert into TEACHER values ('НВСЛСК', 'Новосельская Ольга Александровна', 'ж', 'ИСиТ');

select \* from TR\_AUDIT;

--delete TEACHER from TEACHER where TEACHER.TEACHER='НВСЛСК'

--drop table TR\_AUDIT;

--drop trigger TR\_TEACHER\_INS

2.Создать AFTER-триггер с именем **TR\_TEACHER\_DEL** для таблицы **TEA-CHER**, реагирующий на событие **DELETE**. Триггер должен записывать строку данных в таблицу **TR\_AUDIT** для каждой удаляемой строки. В столбец **СС** помещаются значения столбца **TEACHER** удаляемой строки.

--Создать AFTER-триггер с именем TR\_TEACHER\_DEL для таблицы TEA-CHER, реагирующий на событие DELETE.

--Триггер должен записывать строку данных в таблицу TR\_AUDIT для каждой удаляемой строки. В столбец СС

--помещаются значения столбца TEACHER удаляемой строки.

go

create table TR\_AUDIT

(

ID int identity, --номер

--В STMT триггер должен поместить событие, на которое он среагировал

STMT varchar(20)

check (STMT in ('INS', 'DEL', 'UPD')), --DML-оператор

TRNAME varchar(50), --имя триггера

CC varchar(300) --комментарий

)

go

create trigger TR\_TEACHER\_DEL

on TEACHER after DELETE

as

declare @a1 char(10), @a2 varchar(100), @a3 char(1), @a4 char(20), @in varchar(300);

print 'Операция удаления';

set @a1=(select [TEACHER] from DELETED);

set @a2=(select [TEACHER\_NAME] from DELETED);

set @a3=(select [GENDER] from DELETED);

set @a4=(select [PULPIT] from DELETED);

set @in=@a1+' '+@a2+' '+@a3+' '+@a4;

insert into TR\_AUDIT(STMT, TRNAME, CC)

values ('DEL', 'TR\_TEACHER\_DEL', @in);

return;

go

delete TEACHER where TEACHER='НВСЛСК';

select \* from TR\_AUDIT;

--drop trigger TR\_TEACHER\_DEL

3.Создать AFTER-триггер с именем **TR\_TEACHER\_UPD** для таблицы **TEA-CHER**, реагирующий на событие **UPDATE**. Триггер должен записывать строку данных в таблицу **TR\_AUDIT** для каждой изменяемой строки. В столбец **СС** помещаются значения столбцов изменяемой строки до и после изменения.

--Создать AFTER-триггер с именем TR\_TEACHER\_UPD для таблицы TEACHER, реагирующий на событие UPDATE.

--Триггер должен записывать строку данных в таблицу TR\_AUDIT для каждой изменяемой строки.

--В столбец СС помещаются значения столбцов изменяемой строки до и после изменения.

go

create table TR\_AUDIT

(

ID int identity, --номер

--В STMT триггер должен поместить событие, на которое он среагировал

STMT varchar(20)

check (STMT in ('INS', 'DEL', 'UPD')), --DML-оператор

TRNAME varchar(50), --имя триггера

CC varchar(300) --комментарий

)

go

create trigger TR\_TEACHER\_UPD

on TEACHER after UPDATE

as declare @a1 char(10), @a2 varchar(100), @a3 char(1), @a4 char(20), @in varchar(300);

print 'Операция изменения';

set @a1=(select [TEACHER] from INSERTED);

set @a2=(select [TEACHER\_NAME] from INSERTED);

set @a3=(select [GENDER] from INSERTED);

set @a4=(select [PULPIT] from INSERTED);

set @in=@a1+' '+@a2+' '+@a3+' '+@a4;

set @a1=(select [TEACHER] from DELETED);

set @a2=(select [TEACHER\_NAME] from DELETED);

set @a3=(select [GENDER] from DELETED);

set @a4=(select [PULPIT] from DELETED);

set @in=@a1+' '+@a2+' '+@a3+' '+@a4;

insert into TR\_AUDIT(STMT, TRNAME, CC)

values ('UPD', 'TR\_TEACHER\_UPD', @in);

return;

go

update TEACHER set TEACHER='НВСЛСК\_О\_А' where TEACHER='НВСЛСК';

select \* from TR\_AUDIT;

--drop trigger TR\_TEACHER\_UPD

4.Создать AFTER-триггер с именем **TR\_TEACHER** для таблицы **TEACHER**, реагирующий на события **INSERT**, **DELETE**, **UPDATE**.

Триггер должен записывать строку данных в таблицу **TR\_AUDIT** для каждой изменяемой строки. В коде триггера определить событие, активизировавшее триггер и поместить в столбец **СС** соответствующую событию информацию.

Разработать сценарий, демонстрирующий работоспособность триггера.

--Создать AFTER-триггер с именем TR\_TEACHER для таблицы TEACHER, реагирующий на события INSERT, DELETE, UPDATE.

go

create table TR\_AUDIT

(

ID int identity, --номер

--В STMT триггер должен поместить событие, на которое он среагировал

STMT varchar(20)

check (STMT in ('INS', 'DEL', 'UPD')), --DML-оператор

TRNAME varchar(50), --имя триггера

CC varchar(300) --комментарий

)

go

create trigger TR\_TEACHER

on TEACHER after INSERT, DELETE, UPDATE

as declare @a1 char(10), @a2 varchar(100), @a3 char(1), @a4 char(20), @in varchar(300);

declare @ins int=(select count(\*) from inserted),

@del int=(select count(\*) from deleted);

if @ins>0 and @del=0

begin

print 'Событие: INSERT';

set @a1=(select [TEACHER] from INSERTED);

set @a2=(select [TEACHER\_NAME] from INSERTED);

set @a3=(select [GENDER] from INSERTED);

set @a4=(select [PULPIT] from INSERTED);

set @in=@a1+' '+@a2+' '+@a3+' '+@a4;

insert into TR\_AUDIT(STMT, TRNAME, CC)

values ('INS', 'TR\_TEACHER\_INS', @in);

end;

else

if @ins=0 and @del>0

begin

print 'Событие: DELETE';

set @a1=(select [TEACHER] from DELETED);

set @a2=(select [TEACHER\_NAME] from DELETED);

set @a3=(select [GENDER] from DELETED);

set @a4=(select [PULPIT] from DELETED);

set @in=@a1+' '+@a2+' '+@a3+' '+@a4;

insert into TR\_AUDIT(STMT, TRNAME, CC)

values ('DEL', 'TR\_TEACHER\_DEL', @in);

end;

else

if @ins>0 and @del>0

begin

print 'Событие: UPDATE';

set @a1=(select [TEACHER] from INSERTED);

set @a2=(select [TEACHER\_NAME] from INSERTED);

set @a3=(select [GENDER] from INSERTED);

set @a4=(select [PULPIT] from INSERTED);

set @in=@a1+' '+@a2+' '+@a3+' '+@a4;

set @a1=(select [TEACHER] from DELETED);

set @a2=(select [TEACHER\_NAME] from DELETED);

set @a3=(select [GENDER] from DELETED);

set @a4=(select [PULPIT] from DELETED);

set @in=@a1+' '+@a2+' '+@a3+' '+@a4;

insert into TR\_AUDIT(STMT, TRNAME, CC)

values ('UPD', 'TR\_TEACHER\_UPD', @in);

end;

return;

insert into TEACHER values ('НВСЛСК', 'Новосельская Ольга Александровна', 'ж', 'ИСиТ');

update TEACHER set TEACHER='НВСЛСК\_О\_А' where TEACHER='НВСЛСК';

delete TEACHER where TEACHER='НВСЛСК';

select \* from TR\_AUDIT;

--drop trigger TR\_TEACHER

5.Разработать сценарий, который демонстрирует на примере базы данных X\_UNIVER, что проверка ограничения целостности выполняется до срабатывания AFTER-триггера.

--Разработать сценарий, который демонстрирует, что проверка ограничения

--целостности выполняется до срабатывания AFTER-триггера.

alter table TEACHER add constraint GENDER check(GENDER in ('м','ж'));

go

update TEACHER set GENDER='трансгендер' where GENDER='ж';

6.Создать для таблицы **TEACHER** три AFTER-триггера с именами: **TR\_TEACHER\_ DEL1**, **TR\_TEACHER\_DEL2** и **TR\_TEA-CHER\_ DEL3**. Триггеры должны реагировать на событие DELETE и формировать соответствующие строки в таблицу **TR\_AUDIT**. Получить список триггеров таблицы **TEACHER**.

Упорядочить выполнение триггеров для таблицы **TEACHER**, реагирующих на событие **DELETE** следующим образом: первым должен выполняться триггер с именем **TR\_TEA-CHER\_DEL3**, последним – триггер **TR\_TEACHER\_DEL2**.

Примечание: использовать системные представления **SYS.TRIGGERS** и **SYS.TRIG-GERS\_ EVENTS**, а также системную процедуру **SP\_SETTRIGGERORDERS**.

--Создать для таблицы TEACHER три AFTER-триггера с именами: TR\_TEACHER\_ DEL1, TR\_TEACHER\_DEL2 и TR\_TEACHER\_ DEL3.

--Триггеры должны реагировать на событие DELETE и формировать соответствующие строки в таблицу TR\_AUDIT.

--Получить список триггеров таблицы TEACHER.

go

create table TR\_AUDIT

(

ID int identity, --номер

--В STMT триггер должен поместить событие, на которое он среагировал

STMT varchar(20)

check (STMT in ('INS', 'DEL', 'UPD')), --DML-оператор

TRNAME varchar(50), --имя триггера

CC varchar(300) --комментарий

)

go

create trigger TR\_TEACHER\_DEL1 on TEACHER after DELETE

as declare @a1 char(10), @a2 varchar(100), @a3 char(1), @a4 char(20), @in varchar(300);

print 'TR\_TEACHER\_DEL1';

set @a1=(select [TEACHER] from DELETED);

set @a2=(select [TEACHER\_NAME] from DELETED);

set @a3=(select [GENDER] from DELETED);

set @a4=(select [PULPIT] from DELETED);

set @in=@a1+' '+@a2+' '+@a3+' '+@a4;

insert into TR\_AUDIT(STMT, TRNAME, CC)

values ('DEL', 'TR\_TEACHER\_DEL1', @in);

return;

go

create trigger TR\_TEACHER\_DEL2 on TEACHER after DELETE

as declare @a1 char(10), @a2 varchar(100), @a3 char(1), @a4 char(20), @in varchar(300);

print 'TR\_TEACHER\_DEL2';

set @a1=(select [TEACHER] from DELETED);

set @a2=(select [TEACHER\_NAME] from DELETED);

set @a3=(select [GENDER] from DELETED);

set @a4=(select [PULPIT] from DELETED);

set @in=@a1+' '+@a2+' '+@a3+' '+@a4;

insert into TR\_AUDIT(STMT, TRNAME, CC)

values ('DEL', 'TR\_TEACHER\_DEL2', @in);

return;

go

create trigger TR\_TEACHER\_DEL3 on TEACHER after DELETE

as

declare @a1 char(10), @a2 varchar(100), @a3 char(1), @a4 char(20), @in varchar(300);

print 'TR\_TEACHER\_DEL3';

set @a1=(select [TEACHER] from DELETED);

set @a2=(select [TEACHER\_NAME] from DELETED);

set @a3=(select [GENDER] from DELETED);

set @a4=(select [PULPIT] from DELETED);

set @in=@a1+' '+@a2+' '+@a3+' '+@a4;

insert into TR\_AUDIT(STMT, TRNAME, CC)

values ('DEL', 'TR\_TEACHER\_DEL3', @in);

return;

go

--список триггеров

select t.name, e.type\_desc

from sys.triggers t join sys.trigger\_events e

on t.object\_id = e.object\_id

where OBJECT\_NAME(t.parent\_id) = 'TEACHER'

--Упорядочить выполнение триггеров для таблицы TEACHER, реагирующих на событие DELETE следующим образом:

--первым должен выполняться триггер с именем TR\_TEACHER\_DEL3, последним – триггер TR\_TEACHER\_DEL2.

exec SP\_SETTRIGGERORDER @triggername = 'TR\_TEACHER\_DEL',

@order = 'First', @stmttype = 'DELETE';

exec SP\_SETTRIGGERORDER @triggername = 'TR\_TEACHER\_DEL2',

@order = 'Last', @stmttype = 'DELETE';

--insert into TEACHER values ('НВСЛСК', 'Новосельская Ольга Александровна', 'ж', 'ИСиТ');

--delete TEACHER where TEACHER='НВСЛСК';

7.Разработать сценарий, демонстрирующий на примере базы данных X\_UNIVER утверждение: AFTER-триггер является частью транзакции, в рамках которого выполняется оператор, активизировавший триггер.

--Разработать сценарий, демонстрирующий утверждение: AFTER-триггер является частью транзакции,

--в рамках которого выполняется оператор, активизировавший триггер.

go

create trigger FacultyTrigger

on FACULTY after INSERT, DELETE, UPDATE

as declare @c int = (select count (\*) from FACULTY);

if (@c>7)

begin

raiserror('Количество факультетов не может быть > 7', 10, 1);

rollback;

end;

return;

insert into PULPIT(PULPIT) values ('Военная кафедра');

--drop trigger FacultyTrigger

8.Для таблицы **FACULTY** создать **INSTEAD OF**-триггер, запрещающий удаление строк в таблице.

Разработать сценарий, который демонстрирует на примере базы данных X\_UNIVER, что проверка ограничения целостности выполнена, если есть INSTEAD OF-триггер.

С помощью оператора DROP удалить все DML-триггеры, созданные в этой лабораторной работе.

--Для таблицы FACULTY создать INSTEAD OF-триггер, запрещающий удаление строк в таблице.

go

create trigger INSTEAD\_OF

on FACULTY instead of DELETE

as raiserror(N'Удаление запрещено', 10, 1);

return;

delete from FACULTY where FACULTY='ИЭФ';

drop trigger TR\_TEACHER\_INS, TR\_TEACHER\_DEL, TR\_TEACHER\_UPD, TR\_TEACHER, TR\_TEACHER\_DEL1,

TR\_TEACHER\_DEL2, TR\_TEACHER\_DEL3, FacultyTrigger;

9.Создать DDL-триггер, реагирующий на все DDL-события в БД **UNIVER**. Триггер должен запрещать создавать новые таблицы и удалять существующие. Свое выполнение триггер должен сопровождать сообщением, которое содержит: тип события, имя и тип объекта, а также пояснительный текст, в случае запрещения выполнения оператора.

Разработать сценарий, демонстрирующий работу триггера.

--Создать DDL-триггер, реагирующий на все DDL-события в БД UNIVER. Триггер должен запрещать

--создавать новые таблицы и удалять существующие.

go

create trigger DDL\_UNIVER\_lab4 on database

for DDL\_DATABASE\_LEVEL\_EVENTS

as

declare @t varchar(50) = EVENTDATA().value('(/EVENT\_INSTANCE/EventType)[1]', 'varchar(50)');

declare @t1 varchar(50) = EVENTDATA().value('(/EVENT\_INSTANCE/ObjectName)[1]', 'varchar(50)');

declare @t2 varchar(50) = EVENTDATA().value('(/EVENT\_INSTANCE/ObjectType)[1]', 'varchar(50)');

if @t1='FACULTY'

begin

print 'Тип события: '+@t;

print 'Имя объекта: '+@t1;

print 'Тип объекта: '+@t2;

raiserror( N'Операции с базой данных UNIVER\_lab4 запрещены', 16, 1);

rollback;

end;

drop table FACULTY;

drop trigger UNIVER\_lab4;

**Лабораторная работа №15. Использование XML**

1.Разработать сценарий создания XML-документа в режиме PATH из таблицы **TEACHER** для преподавателей кафедры ИСиТ.

use UNIVER\_lab4

go

select [Кафедра].FACULTY[Факультет/@код],

[Кафедра].PULPIT\_NAME [Факультет/Кафедра/@код],

[Преподаватель].TEACHER\_NAME [Факультет/Кафедра/Преподаватель/data()],

[Преподаватель].GENDER [Факультет/Кафедра/Преподаватель/data()]

from TEACHER [Преподаватель] join PULPIT [Кафедра]

on [Преподаватель].PULPIT=[Кафедра].PULPIT

where [Кафедра].PULPIT='ИСиТ' for xml PATH(''),

root('Список\_преподавателей'), elements;

2. Разработать сценарий создания XML-документа в режиме AUTO на основе SELECT-запроса к таблицам **AUDITORIUM** и **AUDITORIUM\_TYPE,** которыйсодержит следующие столбцы: наименование аудитории, наименование типа аудитории и вместимость. Найти только лекционные аудитории.

--Разработать сценарий создания XML-документа в режиме AUTO на основе SELECT-запроса к таблицам

--AUDITORIUM и AUDITORIUM\_TYPE, который содержит следую-щие столбцы: наименование аудитории,

--наименование типа аудитории и вместимость. Найти только лекционные аудитории.

use UNIVER\_lab4

select [Аудитория].AUDITORIUM\_NAME[Наименование\_аудитории],

[Тип\_Aудитории].AUDITORIUM\_TYPE [Тип\_аудитории],

[Аудитория].AUDITORIUM\_CAPACITY [Вместимость\_аудитории]

from AUDITORIUM [Аудитория] join AUDITORIUM\_TYPE [Тип\_Aудитории]

on [Аудитория].AUDITORIUM\_TYPE=[Тип\_Aудитории].AUDITORIUM\_TYPE

where [Аудитория].AUDITORIUM\_TYPE='ЛК' for xml AUTO,

root('Лекционные\_аудитории'),elements;

select [Аудитория].AUDITORIUM\_NAME[Наименование\_аудитории],

[Аудитория].AUDITORIUM\_TYPE [Тип\_аудитории],

[Аудитория].AUDITORIUM\_CAPACITY[Вместимость]

from AUDITORIUM Аудитория join AUDITORIUM\_TYPE

on [Аудитория].AUDITORIUM\_TYPE=AUDITORIUM\_TYPE .AUDITORIUM\_TYPE

where [Аудитория].AUDITORIUM\_TYPE='ЛК' for xml AUTO,

root('Лекционные\_аудитории'),elements;

3.Разработать XML-документ, содержащий данные о трех новых учебных дисциплинах, которые следует добавить в таблицу **SUBJECT**.

Разработать сценарий, извлекающий данные о дисциплинах из XML-документа и добавляющий их в таблицу **SUBJECT**.

При этом применить системную функцию **OPENXML** и конструкцию INSERT… SELECT.

--Разработать XML-документ, содержащий данные о трех новых учебных дисциплинах, которые следует добавить в таблицу SUBJECT.

--Разработать сценарий, извлекающий данные о дисциплинах из XML-документа и добавляющий их в таблицу SUBJECT.

--При этом применить системную функцию OPENXML и конструкцию INSERT… SELECT.

use UNIVER\_lab4

go

declare @h int=0,

@x varchar(2000)='<?xml version="1.0" encoding="windows-1251" ?>

<дисциплины>

<дисциплина код="КГиД" название="Компьютерная графика и дизайн" кафедра="ИСиТ"/>

<дисциплина код="КГиГ" название="Компьютерная геометрия и графика" кафедра="ИСиТ"/>

<дисциплина код="ТЦ" название="Теория цвета" кафедра="ИСиТ"/>

</дисциплины>';

exec sp\_xml\_preparedocument @h output, @x; -- подготовка документа

insert SUBJECT select\* from openxml (@h, '/дисциплины/дисциплина',0)

with([код] char(20), [название] varchar(100), [кафедра] char(20));

exec sp\_xml\_removedocument @h;

select \* from SUBJECT;

delete from SUBJECT where SUBJECT.SUBJECT='КГиД' or SUBJECT.SUBJECT='КГиГ' or SUBJECT.SUBJECT='МП'

4.Используя таблицу **STUDENT** разработать XML-структуру, содержащую паспортные данные студента: серию и номер паспорта, личный номер, дата выдачи и адрес прописки.

Разработать сценарий, в который включен оператор INSERT, добавляющий строку с XML-столбцом.

Включить в этот же сценарий оператор UPDATE, изменяющий столбец **INFO** у одной строки таблицы **STUDENT** и оператор SELECT, формирующий результирующий набор, аналогичный представленному на рисунке.

В SELECT-запросе использовать методы QUERY и VALUEXML-типа.
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--Используя таблицу STUDENT разработать XML-структуру, содержащую паспортные данные студента:

--серию и номер паспорта, личный номер, дата выдачи и адрес прописки.

--Разработать сценарий, в который включен оператор INSERT, добавляющий строку с XML-столбцом.

--Включить в этот же сценарий оператор UPDATE, изменяющий столбец INFO у одной строки таблицы STUDENT и оператор SELECT,

--формирующий результирующий набор, аналогичный представленному на рисунке.

--В SELECT-запросе использовать методы QUERY и VALUEXML-типа.

use UNIVER\_lab4

insert into STUDENT(IDGROUP, NAME, BDAY, INFO)

values (1, 'Манакова Анастасия Владимировна', '11.08.1999',

'<студент>

<паспорт серия="MP" номер="22223333"/>

<адрес>

<страна>Беларусь</страна>

<город>Минск</город>

<улица>Лобанка</улица>

<дом>62</дом>

<квартира>47</квартира>

</адрес>

</студент>');

select IDGROUP, NAME, BDAY, INFO from STUDENT where BDAY='11.08.1999';

delete STUDENT where BDAY='11.08.1999';

update STUDENT

set INFO='<студент>

<паспорт серия="MP" номер="22223333"/>

<адрес>

<страна>Беларусь</страна>

<город>Минск</город>

<улица>Лобанка</улица>

<дом>62</дом>

<квартира>47</квартира>

</адрес>

</студент>'

where INFO.value('(/студент/паспорт/@номер)[1]','varchar(10)')='22223333';

select IDSTUDENT,

INFO.value('(/студент/паспорт/@серия)[1]','varchar(10)') [серия паспорта],

INFO.value('(/студент/паспорт/@номер)[1]','varchar(10)') [номер паспорта],

INFO.query('/студент/адрес') [адрес]

from STUDENT where BDAY='11.08.1999';

5. Изменить (ALTER TABLE) таблицу **STUDENT** в базе данных **UNIVER** таким образом, чтобы значения *типизированного* столбца с именем **INFO** контролировались коллекцией XML-схем (XML SCHEMACOLLECTION), представленной в правой части.

Разработать сценарии, демонстрирующие ввод и корректировку данных (операторы INSERT и UPDATE) в столбец **INFO** таблицы **STUDENT**, как содержащие ошибки, так и правильные.

Разработать другую XML-схему и добавить ее в коллекцию XML-схем в БД UNIVER**.**

--Изменить (ALTER TABLE) таблицу STUDENT в базе данных UNIVER таким образом, чтобы значения типизированного

--столбца с именем INFO контролировались коллекцией XML-схем (XML SCHEMACOLLECTION), представленной в правой части.

--Разработать сценарии, демонстрирующие ввод и корректировку данных (операторы INSERT и UPDATE) в столбец INFO таблицы STUDENT,

--как содержащие ошибки, так и правильные.

use UNIVER\_lab4

go

create xml schema collection Student as

N'<?xml version="1.0" encoding="utf-16" ?>

<xs:schema attributeFormDefault="unqualified"

elementFormDefault="qualified"

xmlns:xs="http://www.w3.org/2001/XMLSchema">

<xs:element name="студент">

<xs:complexType><xs:sequence>

<xs:element name="паспорт" maxOccurs="1" minOccurs="1">

<xs:complexType>

<xs:attribute name="серия" type="xs:string" use="required" />

<xs:attribute name="номер" type="xs:unsignedInt" use="required"/>

</xs:complexType>

</xs:element>

<xs:element name="адрес">

<xs:complexType><xs:sequence>

<xs:element name="страна" type="xs:string" />

<xs:element name="город" type="xs:string" />

<xs:element name="улица" type="xs:string" />

<xs:element name="дом" type="xs:string" />

<xs:element name="квартира" type="xs:string" />

</xs:sequence></xs:complexType> </xs:element>

</xs:sequence></xs:complexType>

</xs:element>

</xs:schema>';

alter table STUDENT alter column INFO xml(Student);

select Name, INFO from STUDENT where BDAY='11.08.1999';

--drop XML SCHEMA COLLECTION Student;

insert into STUDENT(IDGROUP, NAME, BDAY, INFO)

values (1, 'Манакова Анастасия Владимировна', '11.08.1999',

'<студент>

<паспорт серия="MP" номер="22223333"/>

<адрес>

<страна>Беларусь</страна>

<город>Минск</город>

<улица>Лобанка</улица>

<дом>62</дом>

<квартира>47</квартира>

</адрес>

</студент>');

update STUDENT

set INFO='<студент>

<паспорт серия="MP" номер="22223333"/>

<адрес>

<страна>Беларусь</страна>

<город>Минск</город>

<улица>Лобанка</улица>

<дом>62</дом>

<квартира>47</квартира>

</адрес>

</студент>'

where INFO.value('(/студент/паспорт/@номер)[1]','varchar(10)')='22223333';