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# 1.Введение

Число является одним из основных понятий математики. Понятие числа развивалось в тесной связи с изучением величин; эта связь сохраняется и теперь. Во всех разделах современной математики и информатики приходится рассматривать разные величины и пользоваться числами.

В этой лабораторной работе мы столкнемся с такими понятиями, как геометрические фигуры. Будет продемонстрирована работа с простейшими геометрическими фигурами, такими, как: точка, линия, круг, квадрат, многоугольник, куб, треугольник.

Для того чтобы работать с геометрическими объектами в программировании необходимы классы. **Класс** — это тип структуры, позволяющий включать в описание типа не только элементы данных, но и функции (функции-элементы или методы).

Также нам понадобятся шаблоны функций и шаблоны классов**. Шаблоны функций** – это обобщенное описание поведения функций, которые могут вызываться для объектов разных типов. **Шаблоны классов** – обобщенное описание пользовательского типа, в котором могут быть параметризованы атрибуты и операции типа.

# 2.Постановка задачи

1. Написать структуру данных для работы с геометрическими объектами в N мерном пространстве. Тип данных определяется пользователем (шаблоны).
2. В программе должны быть реализованы простейшие геометрические объекты, такие, как: точка, линия, круг, квадрат, многоугольник, куб и т.д.
3. Кроме самих геометрических объектов должен быть реализован класс, осуществляющий обобщение действий со всеми созданными пользователями объектами - "контейнер". Контейнер должен иметь следующие функции: добавить новый объект, удалить существующий объект, отобразить все имеющиеся объекты, отобразить выбранный объект и т.п.
4. Продемонстрировать (написать в main пример) работоспособность.
5. Должны быть использованы и продемонстрированы: абстракция, инкапсуляция, наследование, полиморфизм, перегрузка операций, шаблоны.
6. Иерархия должна содержать не менее 7 классов.

# 3.Руководство пользователя

Данная программа написана с помощью Microsoft Visual Studio 2019 на языке C++.

Как пользоваться:

1. Запустить консоль программы «figure».
2. Создать объекты типа point, line, circle, rectangle, square, cube, triangle, в зависимости от того, какие объекты рассматриваются пользователем
3. Наполнить выбранные геометрические объекты, используя конструкторы, также существует возможность в дальнейшем работать с помощью сеттеров
4. Упаковать объекты в контейнер
5. Произвести необходимую работу с объектами

# 

# 4.Руководство программиста

***Описание структуры программы***

Программа состоит из одного решения, которое называется «lab\_GeometricShapes».

В решении содержится 10 элементов: GeometricShapes.cpp, circle.h, container.h, cube.h, line.h, point.h, rectangle.h, shapes.h, square.h, triangle.h.

* В **GeometricShapes.cpp** определена стандартная функция int main()
* В **circle.h** определен класс Circle
* В **container.h** определен класс Container
* В **cube.h** определен класс Cube
* В **line.h** определен класс Line
* В **point.h** определен класс Point
* В **rectangle.h** определен класс Rectangle
* В **shapes.h** определен класс Shapes
* В **square.h** определен класс Square

***Описание структуры программы***

В программе определен один абстрактный базовый класс под названием Shapes.

Внутри этого класса определены следующие виртуальные функции:

• virtual ~ Shapes(){} – виртуальный деструктор;

• virtual float Perimetr() = 0 - виртуальный метод вычисления периметра;

• virtual ostream& print(ostream& off) = 0; - виртуальный метод вывода «Print»;

• friend ostream& operator<<(ostream& off, Shapes& opt) – виртуальный метод вывода;

• bool operator > (Shapes& opt) – перегруженный оператор больше, который сравнивает данные фигуры по периметру;

• bool operator < (Shapes& opt) – перегруженный оператор меньше, который сравнивает данные фигуры по периметру.

В программе также определено 7 шаблонных классов: Point, Line, Circle, Square, Rectangle, Cube, Simplex.

Внутри класса Point определено следующее поле:

• T val – шаблонное значение точки;

Внутри класса Point определены следующий набор public-методов и конструкторы:

• Point () – конструктор по умолчанию, не принимает никаких параметров, инициализирует все два поля 0 через списки инициализации;

• Point (T val) – конструктор-инциализатор, принимает на вход шаблонный параметр и инициализирует поле value значением, переданным в конструктор;

• Point (const Point& point) – конструктор копирования, принимает на вход объект типа Point, создает объект с теми же характеристиками;

• bool operator ==(const Point& opt) – перегрузка оператора = =;

• ostream& print(ostream& off) override - override функция вывода;

• T Get() – метод возвращающий значение точки;

• float Perimetr() override – override функция подсчета периметра;

Внутри класса Line определены следующие поля:

• int length – длина отрезка;

• T\* arr – шаблонный динамический массив значений отрезка;

Внутри класса Line определены следующий набор public-методов и конструкторы с деструктором:

• Line () – конструктор по умолчанию, не принимает никаких параметров, инициализирует поле length восьмеркой, а массив заполняет символом «-»;

• Line (int leng, T val) – конструктор-инциализатор, принимает на вход параметр тип int и один шаблонный параметр, инициализирует поле length и заполняет массив;

• Line (const Line& line) – конструктор копирования, принимает на вход объект типа Line, создает объект с теми же характеристиками;

• ~Line () – деструктор;

• int GetLeng () – метод возвращающий длину отрезка;

• T GetValue () – метод возвращающий значение массива;

• bool operator ==(const Line& opt) – перегрузка оператора ==;

• ostream& print(ostream& off) override – override функция вывода;

• float Perimetr() override - метод возвращающий периметр отрезка;

Внутри класса Circle определены следующие поля:

• int Diametr –диаметр круга;

• T\*\* arr – шаблонный двойной динамический массив значений круга;

Внутри класса Circle определены следующий набор public-методов и конструкторы с деструктором:

• Circle () – конструктор по умолчанию, не принимает никаких параметров, инициализирует поле Diametr двойкой, а массив заполняет символом «@»;

• Circle (int diam, T val) – конструктор-инциализатор, принимает на вход параметр типа int и шаблонный параметр, инициализирует поле Diametr и заполняет массив;

• Circle (const Circle& circle) – конструктор копирования, принимает на вход объект типа Circle, создает объект с теми же характеристиками;

• ~Circle () – деструктор;

• int GetDiametr () – метод, возвращающий диаметр круга;

• T GetValue () – метод, возвращающий значение массива;

• void SetDiametr (int \_Diametr) – метод, изменяющий диаметр круга;

• bool operator ==(const Circle& opt) – перегрузка оператора ==;

• ostream& print(ostream& off) override – override функция вывода;

• float Perimetr() override - метод возвращающий периметр круга;

Внутри класса Square определены следующие поля:

• int storona – сторона квадрата;

• T\*\* arr – шаблонный двойной динамический массив значений квадрата;

Внутри класса Square определены следующий набор public-методов и плюс конструкторы с деструктором:

• Square () – конструктор по умолчанию, не принимает никаких параметров, инициализирует поле storona двойкой, а массив заполняет символом «0»;

• Square (int s, T val) – конструктор-инциализатор, принимает на вход параметр типа int и шаблонный параметр, инициализирует поле storona и заполняет массив;

• Square (const Square & square) – конструктор копирования, принимает на вход объект типа Square, создает объект с теми же характеристиками;

• ~Square () – деструктор;

• int Getstorona() – метод, возвращающий длину стороны квадрата;

• T GetValue () – метод, возвращающий значение массива;

• void Setstorona(int \_storona) – метод, изменяющий длину стороны квадрата;

• bool operator ==(const Square& opt) – перегрузка оператора ==;

• ostream& print(ostream& off) override – override функция вывода;

• float Perimetr() override - метод, возвращающий периметр квадрата;

Внутри класса Simplex определены следующие поля:

• int height – ребро прямоугольного симплекса +1 (в виде тетраэдра);

• T\*\* arr – шаблонный двойной динамический массив значений симплекса;

Внутри класса Simplex определены следующий набор public-методов и конструкторы с деструктором:

• Simplex() – конструктор по умолчанию, не принимает никаких параметров, инициализирует поле height четверкой, а массив заполняет символом «^»;

• Simplex (int \_height, T val) – конструктор-инциализатор, принимает на вход параметр типа int и шаблонный параметр, инициализирует поле height и заполняет массив;

• Simplex (const Simplex& simplex) – конструктор копирования, принимает на вход объект типа Simplex, создает объект с теми же характеристиками;

• ~ Simplex() – деструктор;

• int GetHeight () – метод, возвращающий длину высоты симплекса;

• T GetValue () – метод, возвращающий значение массива;

• void SetHeight(int \_height) – метод, изменяющий длину высоты симплекса;

• bool operator ==(const Simplex& opt) – перегрузка оператора ==;

• ostream& print(ostream& off) override – override функция вывода (возвращает проекцию симплекса на плоскость);

• float Perimetr() override - метод, возвращающий периметр поверхности симплекса;

Внутри класса Rectangle определены следующие поля:

• int storona1 – первая сторона прямоугольника;

• int storona2 – вторая сторона прямоугольника, отличная от предыдущей;

• T\*\* Arr – шаблонный двойной динамический массив значений прямоугольника;

Внутри класса Rectangle определены следующий набор public-методов и конструкторы с деструктором:

• Rectangle () – конструктор по умолчанию, не принимает никаких параметров, инициализирует поле storona1 и storona2 единицей, а массив заполняет символом «1»;

• Rectangle (int \_storona1, int \_storona2, T val) – конструктор-инциализатор, принимает на вход два параметра типа int и шаблонный параметр, инициализирует поля storona1 и storona2 и заполняет массив;

• Rectangle (const Rectangle & rectangle) – конструктор копирования, принимает на вход объект типа Rectangle, создает объект с теми же характеристиками;

• ~ Rectangle () – деструктор;

• int Getstorona1() – метод, возвращающий длину первой стороны прямоугольника;

• int Getstorona2() – метод, возвращающий длину второй стороны прямоугольника;

• T GetValue () – метод, возвращающий значение массива;

• void SetStorona(int \_storona1, int \_storona2) – метод, изменяющий длины сторон прямоугольника;

• bool operator ==(const Rectangle & opt) – перегрузка оператора ==;

• ostream& print(ostream& off) override – override функция вывода;

• float Perimetr() override - метод, возвращающий периметр прямоугольника;

Внутри класса Cube определены следующие поля:

• int rebro – ребро куба;

• T\*\*\* arr – шаблонный тройной динамический массив значений куба;

Внутри класса Cube определены следующий набор public-методов и конструкторы с деструктором:

• Cube () – конструктор по умолчанию, не принимает никаких параметров, инициализирует поле rebro пятеркой, а массив заполняет символом «&»;

• Cube (int e, T val) – конструктор-инциализатор, принимает на вход параметр типа int и шаблонный параметр, инициализирует поле rebro и заполняет массив;

• Cube (const Cube & cube) – конструктор копирования, принимает на вход объект типа Cube, создает объект с теми же характеристиками;

• ~ Cube () – деструктор;

• int Getrebro () – метод, возвращающий длину ребра куба;

• T GetValue () – метод, возвращающий значение массива;

• void Setrebro (int \_rebro) – метод, изменяющий длину ребра куба;

• bool operator ==(const Cube & opt) – перегрузка оператора ==;

• ostream& print(ostream& off) override – override функция вывода (возвращает проекцию куба на плоскость);

• float Perimetr() override - метод, возвращающий периметр поверхности куба;

В программе определен один класс-контейнер под названием Container.

Внутри данного класса определены следующие поля:

• Shapes\*\* arr;

• int size;

Внутри класса Container определены следующий набор public-методов и конструкторы с деструктором:

• Container () – конструктор по умолчанию, не принимает никаких параметров;

• void Add(A& element) – принимает на вход шаблонный аргумент, ничего не возвращает, записывает этот объект в Container;

• void Delete(A& element) – принимает на вход шаблонный аргумент, ищет его в контейнере и удаляет его;

• ~Container () – деструктор;

• Shapes\* operator[](const int i) – перегрузка оператора возврата объекта по индексу;

• friend ostream& operator<<(ostream& off, Container& opt) – перегрузка оператора вывода для класса Container;

•void off(A& element) - принимает на вход шаблонный аргумент и выводит его на экран.

***Описание алгоритмов***

Алгоритмы в данной лабораторной работе не требуют подробного описания.

# 5.Эксперименты

Пример работы программы:

![3.PNG](data:image/png;base64,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)

Рис.1. Пример работы программы

# 6.Заключение

Таким образом, в ходе лабораторной работы была создана программа, которая продемонстрировала работу с классами геометрических фигур в N-мерном пространстве. Были использованы ООП (абстракция, инкапсуляция, наследование и полиморфизм).
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