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**Data Description:**

The BreastCancer dataset has 699 observations/records, 10 predictor variables and 1 target variable. Out of the 11 predictor variables, 1- Character variable 9- Nominal or ordinal variable 1- Target class

#install.packages("mlbench")  
library(caret)

## Warning: package 'caret' was built under R version 4.0.3

## Loading required package: lattice

## Warning: package 'lattice' was built under R version 4.0.2

## Loading required package: ggplot2

## Warning: package 'ggplot2' was built under R version 4.0.2

library(MASS)

## Warning: package 'MASS' was built under R version 4.0.4

library(mlbench)

## Warning: package 'mlbench' was built under R version 4.0.4

library(tidyverse)

## Warning: package 'tidyverse' was built under R version 4.0.3

## -- Attaching packages ------------------------------------------------ tidyverse 1.3.0 --

## v tibble 3.0.1 v dplyr 1.0.3  
## v tidyr 1.1.2 v stringr 1.4.0  
## v readr 1.3.1 v forcats 0.5.0  
## v purrr 0.3.4

## Warning: package 'tidyr' was built under R version 4.0.3

## Warning: package 'readr' was built under R version 4.0.2

## Warning: package 'purrr' was built under R version 4.0.2

## Warning: package 'dplyr' was built under R version 4.0.3

## Warning: package 'stringr' was built under R version 4.0.2

## Warning: package 'forcats' was built under R version 4.0.2

## -- Conflicts --------------------------------------------------- tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()  
## x purrr::lift() masks caret::lift()  
## x dplyr::select() masks MASS::select()

data("BreastCancer")  
head(BreastCancer)

## Id Cl.thickness Cell.size Cell.shape Marg.adhesion Epith.c.size  
## 1 1000025 5 1 1 1 2  
## 2 1002945 5 4 4 5 7  
## 3 1015425 3 1 1 1 2  
## 4 1016277 6 8 8 1 3  
## 5 1017023 4 1 1 3 2  
## 6 1017122 8 10 10 8 7  
## Bare.nuclei Bl.cromatin Normal.nucleoli Mitoses Class  
## 1 1 3 1 1 benign  
## 2 10 3 2 1 benign  
## 3 2 3 1 1 benign  
## 4 4 3 7 1 benign  
## 5 1 3 1 1 benign  
## 6 10 9 7 1 malignant

summary(BreastCancer)

## Id Cl.thickness Cell.size Cell.shape Marg.adhesion  
## Length:699 1 :145 1 :384 1 :353 1 :407   
## Class :character 5 :130 10 : 67 2 : 59 2 : 58   
## Mode :character 3 :108 3 : 52 10 : 58 3 : 58   
## 4 : 80 2 : 45 3 : 56 10 : 55   
## 10 : 69 4 : 40 4 : 44 4 : 33   
## 2 : 50 5 : 30 5 : 34 8 : 25   
## (Other):117 (Other): 81 (Other): 95 (Other): 63   
## Epith.c.size Bare.nuclei Bl.cromatin Normal.nucleoli Mitoses   
## 2 :386 1 :402 2 :166 1 :443 1 :579   
## 3 : 72 10 :132 3 :165 10 : 61 2 : 35   
## 4 : 48 2 : 30 1 :152 3 : 44 3 : 33   
## 1 : 47 5 : 30 7 : 73 2 : 36 10 : 14   
## 6 : 41 3 : 28 4 : 40 8 : 24 4 : 12   
## 5 : 39 (Other): 61 5 : 34 6 : 22 7 : 9   
## (Other): 66 NA's : 16 (Other): 69 (Other): 69 (Other): 17   
## Class   
## benign :458   
## malignant:241   
##   
##   
##   
##   
##

str(BreastCancer)

## 'data.frame': 699 obs. of 11 variables:  
## $ Id : chr "1000025" "1002945" "1015425" "1016277" ...  
## $ Cl.thickness : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 5 5 3 6 4 8 1 2 2 4 ...  
## $ Cell.size : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 1 4 1 8 1 10 1 1 1 2 ...  
## $ Cell.shape : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 1 4 1 8 1 10 1 2 1 1 ...  
## $ Marg.adhesion : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 1 5 1 1 3 8 1 1 1 1 ...  
## $ Epith.c.size : Ord.factor w/ 10 levels "1"<"2"<"3"<"4"<..: 2 7 2 3 2 7 2 2 2 2 ...  
## $ Bare.nuclei : Factor w/ 10 levels "1","2","3","4",..: 1 10 2 4 1 10 10 1 1 1 ...  
## $ Bl.cromatin : Factor w/ 10 levels "1","2","3","4",..: 3 3 3 3 3 9 3 3 1 2 ...  
## $ Normal.nucleoli: Factor w/ 10 levels "1","2","3","4",..: 1 2 1 7 1 7 1 1 1 1 ...  
## $ Mitoses : Factor w/ 9 levels "1","2","3","4",..: 1 1 1 1 1 1 1 1 5 1 ...  
## $ Class : Factor w/ 2 levels "benign","malignant": 1 1 1 1 1 2 1 1 1 1 ...

#Since Bare.nuclei has missing value,let us find the percentage of missing values to find out which method to implement to substitute missing values.  
dim(BreastCancer)

## [1] 699 11

number\_rows <- nrow(BreastCancer)  
number\_rows

## [1] 699

na\_count <-sapply(BreastCancer, function(y) (sum(length(which(is.na(y))))/number\_rows)\*100)  
na\_count

## Id Cl.thickness Cell.size Cell.shape Marg.adhesion   
## 0.000000 0.000000 0.000000 0.000000 0.000000   
## Epith.c.size Bare.nuclei Bl.cromatin Normal.nucleoli Mitoses   
## 0.000000 2.288984 0.000000 0.000000 0.000000   
## Class   
## 0.000000

paste0("Percentage of missing values in Bare.nuclei ",round(na\_count[7],2), "%")

## [1] "Percentage of missing values in Bare.nuclei 2.29%"

**It can be found that there are only 2.29% of missing values in the variable Bare.nuclei. Either we can delete the rows containing missing values**

#Deleting the rows with NA  
  
BreastCancer.df <- na.omit(BreastCancer)  
  
# The first variable "ID" will not make any sense in modelling phase. It is better to remove it  
  
BreastCancer.df$Id <- NULL  
  
  
  
# LEt us check our dataset  
  
head(BreastCancer.df)

## Cl.thickness Cell.size Cell.shape Marg.adhesion Epith.c.size Bare.nuclei  
## 1 5 1 1 1 2 1  
## 2 5 4 4 5 7 10  
## 3 3 1 1 1 2 2  
## 4 6 8 8 1 3 4  
## 5 4 1 1 3 2 1  
## 6 8 10 10 8 7 10  
## Bl.cromatin Normal.nucleoli Mitoses Class  
## 1 3 1 1 benign  
## 2 3 2 1 benign  
## 3 3 1 1 benign  
## 4 3 7 1 benign  
## 5 3 1 1 benign  
## 6 9 7 1 malignant

#Splitting the dataset

#install.packages("caTools")  
library(caTools)

## Warning: package 'caTools' was built under R version 4.0.4

set.seed(1234)  
split\_ratio = sample.split(BreastCancer.df, SplitRatio = 0.7)  
train = subset(BreastCancer.df, split\_ratio==TRUE)  
test = subset(BreastCancer.df, split\_ratio==FALSE)  
dim(BreastCancer.df)

## [1] 683 10

print(dim(train)); print(dim(test))

## [1] 479 10

## [1] 204 10

names(test)[10] <- "Result"  
test$Result <- as.factor(test$Result)  
  
names(test)

## [1] "Cl.thickness" "Cell.size" "Cell.shape" "Marg.adhesion"   
## [5] "Epith.c.size" "Bare.nuclei" "Bl.cromatin" "Normal.nucleoli"  
## [9] "Mitoses" "Result"

names(train)[10] <- "Result"  
train$Result <- as.factor(train$Result)  
  
names(train)

## [1] "Cl.thickness" "Cell.size" "Cell.shape" "Marg.adhesion"   
## [5] "Epith.c.size" "Bare.nuclei" "Bl.cromatin" "Normal.nucleoli"  
## [9] "Mitoses" "Result"

***Create multiple models using different classifiers/algorithms***

1. ***SVM***

#install.packages("e1071")  
library(e1071)

## Warning: package 'e1071' was built under R version 4.0.3

# svm requires tuning  
x.svm.tune <- tune(svm, Result~., data = train,  
 ranges = list(gamma = 2^(-8:1), cost = 2^(0:4)),  
 tunecontrol = tune.control(sampling = "fix"))   
# display the tuning results (in text format)  
x.svm.tune #note the gamma and cost

##   
## Parameter tuning of 'svm':  
##   
## - sampling method: fixed training/validation set   
##   
## - best parameters:  
## gamma cost  
## 0.00390625 1  
##   
## - best performance: 0.01875

# If the tuning results are on the margin of the parameters (e.g., gamma = 2^-8),   
# then widen the parameters.  
# I manually copied the cost and gamma from console messages above to parameters below.  
x.svm <- svm(Result~., data = train, cost=1, gamma=0.00390625 , probability = TRUE) #  
  
x.svm.pred <- predict(x.svm, type="class", newdata=test) #ensemble; only give the class  
x.svm.prob <- predict(x.svm, type="prob", newdata=test, probability = TRUE) # has to include probability = TRUE while type="prob" is not needed  
#t <- attr(x.svm.prob, "probabilities") # only give the probabilities  
table(x.svm.pred,test$Result)

##   
## x.svm.pred benign malignant  
## benign 124 2  
## malignant 5 73

svm\_accuracy <- round(((124 + 73) / nrow(test))\*100,2)  
paste0("The Accuracy of SVM model is ", svm\_accuracy, "%")

## [1] "The Accuracy of SVM model is 96.57%"

***2.Naive Bayes***

#install.packages("klaR")  
  
library(klaR)

## Warning: package 'klaR' was built under R version 4.0.3

mynb <- naiveBayes(Result ~ ., train, laplace = 0)  
mynb.pred <- predict(mynb,test,type="class")  
mynb.prob <- predict(mynb,test,type="raw")  
table(mynb.pred,test$Result)

##   
## mynb.pred benign malignant  
## benign 125 0  
## malignant 4 75

nb\_accuracy <- round(((125 + 75) / nrow(test))\*100,2)  
paste0("The Accuracy of NB model is ", nb\_accuracy, "%")

## [1] "The Accuracy of NB model is 98.04%"

1. ***Neural Network***

#install.packages("nnet")  
library(nnet)

## Warning: package 'nnet' was built under R version 4.0.4

mynnet <- nnet(Result ~ ., train, size=2)

## # weights: 165  
## initial value 304.026925   
## iter 10 value 21.142957  
## iter 20 value 17.839599  
## iter 30 value 17.539058  
## iter 40 value 17.450249  
## iter 50 value 17.235441  
## iter 60 value 16.923582  
## iter 70 value 15.625601  
## iter 80 value 6.756225  
## iter 90 value 6.749315  
## iter 100 value 6.747910  
## final value 6.747910   
## stopped after 100 iterations

mynnet.pred <- predict(mynnet,test,type="class")  
mynnet.prob <- predict(mynnet,test,type="raw")  
table(mynnet.pred,test$Result)

##   
## mynnet.pred benign malignant  
## benign 125 5  
## malignant 4 70

neuralnet\_accuracy <- round(((125 + 69) / nrow(test))\*100,2)  
paste0("The Accuracy of neuralnetwork model is ", neuralnet\_accuracy, "%")

## [1] "The Accuracy of neuralnetwork model is 95.1%"

1. ***Decision Trees***

#install.packages("MASS")  
library(MASS)  
library(rpart)  
library(rpart.plot)

## Warning: package 'rpart.plot' was built under R version 4.0.3

mytree <- rpart(Result ~ ., train)  
plot(mytree); text(mytree)
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prp(mytree, type = 1, extra = 1, split.font = 1, varlen = -10)
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#prediction  
# predict classes for the evaluation data set  
pred.pred <- predict(mytree, type="class", newdata=test) # to ensemble  
# score the evaluation data set (extract the probabilities)  
pred.prob <- predict(mytree, type="prob", newdata=test)  
table(pred.pred,test$Result)

##   
## pred.pred benign malignant  
## benign 119 5  
## malignant 10 70

dtaccuracy <- round(((119 +70) / nrow(test))\*100,2)  
paste0("The Accuracy of Decision Trees model is ", dtaccuracy, "%")

## [1] "The Accuracy of Decision Trees model is 92.65%"

***5.conditional inference trees***

#install.packages("party")  
library(party)

## Warning: package 'party' was built under R version 4.0.4

## Loading required package: grid

## Loading required package: mvtnorm

## Warning: package 'mvtnorm' was built under R version 4.0.3

## Loading required package: modeltools

## Warning: package 'modeltools' was built under R version 4.0.3

## Loading required package: stats4

## Loading required package: strucchange

## Warning: package 'strucchange' was built under R version 4.0.4

## Loading required package: zoo

## Warning: package 'zoo' was built under R version 4.0.3

##   
## Attaching package: 'zoo'

## The following objects are masked from 'package:base':  
##   
## as.Date, as.Date.numeric

## Loading required package: sandwich

## Warning: package 'sandwich' was built under R version 4.0.4

##   
## Attaching package: 'strucchange'

## The following object is masked from 'package:stringr':  
##   
## boundary

require(party)  
ct <- ctree(Result ~ ., data=train)  
plot(ct, main="Decision tree created using condition inference trees")

![](data:image/png;base64,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)

ct.pred <- predict(ct, newdata=test)   
ct.prob <- 1- unlist(treeresponse(ct, test), use.names=F)[seq(1,nrow(test)\*2,2)]  
table(ct.pred,test$Result)

##   
## ct.pred benign malignant  
## benign 126 4  
## malignant 3 71

ctaccuracy <- round(((126 +71) / nrow(test))\*100,2)  
paste0("The Accuracy of Decision Trees model is ", ctaccuracy, "%")

## [1] "The Accuracy of Decision Trees model is 96.57%"

1. ***Random Forests***

#install.packages("randomForest")  
#install.packages("party")  
library(randomForest)

## Warning: package 'randomForest' was built under R version 4.0.4

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

library(party)  
#Applying conditional inference trees as base learners for random forests  
myrf <- randomForest(Result ~ ., train, control = cforest\_unbiased(mtry = 9))  
  
rf.pred <- predict(myrf, newdata=test)  
  
table(rf.pred, test$Result)

##   
## rf.pred benign malignant  
## benign 124 4  
## malignant 5 71

rfac <- round(((129 +71) / nrow(test))\*100,2)  
paste0("The Accuracy of Random Forest model is ", rfac, "%")

## [1] "The Accuracy of Random Forest model is 98.04%"

***7.Leave-1-Out Cross Validation (LOOCV)***

library(caret)  
  
ans <- numeric(length(BreastCancer.df[,1]))  
for (i in 1:length(BreastCancer.df[,1])) {  
 mytree <- rpart(Class ~ ., BreastCancer.df[-i,])  
 mytree.predloo <- predict(mytree,BreastCancer.df[i,],type="class")  
 ans[i] <- mytree.predloo  
 }  
  
ans <- as.factor(ans)  
ans <- factor(ans, levels=c(1,2),  
 labels=c('benign','malignant'))  
  
ans <- factor(ans,labels=levels(BreastCancer.df$Class))  
  
cm <- confusionMatrix(ans,BreastCancer.df$Class)  
acc <- cm$overall['Accuracy']\*100  
  
accuracy\_LOOCV <- round(acc,2)  
  
paste0("The Accuracy of LOOCV model is ", accuracy\_LOOCV, "%")

## [1] "The Accuracy of LOOCV model is 95.02%"

1. ***bagging (bootstrap aggregating)***

# create model using bagging (bootstrap aggregating)  
require(ipred)

## Loading required package: ipred

## Warning: package 'ipred' was built under R version 4.0.3

ip <- bagging(Result ~ ., data=train)   
  
ip.pred <- predict(ip, newdata=test)  
ip.prob <- predict(ip, type="prob", newdata=test)  
table(ip.pred,test$Result)

##   
## ip.pred benign malignant  
## benign 122 6  
## malignant 7 69

bagg\_accuracy <- round(((124 +68) / nrow(test))\*100,2)  
  
paste0("The Accuracy of bagging model is ", bagg\_accuracy, "%")

## [1] "The Accuracy of bagging model is 94.12%"

***9.Quadratic Discriminant Analysis***

library(MASS)  
library(dplyr)  
train.num <- train %>% dplyr::select(-Result) %>% mutate\_if(is.factor,as.character)%>% mutate\_if(is.character,as.numeric)  
train.num$Result <- train$Result  
test.num <- test%>%dplyr::select(-Result) %>% mutate\_if(is.factor,as.character)%>% mutate\_if(is.character,as.numeric)  
test.num$Result <- test$Result  
  
qda <- qda(Result~., data = train.num) #qda, formula, right hand is non-factor  
qda.pred <- predict(qda, test.num)$class  
qda.prob <- predict(qda, test.num)$posterior   
table(qda.pred,test.num$Result)

##   
## qda.pred benign malignant  
## benign 121 2  
## malignant 8 73

qda\_accuracy <- round(((121 +73) / nrow(test))\*100,2)  
  
paste0("The Accuracy of QDA model is ", qda\_accuracy, "%")

## [1] "The Accuracy of QDA model is 95.1%"

***10.Regularised Discriminant Analysis***

#not able to use test  
  
library(klaR)  
rda <- rda(Result~., data = train)  
rda.pred <- predict(rda, test)$class  
rda.prob <- predict(rda, test)$posterior  
table(rda.pred,test$Result)

##   
## rda.pred benign malignant  
## benign 125 2  
## malignant 4 73

rda\_accuracy <- round(((124 +74) / nrow(test))\*100,2)  
  
paste0("The Accuracy of RDA model is ", rda\_accuracy, "%")

## [1] "The Accuracy of RDA model is 97.06%"

### Plot ROC curves to compare the performance of the individual classifiers.

#load the ROCR package which draws the ROC curves  
#install.packages("ROCR")  
library(ROCR)

## Warning: package 'ROCR' was built under R version 4.0.4

# 1.svm  
svm.prob.rocr <- prediction(attr(x.svm.prob, "probabilities")[,2], test[,'Result'])  
x.svm.perf <- performance(svm.prob.rocr, "tpr","fpr")  
  
#2.nb  
x.nb.prob.rocr <- prediction(mynb.prob[,2], test[,'Result'])  
x.nb.perf <- performance(x.nb.prob.rocr, "tpr","fpr")  
  
#3.nnet  
x.nn.prob.rocr <- prediction(mynnet.prob, test[,'Result'])  
x.nn.perf <- performance(x.nn.prob.rocr, "tpr","fpr")  
  
#4. Decision Trees  
x.rp.prob.rocr <- prediction(pred.prob[,2], test[,'Result'])  
x.rp.perf <- performance(x.rp.prob.rocr, "tpr","fpr")  
  
#5. conditional inference trees  
x.ct.prob.rocr <- prediction(ct.prob, test[,'Result'])  
x.ct.perf <- performance(x.ct.prob.rocr, "tpr","fpr")  
  
#6. Bagging  
x.ip.prob.rocr <- prediction(ip.prob[,2], test[,'Result'])  
x.ip.perf <- performance(x.ip.prob.rocr, "tpr","fpr")  
  
#7.qda  
x.qda.prob.rocr <- prediction(qda.prob[,2], test[,'Result'])  
x.qda.perf <- performance(x.qda.prob.rocr, "tpr","fpr")  
  
#8.rda  
x.rda.prob.rocr <- prediction(rda.prob[,2], test[,'Result'])  
x.rda.perf <- performance(x.rda.prob.rocr, "tpr","fpr")

####### plot  
# Output the plot to a PNG file for display on web. To draw to the screen,   
# comment this line out.  
#png(filename="roc\_curve\_models1.png", width=700, height=700)  
  
#par(mfrow=c(1,2))  
plot(x.rp.perf, col=2, main="ROC curves comparing classification performance \n of 9 machine learning models") #   
legend(0.6, 0.6, c('rpart', 'ctree','bagging','svm'), 2:6)# Draw a legend.  
plot(x.ct.perf, col=3, add=TRUE)# add=TRUE draws on the existing chart #has to be run together.  
plot(x.ip.perf, col=5, add=TRUE)  
plot(x.svm.perf, col=6, add=TRUE)
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# Close and save the PNG file.  
#dev.off()  
  
#png(filename="roc\_curve\_models2.png", width=700, height=700)  
plot(x.nb.perf, col=7, main="ROC curves comparing classification performance \n of the other 4 machine learning models")  
legend(0.6, 0.6, c('naive bayes', 'neural network', 'qda','rda'), 7:10)  
plot(x.nn.perf, col=8, add=TRUE)  
plot(x.qda.perf, col=9, add=TRUE)  
plot(x.rda.perf, col=10, add=TRUE)
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#dev.off()

Let us use **“majority rule”** ensemble approach by stacking the previous algorithms svm, naive bayes, neural network, decision tree, Leave-1-Out Cross Validation, Regularized Discriminant Analysis and random forest. The overall accuracy of the ensemble model is **98.04%**

stackdf <- data.frame(cbind(pred.pred, ct.pred, rf.pred,ip.pred, x.svm.pred, mynb.pred,mynnet.pred,qda.pred,rda.pred))  
  
names(stackdf) <-c('Decision.Tree','Conditional.Inference.Tree','Random.Forest','Bootstrap','svm','naive.bayes','neutral.network','qda','rda')  
levels(stackdf$neutral.network) =c('1','2')  
  
finaldf <-stackdf%>% sapply(FUN = function(x)(ifelse(x=='1',0,1)))  
finaldf<- addmargins(finaldf, margin = 2) # table/arragy, margin =2 aggregate by col   
finaldf <- data.frame(finaldf)  
finaldf$predition <- ifelse(finaldf$Sum >=5, 'malignant','benign')  
  
  
#confusion matrix   
library(caret)  
finalcm <-confusionMatrix(as.factor(finaldf$predition), test$Result, positive = 'malignant')  
finalcm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction benign malignant  
## benign 125 0  
## malignant 4 75  
##   
## Accuracy : 0.9804   
## 95% CI : (0.9506, 0.9946)  
## No Information Rate : 0.6324   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.9583   
##   
## Mcnemar's Test P-Value : 0.1336   
##   
## Sensitivity : 1.0000   
## Specificity : 0.9690   
## Pos Pred Value : 0.9494   
## Neg Pred Value : 1.0000   
## Prevalence : 0.3676   
## Detection Rate : 0.3676   
## Detection Prevalence : 0.3873   
## Balanced Accuracy : 0.9845   
##   
## 'Positive' Class : malignant   
##

acc\_ensemble <- finalcm$overall['Accuracy']\*100  
  
Ensemble.acc <- round(acc\_ensemble,2)  
  
  
paste0("Therefore the overall ensemble majority model accuracy is ",Ensemble.acc,"%")

**## [1] "Therefore the overall ensemble majority model accuracy is 98.04%"**