**ASSIGNMENT-8**

1.Height of Binary Tree After Subtree Removal Queries

**PROGRAM:**

class TreeNode:

def \_\_init\_\_(self, val=0, left=None, right=None): self.val = val

self.left = left

self.right = right

def heightAfterQueries(root, queries):

def dfs(node):

if not node:

return 0

left\_height = dfs(node.left)

right\_height = dfs(node.right)

return 1 + max(left\_height, right\_height)

def removeSubtree(node, target):

if not node:

return None

if node.val == target:

return None

node.left = removeSubtree(node.left, target) node.right = removeSubtree(node.right, target) return node

result = []

for query in queries:

root = removeSubtree(root, query)

result.append(dfs(root))

return result

# Example Usage

root = TreeNode(1)

root.left = TreeNode(3)

root.right = TreeNode(4)

root.left.left = TreeNode(2)

root.right.right = TreeNode(6)

root.right.right.left = TreeNode(5)

root.right.right.right = TreeNode(7)

queries = [4]

print(heightAfterQueries(root, queries)) # Output: [2] Output:
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**TIME COMPLEXITY**: O(n \* m)

2. Sort Array by Moving Items to Empty Space

**PROGRAM**

def min\_operations\_to\_sort(nums): n = len(nums)

count = 0

for i in range(n):

if nums[i] != 0 and nums[i] != i:

nums[nums[i]], nums[i] = nums[i], nums[nums[i]] count += 1

return count

# Example 1

nums1 = [4, 2, 0, 3, 1]

print(min\_operations\_to\_sort(nums1)) # Output: 3

# Example 2

nums2 = [1, 2, 3, 4, 0]

print(min\_operations\_to\_sort(nums2)) # Output: 0 Output:
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**TIME COMPLEX**ITY:O(n)

3. Apply Operations to an Array

**PROGRAM:**

def min\_operations\_to\_sort(nums): n = len(nums)

count = 0

for i in range(n-1, 0, -1):

if nums[i] != i:

j = nums.index(i)

nums[i], nums[j] = nums[j], nums[i] count += 1

return count

# Example

nums = [4, 2, 0, 3, 1]

print(min\_operations\_to\_sort(nums)) # Output: 3

**OUTPUT**
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TIME COMPLEXITY:

O(n^2)

3. Maximum Sum of Distinct Subarrays With Length

**PROGRAM:**

def max\_subarray\_sum(nums, k): max\_sum = 0

for i in range(len(nums) - k + 1):

subarray = nums[i:i+k]

if len(set(subarray)) == k:

max\_sum = max(max\_sum, sum(subarray)) return max\_sum

# Example Usage

nums = [1, 5, 4, 2, 9, 9, 9]

k = 3

output = max\_subarray\_sum(nums, k)

print(output) # Output: 15

**OUTPUT**:

![](data:image/png;base64,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)

**TIME COMPLEXITY**: O(n\*k)

-

4. Total Cost to Hire K Workers.

import heapq

def total\_cost\_to\_hire(costs, k, candidates): n = len(costs)

if k > n:

return -1 # Not enough workers to hire

# Priority queues for the first and last candidates first\_heap = []

last\_heap = []

# Initialize the total cost

total\_cost = 0

# Initialize pointers for the first and last candidates

front\_ptr = 0

back\_ptr = n - 1

# Add initial candidates to the heaps

for i in range(candidates):

if front\_ptr <= back\_ptr:

heapq.heappush(first\_heap, (costs[front\_ptr], front\_ptr)) front\_ptr += 1

if front\_ptr <= back\_ptr:

heapq.heappush(last\_heap, (costs[back\_ptr], back\_ptr)) back\_ptr -= 1

# Hiring process

for \_ in range(k):

if not first\_heap: # No more candidates in the first heap total\_cost += heapq.heappop(last\_heap)[0]

elif not last\_heap: # No more candidates in the last heap total\_cost += heapq.heappop(first\_heap)[0]

else:

if first\_heap[0][0] <= last\_heap[0][0]:

total\_cost += heapq.heappop(first\_heap)[0]

if front\_ptr <= back\_ptr:

heapq.heappush(first\_heap, (costs[front\_ptr], front\_ptr)) front\_ptr += 1

else:

total\_cost += heapq.heappop(last\_heap)[0]

if front\_ptr <= back\_ptr:

heapq.heappush(last\_heap, (costs[back\_ptr], back\_ptr)) back\_ptr -= 1

return total\_cost

# Example usage

print(total\_cost\_to\_hire([17, 12, 10, 2, 7, 2, 11, 20, 8], 3, 4)) # Output: 11 print(total\_cost\_to\_hire([1, 2, 4, 1], 3, 3)) # Output: 4

**OUTPUT**:
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**TIME COMPLEXITY**: O(nlogn)

5. Minimum Total

Distance Traveled

**PROGRAM:**

def minimize\_distance(robot, factory):

robot.sort()

factory.sort(key=lambda x: x[0])

total\_distance = 0

for r in robot:

min\_distance = float('inf')

min\_factory = None

for f in factory:

if f[1] > 0:

distance = abs(r - f[0])

if distance < min\_distance:

min\_distance = distance

min\_factory = f

total\_distance += min\_distance

min\_factory[1] -= 1

return total\_distance

robot = [0, 4, 6]

factory = [[2, 2], [6, 2]]

print(minimize\_distance(robot, factory)) robot = [1, -1]

factory = [[-2, 1], [2, 1]]

print(minimize\_distance(robot, factory)) Output:
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5. Minimum Subarrays in a Valid Split

**PROGRAM:**

from math import gcd

def minSubarrays(nums):

def check\_valid(arr):

return gcd(arr[0], arr[-1]) > 1

if not check\_valid(nums):

return -1

count = 1

for i in range(1, len(nums)):

if gcd(nums[i-1], nums[i]) == 1:

count += 1

return count

# Test the function with examples

print(minSubarrays([2, 6, 3, 4, 3])) # Output: 2 print(minSubarrays([3, 5])) # Output: 2 print(minSubarrays([1, 2, 1])) # Output: -1

**OUTPUT**:
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**TIME COMPLEXITY**:O(n)

6. Number of Distinct Averages

**PROGRAM**:

def count\_distinct\_averages(nums):

nums.sort()

distinct\_averages = set()

while len(nums) > 0:

distinct\_averages.add((nums[0] + nums[-1]) / 2) nums.pop(0)

nums.pop()

return len(distinct\_averages)

# Example 1

nums1 = [4, 1, 4, 0, 3, 5]

output1 = count\_distinct\_averages(nums1) print(output1) # Output: 2

# Example 2

nums2 = [1, 100]

output2 = count\_distinct\_averages(nums2) print(output2) # Output: 1

**OUTPUT**:
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**TIME COMPLEXITY**: O(n log n)

7. Count Ways To Build Good Strings

**PROGRAM**:

def countGoodStrings(low, high, zero, one): MOD = 10\*\*9 + 7

dp = [[0] \* (high + 1) for \_ in range(low + 1)] dp[0][0] = 1

for z in range(low + 1):

for o in range(high + 1):

if z > 0:

dp[z][o] += dp[z - 1][o]

if o > 0:

dp[z][o] += dp[z][o - 1]

dp[z][o] %= MOD

if z + o == 0:

continue

if z \* zero + o \* one > high or z \* zero + o \* one < low: dp[z][o] = 0

return sum(map(sum, dp)) % MOD

# Example 1

low = 3

high = 3

zero = 1

one = 1

print(countGoodStrings(low, high, zero, one)) # Output: 8

# Example 2

low = 2

high = 3

zero = 1

one = 2

print(countGoodStrings(low, high, zero, one)) # Output: 5 Output:
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**TIME COMPLEXITY**: O((low+1)\*(high+1))

8. Most Profitable Path in a Tree

**PROGRAM**:

def dfs(node, parent, edges, amount):

net\_income = amount[node]

for child in edges[node]:

if child == parent:

continue

child\_income = dfs(child, node, edges, amount)

net\_income += max(child\_income, 0) return net\_income

def max\_net\_income(edges, bob, amount): n = len(amount)

tree = [[] for \_ in range(n)]

for edge in edges:

u, v = edge

tree[u].append(v)

tree[v].append(u)

return dfs(bob, -1, tree, amount)

edges = [[0,1],[1,2],[1,3],[3,4]]

bob = 3

amount = [-2,4,2,-4,6]

max\_income = max\_net\_income(edges, bob, amount) print(max\_income)

**OUTPUT**:
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TIME COMPLEXITY: O(n)