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**Задание:**

Дано натуральное число n. Найти все меньшие n числа Мерсена. (Простое число называется числом Мерсена, если оно может быть представлено в виде 2р – 1, где р – тоже простое число.

**Код программы Delphi:**

Program Project2;

Uses

System.SysUtils;

Type

OneSizeArr = Array Of Integer;

TwoSizeArr = Array Of OneSizeArr;

Procedure PrintInf();

Begin

Writeln('Program sort even rows of square matrix from larger to smaller');

End;

Function SortArr(Arr: OneSizeArr): OneSizeArr;

Var

I, Bufer: Integer;

IsNotSort: Boolean;

Begin

IsNotSort := True;

While IsNotSort Do

Begin

IsNotSort := False;

For I := 1 To High(Arr) Do

If Arr[I - 1] < Arr[I] Then

Begin

IsNotSort := True;

Bufer := Arr[I];

Arr[I] := Arr[I - 1];

Arr[I - 1] := Bufer;

End;

End;

SortArr := Arr;

End;

Function InpValidNum(Min, Max: Integer): Integer;

Var

IsCorrect: Boolean;

Num: Integer;

Begin

Repeat

Writeln('Please, enter the number');

Try

Readln(Num);

IsCorrect := True;

Except

Writeln('Data is not correct, or number is too large',

' (it should be from ', Min, ' to ', Max, ' )');

IsCorrect := False;

End;

If IsCorrect And ((Num < Min) Or (Num > Max)) Then

Begin

Writeln('It should be from ', Min, ' to ', Max);

IsCorrect := False;

End;

Until IsCorrect;

InpValidNum := Num;

End;

Function EnterArr(Row, Column, Min, Max: Integer): TwoSizeArr;

Var

Arr: TwoSizeArr;

I, J: Integer;

Begin

SetLength(Arr, Row);

For I := 0 To High(Arr) Do

SetLength(Arr[I], Column);

For I := 0 To High(Arr) Do

For J := 0 To High(Arr[I]) Do

Arr[I][J] := InpValidNum(Min, Max);

EnterArr := Arr;

End;

Procedure PrintArr(Arr: TwoSizeArr; Row: Integer; Column: Integer);

Var

I, J, RealRow, RealCol: Integer;

Begin

RealRow := Row - 1;

RealCol := Column - 1;

For I := 0 To RealRow Do

Begin

For J := 0 To RealCol Do

Write(Arr[I][J], ' ');

Write(#13#10);

End;

End;

Function SortEvenRow(Arr: TwoSizeArr; Row: Integer): TwoSizeArr;

Var

I: Integer;

Begin

If High(Arr) > 0 Then

Begin

I := 1;

While (I < Row) Do

Begin

Arr[I] := SortArr(Arr[I]);

Inc(I, 2);

End;

SortEvenRow := Arr;

End

Else

SortEvenRow := Arr;

End;

Function ReadSizeFile(MinSize, MaxSize: Integer; Var InfFile: TextFile)

: Integer;

Var

IsCorrect: Boolean;

Size: Integer;

Begin

Size := 0;

Try

Read(InfFile, Size);

Except

Writeln('Size is not correct');

Size := 0;

IsCorrect := False;

End;

If IsCorrect And ((Size < MinSize) Or (Size > MaxSize)) Then

Begin

Writeln('Size of array should be from ', MinSize, ' to ', MaxSize);

IsCorrect := False;

Size := 0;

End;

ReadSizeFile := Size;

End;

Function IsFileCorrect(Var InfFile: TextFile): Boolean;

Var

IsCanReset: Boolean;

Begin

IsCanReset := True;

Try

Try

Reset(InfFile);

Finally

Close(InfFile);

End;

Except

IsCanReset := False;

Writeln('File is can not be opened');

End;

IsFileCorrect := IsCanReset;

End;

Function IsFileTxt(Name: String): Boolean;

Begin

If Copy(Name, Length(Name) - 3, Length(Name)) = '.txt' Then

IsFileTxt := True

Else

Begin

Writeln('File is not .txt');

IsFileTxt := False;

End;

End;

Function IsFileOk(FileName: String): Boolean;

Var

MyFile: TextFile;

Begin

AssignFile(MyFile, FileName);

If Not FileExists(FileName) Then

Writeln('File is not exist');

IsFileOk := IsFileTxt(FileName) And FileExists(FileName) And

IsFileCorrect(MyFile);

End;

Procedure ChekFileAfterReading(Var IsCorrect: Boolean; Var MyFile: TextFile; IsElemIncorrect: Boolean);

Begin

if IsElemIncorrect then

Begin

Writeln('One of the element is incorrect');

IsCorrect := False;

End

Else If Eof(MyFile) And IsCorrect Then

Begin

Writeln('Reading is successfull')

End

Else If IsCorrect Then

Begin

Writeln('Count of element is too a lot');

IsCorrect := False;

End

Else

Begin

Writeln('Count of element is not enough');

IsCorrect := False;

End;

End;

Function ReadValidFileInf(Name: String; Var Size: Integer;

MinSize, MaxSize: Integer): TwoSizeArr;

Var

InfFile: TextFile;

IsCorrect, IsElemIncorrect: Boolean;

I, J, Buffer: Integer;

Arr: TwoSizeArr;

Begin

IsCorrect := True;

AssignFile(InfFile, Name);

If IsFileOk(Name) Then

Begin

Reset(InfFile);

Size := ReadSizeFile(MinSize, MaxSize, InfFile);

IsCorrect := Size > 1;

IsElemIncorrect := False;

SetLength(Arr, Size, Size);

For I := 0 To High(Arr) Do

For J := 0 To High(Arr[I]) Do

Begin

If Eof(InfFile) Then

IsCorrect := False

Else

Begin

Try

Read(InfFile, Arr[I][J]);

Except

IsElemIncorrect := True;

End;

End;

End;

ChekFileAfterReading(IsCorrect, InfFile, IsElemIncorrect);

CloseFile(InfFile);

End

Else

IsCorrect := False;

If IsCorrect Then

ReadValidFileInf := Arr

Else

ReadValidFileInf := [[]];

End;

Procedure WriteInfFile(Name: String; Var DefoltArr, SortedArr: TwoSizeArr;

Size: Integer);

Var

OutFile: TextFile;

I, J: Integer;

Begin

AssignFile(OutFile, Name);

Rewrite(OutFile);

Writeln(OutFile, 'Defolt array');

For I := 0 To High(DefoltArr) Do

Begin

For J := 0 To High(DefoltArr) Do

Write(OutFile, DefoltArr[I][J], ' ');

Write(OutFile, #13#10);

End;

Writeln(OutFile, 'Sorted array');

For I := 0 To High(SortedArr) Do

Begin

For J := 0 To High(SortedArr) Do

Write(OutFile, SortedArr[I][J], ' ');

Write(OutFile, #13#10);

End;

Close(OutFile);

Writeln('Writing is successfull');

End;

Function MakeCopy(DefoltArr: TwoSizeArr): TwoSizeArr;

Var

CopyArr: TwoSizeArr;

I, J: Integer;

Begin

SetLength(CopyArr, Length(DefoltArr));

For I := 0 To High(CopyArr) Do

Begin

Setlength(CopyArr[I], Length(DefoltArr[0]));

For J := 0 To High(CopyArr[I]) Do

CopyArr[I][J] := DefoltArr[I][J];

End;

MakeCopy := CopyArr;

End;

Function ButtonInf(): Integer;

Var

Button: Integer;

Begin

Writeln('Choose a way of input/output of data', #13#10, '1 -- Console',

#13#10, '2 -- File');

Button := InpValidNum(1, 2);

ButtonInf := Button;

End;

Function InputInf(Butt: Integer; Var Size: Integer; Var Name: String)

: TwoSizeArr;

Const

MAX\_SIZE = 100;

MIN\_SIZE = 2;

MIN\_ELEM = -MaxInt - 1;

MAX\_ELEM = MaxInt;

Var

Arr: TwoSizeArr;

IsCorrect: Boolean;

Begin

If (Butt = 1) Then

Begin

Writeln('Enter size of array, please');

Size := InpValidNum(MIN\_SIZE, MAX\_SIZE);

Writeln('Now enter the elements');

Arr := EnterArr(Size, Size, MIN\_ELEM, MAX\_ELEM);

End

Else

Begin

Repeat

IsCorrect := True;

Writeln('Please enter the full path to file');

Readln(Name);

If IsFileOk(Name) Then

Arr := ReadValidFileInf(Name, Size, MIN\_SIZE, MAX\_SIZE)

Else

IsCorrect := False;

Until IsCorrect;

End;

InputInf := Arr;

End;

Procedure OutputInf(DefoltArr, SortedArr: TwoSizeArr; Size, Butt: Integer;

Name: String);

Begin

If Butt = 1 Then

Begin

Writeln('Defolt Array');

PrintArr(DefoltArr, Size, Size);

Writeln('Sorted Array');

SortedArr := SortEvenRow(DefoltArr, Size);

PrintArr(SortedArr, Size, Size);

End

Else

Begin

If Length(DefoltArr) > 1 Then

WriteInfFile(Name, DefoltArr, SortedArr, Size);

End;

End;

Var

Size, Button, I, J: Integer;

ArrOfNum, SortedArr, Arr: TwoSizeArr;

FileName: String;

Begin

PrintInf;

Button := ButtonInf();

ArrOfNum := InputInf(Button, Size, FileName);

SortedArr := MakeCopy(ArrOfNum);

SortedArr := SortEvenRow(SortedArr, Size);

OutputInf(ArrOfNum, SortedArr, Size, Button, FileName);

Readln;

End.

**Код программы С++:**

#include <iostream>

#include <fstream>

#include <string>

using std::string;

using std::cin;

using std::cout;

using std::ifstream;

using std::ofstream;

void printInf()

{

cout << "Program sort even rows of square matrix from larger to smaller\n";

}

int inputNum(const int MIN, const int MAX)

{

int number;

bool isIncorrect;

do

{

isIncorrect = false;

cin >> number;

if (cin.fail())

{

cin.clear();

cout << "Data is not correct, or number is too large\n";

while (cin.get() != '\n');

isIncorrect = true;

}

if (!isIncorrect && cin.get() != '\n')

{

cin.clear();

cout << "Data is not correct, or number is too large\n";

while (cin.get() != '\n');

isIncorrect = true;

}

if (!isIncorrect && (number > MAX || number < MIN))

{

cout << "Error, number should be from " << MIN << " to " << MAX << '\n';

isIncorrect = true;

}

} while (isIncorrect);

return number;

}

int\*\* enterArr(int row, int col, const int MIN, const int MAX)

{

int\*\* arr = new int\*[row];

int i, j;

for (i = 0; i < row; i++)

{

arr[i] = new int[col];

}

for (i = 0; i < row; i++)

{

for (j = 0; j < col; j++)

{

arr[i][j] = inputNum(MIN, MAX);

}

}

return arr;

}

void printArr(int\*\* arr, int row, int col)

{

int i, j;

for (i = 0; i < row; i++)

{

for (j = 0; j < col; j++)

{

cout << arr[i][j] << " ";

}

cout << '\n';

}

}

void sortArr(int\* arr, int size)

{

bool isNotSorted;

int i, buffer;

buffer = 0;

isNotSorted = true;

while (isNotSorted)

{

isNotSorted = false;

for (i = 1; i < size; i++)

{

if (arr[i - 1] < arr[i])

{

isNotSorted = true;

buffer = arr[i];

arr[i] = arr[i - 1];

arr[i - 1] = buffer;

}

}

}

}

void sortEvenRow(int\*\* arr, int row, int col)

{

int i;

for (i = 1; i < row; i += 2)

{

sortArr(arr[i], col);

}

}

int\*\* copyArr(int\*\* mainArr, int row, int col)

{

int i, j;

int\*\* copiedArr = new int\*[row];

for (i = 0; i < row; i++)

{

copiedArr[i] = new int[col];

}

for (i = 0; i < row; i++)

{

for (j = 0; j < col; j++)

{

copiedArr[i][j] = mainArr[i][j];

}

}

return copiedArr;

}

bool thisIsTxtFile(string fileName)

{

string lastFourChar = fileName.substr(fileName.length() - 4);

if (lastFourChar == ".txt")

{

return true;

}

else

{

cout << "it is not a .txt file\n";

return false;

}

}

bool isFileExist(string nameOfFile)

{

ifstream file(nameOfFile);

if (file.is\_open())

{

file.close();

return true;

}

else

{

cout << "this file is not exist\n";

file.close();

return false;

}

}

int readSize(ifstream& file, const int MIN, const int MAX)

{

int size;

char next;

bool isCorrect = true;

file >> size;

if (file.fail())

{

cout << "size is incorrect";

file.clear();

isCorrect = false;

size = 0;

}

next = file.get();

if (isCorrect && ((next != ' ') && (next != '\n')))

{

size = 0;

isCorrect = false;

cout << "size is incorrect, remove other simbols or whitespase";

file.clear();

}

if (isCorrect && (size < MIN) || (size > MAX))

{

size = 0;

cout << "Size of array should be from " << MIN << " to " << MAX;

}

return size;

}

void chekEnyException(int& size, bool isCorrect, ifstream& file, bool isElemIncorrect, const int MIN, const int MAX)

{

if (isElemIncorrect)

{

size = 0;

cout << "One of the element is incorrect or out of range [ " << MIN << ", " << MAX << " ]";

}

else if (file.eof() && isCorrect)

cout << "Reading is successfull\n";

else if (isCorrect)

{

size = 0;

cout << "Count of element is too a lot\n";

}

else

{

size = 0;

cout << "Count of element is not enough\n";

}

}

int\*\* readFile(int& size, string name, const int MIN\_SIZE, const int MAX\_SIZE, const int MIN\_ELEM, const int MAX\_ELEM)

{

int i, j;

bool isCorrect, isElemIncorrect;

ifstream file(name);

size = readSize(file, MIN\_SIZE, MAX\_SIZE);

isCorrect = size > 1;

isElemIncorrect = false;

int\*\* arr = new int\*[size];

for (i = 0; i < size; i++)

{

arr[i] = new int[size];

}

for (i = 0; i < size; i++)

{

for (j = 0; j < size; j++)

{

if (file.eof())

isCorrect = false;

else

{

file >> arr[i][j];

if (file.fail())

isElemIncorrect = true;

else if (arr[i][j] < MIN\_ELEM || arr[i][j] > MAX\_ELEM)

isElemIncorrect = true;

}

}

}

chekEnyException(size, isCorrect, file, isElemIncorrect, MIN\_ELEM, MAX\_ELEM);

file.close();

return arr;

}

void writeFile(int\*\* defoltArr, int\*\* sortedArr, int size, string name)

{

int i, j;

ofstream file(name);

file << "Defolt array\n";

for (i = 0; i < size; i++)

{

for (j = 0; j < size; j++)

{

file << defoltArr[i][j] << " ";

}

file << '\n';

}

file << "Sorted array\n";

for (i = 0; i < size; i++)

{

for (j = 0; j < size; j++)

{

file << sortedArr[i][j] << " ";

}

file << '\n';

}

file.close();

cout << "Writing is successfull";

}

bool isFileOk(string name)

{

return isFileExist(name) && thisIsTxtFile(name);

}

int buttonInf()

{

int button;

cout << "Choose a way of input/output of data\n"

<< "1 -- Console\n"

<< "2 -- File\n";

button = inputNum(1, 2);

return button;

}

int\*\* inputInf(int button, int& size, string& name)

{

const int MAX\_SIZE = 100;

const int MIN\_SIZE = 2;

const int MIN\_ELEM = -2000000000;

const int MAX\_ELEM = 2000000000;

int\*\* arr = new int\*;;

bool isIncorrect;

if (button == 1)

{

cout << "Enter size of array, please\n";

size = inputNum(MIN\_SIZE, MAX\_SIZE);

cout << "Now enter the elements\n";

arr = enterArr(size, size, MIN\_ELEM, MAX\_ELEM);

}

else

{

do

{

isIncorrect = false;

cout << "Enter full path to file\n";

cin >> name;

if (isFileOk(name))

{

arr = readFile(size, name, MIN\_SIZE, MAX\_SIZE, MIN\_ELEM, MAX\_ELEM);

}

else

{

isIncorrect = true;

}

} while (isIncorrect);

}

return arr;

}

void outputInf(int\*\* defoltArr, int\*\* sortedArr, int size, int butt, string name)

{

if (butt == 1)

{

cout << "Defolt array\n";

printArr(defoltArr, size, size);

cout << "Sorted array\n";

printArr(sortedArr, size, size);

}

else

{

if (size > 1)

{

writeFile(defoltArr, sortedArr, size, name);

}

}

}

int main()

{

setlocale(0, "");

int\*\* arrOfNum;

int\*\* sortedArr;

int button, size;

string fileName;

printInf();

button = buttonInf();

arrOfNum = inputInf(button, size, fileName);

sortedArr = copyArr(arrOfNum, size, size);

sortEvenRow(sortedArr, size, size);

outputInf(arrOfNum, sortedArr, size, button, fileName);

return 0;

}

**Код программы Java:**

import java.io.File;

import java.io.IOException;

import java.io.PrintWriter;

import java.nio.file.Path;

import java.nio.file.Paths;

import java.util.Scanner;

public class Main {

static void printInf() {

System.out.println("Program sort even rows of square matrix from larger to smaller");

}

static int inputNum(Scanner input, final int MIN, final int MAX) {

int number = 0;

boolean isIncorrect;

do {

isIncorrect = false;

try {

number = Integer.parseInt(input.next());

} catch (NumberFormatException e) {

isIncorrect = true;

System.err.println("Data is not correct, or number is too large");

}

if (!isIncorrect && (number < MIN || number > MAX)) {

isIncorrect = true;

System.err.println("Error, number should be from " + MIN + " to " + MAX);

}

} while (isIncorrect);

return number;

}

static int[][] enterArr(Scanner input, int row, int col, final int MIN, final int MAX) {

int[][] arr = new int[row][col];

int i, j;

for (i = 0; i < row; i++) {

for (j = 0; j < col; j++) {

arr[i][j] = inputNum(input, MIN, MAX);

}

}

return arr;

}

static void printArr(int[][] arr) {

int i, j;

for (i = 0; i < arr.length; i++) {

for (j = 0; j < arr.length; j++) {

System.out.print(arr[i][j] + " ");

}

System.out.println();

}

}

static void sortArr(int[] arr) {

boolean isNotSorted;

int i, buffer;

isNotSorted = true;

while (isNotSorted) {

isNotSorted = false;

for (i = 1; i < arr.length; i++) {

if (arr[i - 1] < arr[i]) {

isNotSorted = true;

buffer = arr[i];

arr[i] = arr[i - 1];

arr[i - 1] = buffer;

}

}

}

}

static void sortEvenRow(int[][] arr)

{

int i;

for (i = 1; i < arr.length; i += 2)

{

sortArr(arr[i]);

}

}

static int[][] copyArr(int[][] mainArr)

{

int i, j;

int size = mainArr.length;

int[][] copiedArr = new int[size][size];

for (i = 0; i < size; i++)

{

for (j = 0; j < size; j++)

{

copiedArr[i][j] = mainArr[i][j];

}

}

return copiedArr;

}

static boolean thisIsTxtFile(String fileName) {

if (fileName.endsWith(".txt")) {

return true;

} else {

System.err.println("This is not a .txt file");

return false;

}

}

static boolean isFileExist(String fileName) {

File file = new File(fileName);

if (file.exists()) {

return true;

} else {

System.err.println("This file is not exist");

return false;

}

}

static int readSize(Scanner file, final int MIN, final int MAX) {

int size = 0;

boolean isCorrect = true;

try {

size = Integer.parseInt(file.next());

} catch (NumberFormatException e) {

System.err.println("Data is not correct, or number is too large");

isCorrect = false;

}

if (isCorrect && (size < MIN || size > MAX)) {

System.err.println("Error, number should be from " + MIN + " to " + MAX);

size = 0;

}

return size;

}

static boolean isEnyException(boolean isCorrect, boolean isElemIncorrect, final int MIN, final int MAX) {

boolean enyException = !isCorrect;

if (isElemIncorrect) {

System.err.println("One of the element is incorrect or out of range [ " + MIN + ", " + MAX + " ]");

enyException = true;

} else if (isCorrect) {

System.out.println("Reading is successfull");

}

return enyException;

}

static int[][] readFile(String fileName, final int MIN\_SIZE, final int MAX\_SIZE, final int MIN\_ELEM, final int MAX\_ELEM) throws IOException{

int size;

boolean isCorrect;

Path path = Paths.get(fileName); // <----- fileName

Scanner file = new Scanner(path);

size = readSize(file, MIN\_SIZE, MAX\_SIZE);

isCorrect = size > 1;

int i, j;

boolean isElemIncorrect = false;

int[][] arr = new int[size][size];

for ( i = 0; i < size; i++) {

for ( j = 0; j < size; j++) {

try {

arr[i][j] = Integer.parseInt(file.next());

} catch (NumberFormatException e) {

isElemIncorrect = true;

}

if (!isElemIncorrect && (arr[i][j] > MAX\_ELEM || arr[i][j] < MIN\_ELEM)) {

isElemIncorrect = true;

}

}

}

if (isEnyException(isCorrect, isElemIncorrect, MIN\_ELEM, MAX\_ELEM)) {

return new int[0][0];

} else {

return arr;

}

}

static boolean chooseConsole(Scanner input) {

int button;

System.out.println("Choose a way of input/output of data\n"

+ "1 -- Console\n"

+ "2 -- File");

button = inputNum(input,1, 2);

return button == 1;

}

static int[][]inputFromConsole(Scanner input) {

final int MAX\_SIZE = 100;

final int MIN\_SIZE = 2;

final int MIN\_ELEM = -2000000000;

final int MAX\_ELEM = 2000000000;

boolean isIncorrect;

int size;

int[][] arr;

System.out.println("Enter size of array, please");

size = inputNum(input, MIN\_SIZE, MAX\_SIZE);

System.out.println("Now enter the elements");

arr = enterArr(input, size, size, MIN\_ELEM, MAX\_ELEM);

return arr;

}

static int[][] inputFromFile(String fileName) {

final int MAX\_SIZE = 100;

final int MIN\_SIZE = 2;

final int MIN\_ELEM = -2000000000;

final int MAX\_ELEM = 2000000000;

boolean isIncorrect;

int size;

int[][] arr = null;

try {

arr = readFile(fileName, MIN\_SIZE, MAX\_SIZE, MIN\_ELEM, MAX\_ELEM);

} catch (IOException e) {

System.err.println("IOException");

}

return arr;

}

static void writeFile(int[][] defoltArr, int[][] sortedArr, String fileName) throws IOException {

int i, j;

PrintWriter file = new PrintWriter(fileName);

file.println("Defolt array");

for (i = 0; i < defoltArr.length; i++){

for (j = 0; j < defoltArr[i].length; j++) {

file.print(defoltArr[i][j] + " ");

}

file.println();

}

file.println("Sorted array");

for (i = 0; i < sortedArr.length; i++){

for (j = 0; j < sortedArr[i].length; j++) {

file.print(sortedArr[i][j] + " ");

}

file.println();

}

file.close();

System.out.println("Wruting is successfull");

}

static void outputInf(int[][] defoltArr, int[][] sortedArr, boolean isConsole, String fileName) {

if (isConsole) {

System.out.println("Defolt array");

printArr(defoltArr);

System.out.println("Sorted array");

printArr(sortedArr);

} else {

if (defoltArr.length > 1) {

try {

writeFile(defoltArr, sortedArr, fileName);

} catch(IOException e) {

System.err.println("Write error");

}

}

}

}

static String getFileName(Scanner input) {

boolean isIncorrect;

String fileName;

fileName = input.nextLine();

do {

System.out.println("Enter full path to file");

fileName = input.nextLine();

isIncorrect = !thisIsTxtFile(fileName) || !isFileExist(fileName);

} while (isIncorrect);

return fileName;

}

public static void main(String[] args) throws IOException {

Scanner input = new Scanner(System.in);

int[][] arrOfNum;

int[][] sortedArr;

boolean isConsoleOutIn;

String fileName = null;

printInf();

isConsoleOutIn = chooseConsole(input);

if (isConsoleOutIn) {

arrOfNum = inputFromConsole(input);

input.close();

sortedArr = copyArr(arrOfNum);

sortEvenRow(sortedArr);

outputInf(arrOfNum, sortedArr, isConsoleOutIn, fileName);

} else {

fileName = getFileName(input);

input.close();

arrOfNum = inputFromFile(fileName);

sortedArr = copyArr(arrOfNum);

sortEvenRow(sortedArr);

outputInf(arrOfNum, sortedArr, isConsoleOutIn, fileName);

}

}

}

**Скриншоты:**

**Delphi:**

**C++:**

**Java:**

**Блок-схема:**