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# **Возможности языка Python3**

Вот лишь некоторые вещи, которые умеет делать python:

* Работа с xml/html файлами
* Работа с http запросами
* GUI (графический интерфейс)
* Создание веб-сценариев
* Работа с FTP
* Работа с изображениями, аудио и видео файлами
* Робототехника
* Программирование математических и научных вычислений

И многое, многое другое...

Таким образом, python подходит для решения львиной доли повседневных задач, будь то резервное копирование, чтение электронной почты, либо же какая-нибудь игрушка. Язык программирования Python практически ничем не ограничен, поэтому также может использоваться в крупных проектах. К примеру, python интенсивно применяется IT-гигантами, такими, как, например, Google и Yandex. К тому же простота и универсальность python делают его одним из лучших языков программирования.

**Загрузка и установка Python**

## Установка Python на Windows

Скачивать python будем с [официального сайта](https://python.org/). Кстати, не рекомендую скачивать интерпретатор python с других сайтов или через торрент, в них могут быть вирусы. Программа бесплатная. Заходим на <https://python.org/downloads/windows/>, выбираем "latest python release" и **python 3**.

На python 2 могут не работать некоторые мои примеры программ.

На момент написания материала это python 3.4.1.
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Появляется страница с описанием данной версии Python (на английском). Если интересно - можете почитать. Затем крутим в самый низ страницы, а затем открываем "download page".
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Вы увидите список файлов, которые можно загрузить. Нам нужен Windows x86 MSI installer (если система 32-х битная), или Windows x86-64 MSI installer (если система 64-х битная). Больше из файлов нам ничего не нужно.
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Ждём, пока python загрузится. Затем открываем загрузившийся файл. Файл подписан *Python Software Foundation*, значит, все в порядке.
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Устанавливаем для всех пользователей или только для одного (на ваше усмотрение).
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Выбираем папку для установки. Я оставляю папку по умолчанию. Вы можете выбрать любую папку на своем диске.
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Выбираем компоненты, которые будут установлены. Оставьте компоненты по умолчанию, если не уверены.
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Ждем установки python...

Finish. Поздравляю, вы установили Python! Также в установщик python для windows встроена среда разработки IDLE. Прямо сейчас вы можете написать свою первую программу!

## Установка Python на linux системы (ubuntu, linux mint и другие)

Откройте консоль (обычно ctrl+alt+t). Введите в консоли:

python3

Скорее всего, вас любезно поприветствует python 3:

Python 3.4.0 (default, Apr 11 2014, 13:05:11)

[GCC 4.8.2] on linux

Type "help", "copyright", "credits" or "license" for more information.

>>>

Если это так, то можно вас поздравить: у вас уже стоит python 3. В противном случае нужно установить пакет **\*python3\***:

sudo apt-get install python3

Либо через mintinstaller / synaptic / центр приложений ubuntu / что вам больше нравится.

В python для linux нет предустановленной среды IDLE. Если хотите, её можно установить отдельно. Пакет называется **\*python3-idle\***.

Однако, её установка не является обязательной. Вы можете писать в своём любимом текстовом редакторе (gedit, vim, emacs...) и запускать программы через консоль:

python3 path\_to\_file.py

Теперь вы можете написать первую программу (хотите, пишите в IDLE, хотите - в своём любимом текстовом редакторе).

# **Знакомство со средой разработки IDLE**

После загрузки и установки python открываем IDLE (среда разработки на языке Python, поставляемая вместе с дистрибутивом).

Здесь и далее буду приводить примеры под ОС Windows.
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Запускаем IDLE (изначально запускается в интерактивном режиме), после чего уже можно начинать писать первую программу. Традиционно, первой программой у нас будет "hello world".

Чтобы написать "hello world" на python, достаточно всего одной строки:

print("Hello world!")

Вводим этот код в IDLE и нажимаем Enter. Результат виден на картинке:

![Первая программа на python](data:image/png;base64,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)

Поздравляю! Вы написали свою **первую программу на python**!

С интерактивным режимом мы немного познакомились, можете с ним ещё поиграться, например, написать

print(3 + 4)

print(3 \* 5)

print(3 \*\* 2)

Но, всё-таки, интерактивный режим не будет являться основным. В основном, вы будете сохранять программный код в файл и запускать уже файл.

Для того, чтобы создать новое окно, в интерактивном режиме IDLE выберите File → New File (или нажмите Ctrl + N).
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В открывшемся окне введите следующий код:

name = input("Как Вас зовут? ")

print("Привет,", name)

Первая строка печатает вопрос ("Как Вас зовут? "), ожидает, пока вы не напечатаете что-нибудь и не нажмёте Enter и сохраняет введённое значение в переменной name.

Во второй строке мы используем функцию print для вывода текста на экран, в данном случае для вывода "Привет, " и того, что хранится в переменной "name".

Теперь нажмём F5 (или выберем в меню IDLE Run → Run Module и убедимся, что то, что мы написали, работает. Перед запуском IDLE предложит нам сохранить файл. Сохраним туда, куда вам будет удобно, после чего программа запустится.

Вы должны увидеть что-то наподобие этого (на скриншоте слева - файл с написанной вами программой, справа - результат её работы):
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Поздравляю! Вы научились писать простейшие программы, а также познакомились со средой разработки IDLE.

## Синтаксис

* Конец строки является концом инструкции (точка с запятой не требуется).
* Вложенные инструкции объединяются в блоки по величине отступов. Отступ может быть любым, главное, чтобы в пределах одного вложенного блока отступ был одинаков. И про читаемость кода не забывайте. Отступ в 1 пробел, к примеру, не лучшее решение. Используйте 4 пробела (или знак табуляции, на худой конец).
* Вложенные инструкции в Python записываются в соответствии с одним и тем же шаблоном, когда основная инструкция завершается двоеточием, вслед за которым располагается вложенный блок кода, обычно с отступом под строкой основной инструкции.
* Основная инструкция:
* Вложенный блок инструкций

## Несколько специальных случаев

* Иногда возможно записать несколько инструкций в одной строке, разделяя их точкой с запятой:
* a = 1; b = 2; print(a, b)

Но не делайте это слишком часто! Помните об удобочитаемости. А лучше вообще так не делайте.

* Допустимо записывать одну инструкцию в нескольких строках. Достаточно ее заключить в пару круглых, квадратных или фигурных скобок:
* if (a == 1 and b == 2 and
* c == 3 and d == 4): # Не забываем про двоеточие
* print('spam' \* 3)
* Тело составной инструкции может располагаться в той же строке, что и тело основной, если тело составной инструкции не содержит составных инструкций. Ну я думаю, вы поняли :). Давайте лучше пример приведу:
* if x > y: print(x)

**Почему моя программа не работает?**

Моя программа не работает! Что делать? В данном материале я постараюсь собрать наиболее частые ошибки начинающих программировать на python 3, а также расскажу, как их исправлять.

**Проблема**: Моя программа не запускается. На доли секунды появляется чёрное окошко, а затем исчезает.

**Причина**: после окончания выполнения программы (после выполнения всего кода или при возникновении исключения программа закрывается. И если вы её вызвали двойным кликом по иконке (а вы, скорее всего, вызвали её именно так), то она закроется вместе с окошком, в котором находится вывод программы.

**Решение**: запускать программу через IDLE или через консоль.

**Проблема**: Не работает функция input. Пишет SyntaxError.

**Пример кода**:

>>> a = input()

hello world

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

File "<string>", line 1

hello world

^

SyntaxError: unexpected EOF while parsing

**Причина**: Вы запустили Python 2.

**Решение**: Установить Python 3.

**Проблема**: Где-то увидел простую программу, а она не работает.

**Пример кода**:

name = raw\_input()

print name

**Ошибка**:

File "a.py", line 3

print name

^

SyntaxError: invalid syntax

**Причина**: Вам подсунули программу на Python 2.

**Решение**: Прочитать об отличиях Python 2 от Python 3. Переписать её на Python 3. Например, данная программа на Python 3 будет выглядеть так:

name = input()

print(name)

**Проблема**: TypeError: Can't convert 'int' object to str implicitly.

**Пример кода**:

>>> a = input() + 5

8

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: Can't convert 'int' object to str implicitly

**Причина**: Нельзя складывать строку с числом.

**Решение**: Привести строку к числу с помощью функции int(). Кстати, заметьте, что функция input() всегда возвращает строку!

>>> a = int(input()) + 5

8

>>> a

13

**Проблема**: SyntaxError: invalid syntax.

**Пример кода**:

a = 5

if a == 5

print('Ура!')

**Ошибка**:

File "a.py", line 3

if a == 5

^

SyntaxError: invalid syntax

**Причина**: Забыто двоеточие.

**Решение**:

a = 5

if a == 5:

print('Ура!')

**Проблема**: SyntaxError: invalid syntax.

**Пример кода**:

a = 5

if a = 5:

print('Ура!')

**Ошибка**:

File "a.py", line 3

if a = 5

^

SyntaxError: invalid syntax

**Причина**: Забыто равно.

**Решение**:

a = 5

if a == 5:

print('Ура!')

**Проблема**: NameError: name 'a' is not defined.

**Пример кода**:

print(a)

**Причина**: Переменная "a" не существует. Возможно, вы опечатались в названии или забыли инициализировать её.

**Решение**: Исправить опечатку.

a = 10

print(a)

**Проблема**: IndentationError: expected an indented block.

**Пример кода**:

a = 10

if a > 0:

print(a)

**Причина**: Нужен отступ.

**Решение**:

a = 10

if a > 0:

print(a)

**Проблема**: TabError: inconsistent use of tabs and spaces in indentation.

**Пример кода**:

a = 10

if a > 0:

print(a)

print('Ура!')

**Ошибка**:

File "a.py", line 5

print('Ура!')

^

TabError: inconsistent use of tabs and spaces in indentation

**Причина**: Смешение пробелов и табуляции в отступах.

**Решение**: Исправить отступы.

a = 10

if a > 0:

print(a)

print('Ура!')

**Проблема**: UnboundLocalError: local variable 'a' referenced before assignment.

**Пример кода**:

def f():

a += 1

print(a)

a = 10

f()

**Ошибка**:

Traceback (most recent call last):

File "a.py", line 7, in <module>

f()

File "a.py", line 3, in f

a += 1

UnboundLocalError: local variable 'a' referenced before assignment

**Причина**: Попытка обратиться к локальной переменной, которая ещё не создана.

**Решение**:

def f():

global a

a += 1

print(a)

a = 10

f()

**Проблема**: Программа выполнилась, но в файл ничего не записалось / записалось не всё.

**Пример кода**:

>>> f = open('output.txt', 'w', encoding='utf-8')

>>> f.write('bla')

3

>>>

**Причина**: Не закрыт файл, часть данных могла остаться в буфере.

**Решение**:

>>> f = open('output.txt', 'w', encoding='utf-8')

>>> f.write('bla')

3

>>> f.close()

>>>

# **Условный оператор if**

**Условная инструкция if-elif-else** (её ещё иногда называют оператором ветвления) - основной инструмент выбора в Python. Проще говоря, она выбирает, какое действие следует выполнить, в зависимости от значения переменных в момент проверки условия.

## Синтаксис инструкции if

Сначала записывается часть if с условным выражением, далее могут следовать одна или более необязательных частей elif, и, наконец, необязательная часть else. Общая форма записи условной инструкции if выглядит следующим образом:

if test1:

state1

elif test2:

state2

else:

state3

Простой пример (напечатает 'true', так как 1 - истина):

if 1:

print('true')

else:

print('false')

true

Чуть более сложный пример (его результат будет зависеть от того, что ввёл пользователь):

a = int(input())

if a < -5:

print('Low')

elif -5 <= a <= 5:

print('Mid')

else:

print('High')

Конструкция с несколькими elif может также служить отличной заменой конструкции switch - case в других языках программирования.

## Проверка истинности в Python

* Любое число, не равное 0, или непустой объект - истина.
* Числа, равные 0, пустые объекты и значение None - ложь
* Операции сравнения применяются к структурам данных рекурсивно
* Операции сравнения возвращают True или False
* Логические операторы and и or возвращают истинный или ложный объект-операнд

Логические операторы:

X and Y

Истина, если оба значения X и Y истинны.

X or Y

Истина, если хотя бы одно из значений X или Y истинно.

not X

Истина, если X ложно.

## Трехместное выражение if/else

Следующая инструкция:

if X:

A = Y

else:

A = Z

довольно короткая, но, тем не менее, занимает целых 4 строки. Специально для таких случаев и было придумано выражение if/else:

A = Y if X else Z

В данной инструкции интерпретатор выполнит выражение Y, если X истинно, в противном случае выполнится выражение Z.

>>> A = 't' if 'spam' else 'f'

>>> A

't'

**Циклы**

## Цикл while

While - один из самых универсальных циклов в Python, поэтому довольно медленный. Выполняет тело цикла до тех пор, пока условие цикла истинно.

i = 5

while i < 15:

print(i)

i = i + 2

5

7

9

11

13

## Цикл for

Цикл for уже чуточку сложнее, чуть менее универсальный, но выполняется гораздо быстрее цикла while. Этот цикл проходится по любому итерируемому объекту (строке, списку,...), и во время каждого прохода выполняет тело цикла.

for i in 'hello world':

print(i \* 2, end='')

hheelllloo wwoorrlldd

## Оператор continue

Оператор continue начинает следующий проход цикла, минуя оставшееся тело цикла (for или while)

>>> for i in 'hello world':

if i == 'o':

continue

print(i \* 2, end='')

hheellll wwrrlldd

## Оператор break

Оператор break досрочно прерывает цикл.

for i in 'hello world':

if i == 'o':

break

print(i \* 2, end='')

hheellll

## Волшебное слово else

Слово else, примененное в цикле for или while, проверяет, был ли произведен выход из цикла инструкцией break, или же "естественным" образом. Блок инструкций внутри else выполнится только в том случае, если выход из цикла произошел без помощи break.

for i in 'hello world':

if i == 'a':

break

else:

print('Буквы a в строке нету')

Буквы a в строке нету

**Ключевые слова, встроенные функции**

## Ключевые слова

**False** - ложь.

**True** - правда.

**None** - "пустой" объект.

**and** - логическое И.

**with / as** – менеджер контекста.

**assert** условие - возбуждает исключение, если условие ложно.

**break** - выход из цикла.

**class** – пользовательский тип, состоящий из методов и атрибутов.

**continue** - переход на следующую итерацию цикла.

**def** - определение функции.

**del** - удаление объекта.

**elif** - в противном случае, если.

**else** - см. for/else или if/else.

**except** - перехватить исключение.

**finally** - вкупе с инструкцией try, выполняет инструкции независимо от того, было ли исключение или нет.

**for** - цикл for.

**from** - импорт нескольких функций из модуля.

**global** - позволяет сделать значение переменной, присвоенное ей внутри функции, доступным и за пределами этой функции.

**if** - если.

**import** - импорт модуля.

**in** - проверка на вхождение.

**is** - ссылаются ли 2 объекта на одно и то же место в памяти.

**lambda** - определение анонимной функции.

**nonlocal** - позволяет сделать значение переменной, присвоенное ей внутри функции, доступным в объемлющей инструкции.

**not** - логическое НЕ.

**or** - логическое ИЛИ.

**pass** - ничего не делающая конструкция.

**raise** - возбудить исключение.

**return** - вернуть результат.

**try** - выполнить инструкции, перехватывая исключения.

**while** - цикл while.

**yield** - определение функции-генератора.

## Модуль keyword

В общем-то, keyword - не такой уж и модуль, но все же.

**keyword.kwlist** - список всех доступных ключевых слов (почему не кортеж, непонятно).

**keyword.iskeyword(строка)** - является ли строка ключевым словом.

# **Встроенные функции**

# **Краткий обзор встроенных функций в Python 3**

## Встроенные функции, выполняющие преобразование типов

**bool**(x) - преобразование к типу bool, использующая стандартную процедуру проверки истинности. Если х является ложным или опущен, возвращает значение False, в противном случае она возвращает True.

**bytearray**([источник [, кодировка [ошибки]]]) - преобразование к bytearray. Bytearray - изменяемая последовательность целых чисел в диапазоне 0≤X<256. Вызванная без аргументов, возвращает пустой массив байт.

**bytes**([источник [, кодировка [ошибки]]]) - возвращает объект типа bytes, который является неизменяемой последовательностью целых чисел в диапазоне 0≤X<256. Аргументы конструктора интерпретируются как для bytearray().

**complex**([real[, imag]]) - преобразование к комплексному числу.

**dict**([object]) - преобразование к словарю.

**float**([X]) - преобразование к числу с плавающей точкой. Если аргумент не указан, возвращается 0.0.

**frozenset**([последовательность]) - возвращает неизменяемое множество.

**int**([object], [основание системы счисления]) - преобразование к целому числу.

**list**([object]) - создает список.

**memoryview**([object]) - создает объект memoryview.

**object**() - возвращает безликий объект, являющийся базовым для всех объектов.

**range**([start=0], stop, [step=1]) - арифметическая прогрессия от start до stop с шагом step.

**set**([object]) - создает множество.

**slice**([start=0], stop, [step=1]) - объект среза от start до stop с шагом step.

**str**([object], [кодировка], [ошибки]) - строковое представление объекта. Использует метод \_\_str\_\_.

**tuple**(obj) - преобразование к кортежу.

## Встроенные функции, использующие методы класса (логика может отличаться в зависимости от типа данных)

|  |  |  |
| --- | --- | --- |
| **Функция** | **Используемый метод класса** | **Основное предназначение** |
| **abs**(X) | \_\_abs\_\_ | Модуль (абсолютное значение) X. |
| **len**(X) | \_\_len\_\_ | Число элементов объекта |
| **hash**(object) | \_\_hash\_\_ | Хэш-сумма (если есть) |
| **iter**(object) | \_\_iter\_\_ | Возвращает объект-итератор |
| **next**(iterator) | \_\_next\_\_ | Следующий элемент итератора |
| **format**(value[,format\_spec]) | \_\_format\_\_ | Форматирование (обычно форматирование строки) |
| **pow**(x, y, [r]) | \_\_pow\_\_ | ( x в степени y ) % r |
| **reversed**(object) | \_\_reversed\_\_ | Итератор из развернутого объекта |
| **repr**(obj) | \_\_repr\_\_ | Представление объекта |

## Встроенные функции, использующиеся в качестве декораторов

**classmethod**(function) - возвращает метод класса для функции.

**property**(fget=None, fset=None, fdel=None, doc=None)

**staticmethod**(function) - статический метод для функции.

## Встроенные функции, для перевода между системами счисления

**bin**(x) - преобразование целого числа в двоичную строку.

**hex**(х) - преобразование целого числа в шестнадцатеричную строку.

**oct**(х) - преобразование целого числа в восьмеричную строку.

## Другие встроенные функции

**all**(последовательность) - Возвращает True, если все элементы истинные (или, если последовательность пуста).

**any**(последовательность) - Возвращает True, если хотя бы один элемент - истина. Для пустой последовательности возвращает False.

**ascii**(object) - Как repr(), возвращает строку, содержащую представление объекта, но заменяет не-ASCII символы на экранированные последовательности.

**chr**(X) - Возвращает односимвольную строку, код символа которой равен X.

**compile**(source, filename, mode, flags=0, dont\_inherit=False) - Компиляция в программный код, который впоследствии может выполниться функцией eval или exec. Строка не должна содержать символов возврата каретки или нулевые байты.

**delattr**(object, name) - Удаляет атрибут с именем 'name'.

**dir**([object]) - Список имен объекта, а если объект не указан, список имен в текущей локальной области видимости.

**divmod**(a, b) - Возвращает частное и остаток от деления a на b.

**enumerate**(iterable, start=0) - Возвращает итератор, при каждом проходе предоставляющем кортеж из номера и соответствующего члена последовательности.

**eval**(expression, globals=None, locals=None) - Выполняет строку программного кода.

**exec**(object[, globals[, locals]]) - Выполняет программный код на Python.

**filter**(function, iterable) - Возвращает итератор из тех элементов, для которых function возвращает истину.

**getattr**(object, name ,[default]) - извлекает атрибут объекта или default.

**globals**() - Словарь глобальных имен.

**hasattr**(object, name) - Имеет ли объект атрибут с именем 'name'.

**help**([object]) - Вызов встроенной справочной системы.

**id**(object) - Возвращает "адрес" объекта. Это целое число, которое гарантированно будет уникальным и постоянным для данного объекта в течение срока его существования.

**input**([prompt]) - Возвращает введенную пользователем строку. Prompt - подсказка пользователю.

**isinstance**(object, ClassInfo) - Истина, если объект является экземпляром ClassInfo или его подклассом. Если объект не является объектом данного типа, функция всегда возвращает ложь.

**issubclass**(класс, ClassInfo) - Истина, если класс является подклассом ClassInfo. Класс считается подклассом себя.

**locals**() - словарь локальных имен.

**map**(function, iterator) - итератор, получившийся после применения к каждому элементу последовательности функции function.

**max**(iter, [args ...] \* [, key]) - максимальный элемент последовательности.

**min**(iter, [args ...] \* [, key]) - минимальный элемент последовательности.

**open**(file, mode='r', buffering=None, encoding=None, errors=None, newline=None, closefd=True) - открывает файл и возвращает соответствующий поток.

**ord**(с) - код символа.

**print**([object, ...], \*, sep=" ", end='\n', file=sys.stdout) - печать.

**round**(X [, N]) - округление до N знаков после запятой.

**setattr**(объект, имя, значение) - устанавливает атрибут объекта.

**sorted**(iterable[, key][, reverse]) - отсортированный список.

**sum**(iter, start=0) - сумма членов последовательности. Для более точного значения суммы последовательности из чисел с плавающей точкой используйте math.fsum() из модуля math.

**super**([тип [, объект или тип]]) - доступ к родительскому классу.

**type**(object) - тип объекта.

**type**(name, bases, dict) - возвращает новый экземпляр класса name.

**vars**([object]) - словарь из атрибутов объекта. По умолчанию - словарь локальных имен.

**zip**(\*iters) - итератор, возвращающий кортежи, состоящие из соответствующих элементов аргументов-последовательностей.

# **Числа**

## Целые числа (int)

Числа в Python 3 ничем не отличаются от обычных чисел. Они поддерживают набор самых обычных математических операций:

|  |  |
| --- | --- |
| x + y | Сложение |
| x - y | Вычитание |
| x \* y | Умножение |
| x / y | Деление |
| x // y | Получение целой части от деления |
| x % y | Остаток от деления |
| -x | Смена знака числа |
| abs(x) | Модуль числа |
| divmod(x, y) | Пара (x // y, x % y) |
| x \*\* y | Возведение в степень |
| pow(x, y[, z]) | xy по модулю (если модуль задан) |

Также нужно отметить, что числа в python 3, в отличие от многих других языков, поддерживают длинную арифметику (однако, это требует больше памяти).

>>> 255 + 34

289

>>> 5 \* 2

10

>>> 20 / 3

6.666666666666667

>>> 20 // 3

6

>>> 20 % 3

2

>>> 3 \*\* 4

81

>>> pow(3, 4)

81

>>> pow(3, 4, 27)

0

>>> 3 \*\* 150

369988485035126972924700782451696644186473100389722973815184405301748249

### Битовые операции

Над целыми числами также можно производить битовые операции

|  |  |
| --- | --- |
| x | y | Побитовое *или* |
| x ^ y | Побитовое *исключающее или* |
| x & y | Побитовое *и* |
| x << n | Битовый сдвиг влево |
| x >> y | Битовый сдвиг вправо |
| ~x | Инверсия битов |

### Дополнительные методы

**int.bit\_length**() - количество бит, необходимых для представления числа в двоичном виде, без учёта знака и лидирующих нулей.

>>> n = -37

>>> bin(n)

'-0b100101'

>>> n.bit\_length()

6

**int.to\_bytes**(length, byteorder, \*, signed=False) - возвращает строку байтов, представляющих это число.

>>> (1024).to\_bytes(2, byteorder='big')

b'\x04\x00'

>>> (1024).to\_bytes(10, byteorder='big')

b'\x00\x00\x00\x00\x00\x00\x00\x00\x04\x00'

>>> (-1024).to\_bytes(10, byteorder='big', signed=True)

b'\xff\xff\xff\xff\xff\xff\xff\xff\xfc\x00'

>>> x = 1000

>>> x.to\_bytes((x.bit\_length() // 8) + 1, byteorder='little')

b'\xe8\x03'

classmethod **int.from\_bytes**(bytes, byteorder, \*, signed=False) - возвращает число из данной строки байтов.

>>> int.from\_bytes(b'\x00\x10', byteorder='big')

16

>>> int.from\_bytes(b'\x00\x10', byteorder='little')

4096

>>> int.from\_bytes(b'\xfc\x00', byteorder='big', signed=True)

-1024

>>> int.from\_bytes(b'\xfc\x00', byteorder='big', signed=False)

64512

>>> int.from\_bytes([255, 0, 0], byteorder='big')

16711680

### Системы счисления

Те, у кого в школе была информатика, знают, что числа могут быть представлены не только в десятичной системе счисления. К примеру, в компьютере используется двоичный код, и, к примеру, число 19 в двоичной системе счисления будет выглядеть как 10011. Также иногда нужно переводить числа из одной системы счисления в другую. Python для этого предоставляет несколько функций:

* **int**([object], [основание системы счисления]) - преобразование к целому числу в десятичной системе счисления. По умолчанию система счисления десятичная, но можно задать любое основание от 2 до 36 включительно.
* **bin**(x) - преобразование целого числа в двоичную строку.
* **hex**(х) - преобразование целого числа в шестнадцатеричную строку.
* **oct**(х) - преобразование целого числа в восьмеричную строку.

Примеры:

>>> a = int('19') # Переводим строку в число

>>> b = int('19.5') # Строка не является целым числом

Traceback (most recent call last):

File "", line 1, in

ValueError: invalid literal for int() with base 10: '19.5'

>>> c = int(19.5) # Применённая к числу с плавающей точкой, отсекает дробную часть

>>> print(a, c)

19 19

>>> bin(19)

'0b10011'

>>> oct(19)

'0o23'

>>> hex(19)

'0x13'

>>> 0b10011 # Так тоже можно записывать числовые константы

19

>>> int('10011', 2)

19

>>> int('0b10011', 2)

19

## Вещественные числа (float)

Вещественные числа поддерживают те же операции, что и целые. Однако (из-за представления чисел в компьютере) вещественные числа неточны, и это может привести к ошибкам:

>>> 0.1 + 0.1 + 0.1 + 0.1 + 0.1 + 0.1 + 0.1 + 0.1 + 0.1 + 0.1

0.9999999999999999

Для высокой точности используют другие объекты (например decimal и fraction).

Также вещественные числа не поддерживают длинную арифметику:

>>> a = 3 \*\* 1000

>>> a + 0.1

Traceback (most recent call last):

File "", line 1, in

OverflowError: int too large to convert to float

Простенькие примеры работы с числами:

>>> c = 150

>>> d = 12.9

>>> c + d

162.9

>>> p = abs(d - c) # Модуль числа

>>> print(p)

137.1

>>> round(p) # Округление

137

### Дополнительные методы

**float.as\_integer\_ratio**() - пара целых чисел, чьё отношение равно этому числу.

**float.is\_integer**() - является ли значение целым числом.

**float.hex**() - переводит float в hex (шестнадцатеричную систему счисления).

classmethod **float.fromhex**(s) - float из шестнадцатеричной строки.

>>> (10.5).hex()

'0x1.5000000000000p+3'

>>> float.fromhex('0x1.5000000000000p+3')

10.5

Помимо стандартных выражений для работы с числами (а в Python их не так уж и много), в составе Python есть несколько полезных модулей.

Модуль math предоставляет более сложные математические функции.

>>> import math

>>> math.pi

3.141592653589793

>>> math.sqrt(85)

9.219544457292887

Модуль random реализует генератор случайных чисел и функции случайного выбора.

>>> import random

>>> random.random()

0.15651968855132303

## Комплексные числа (complex)

В Python встроены также и комплексные числа:

>>> x = complex(1, 2)

>>> print(x)

(1+2j)

>>> y = complex(3, 4)

>>> print(y)

(3+4j)

>>> z = x + y

>>> print(x)

(1+2j)

>>> print(z)

(4+6j)

>>> z = x \* y

>>> print(z)

(-5+10j)

>>> z = x / y

>>> print(z)

(0.44+0.08j)

>>> print(x.conjugate()) # Сопряжённое число

(1-2j)

>>> print(x.imag) # Мнимая часть

2.0

>>> print(x.real) # Действительная часть

1.0

>>> print(x > y) # Комплексные числа нельзя сравнить

Traceback (most recent call last):

File "", line 1, in

TypeError: unorderable types: complex() > complex()

>>> print(x == y) # Но можно проверить на равенство

False

>>> abs(3 + 4j) # Модуль комплексного числа

5.0

>>> pow(3 + 4j, 2) # Возведение в степень

(-7+24j)

Также для работы с комплексными числами используется также модуль cmath.

# **Округление чисел и его особенности**

Округлением чисел в Python занимается встроенная функция round.

**round**(number[, ndigits]) - округляет число number до ndigits знаков после запятой (по умолчанию, до нуля знаков, то есть, до ближайшего целого)

>>> round(1.5)

2

>>> round(2.5)

2

>>> round(2.65, 1)

2.6

>>> round(2.75, 1)

2.8

Тут есть одна особенность, о которой нужно знать, и о которой часто забывают.

Со школы многие привыкли, что, когда (N + 1) знак = 5, а последующие знаки равны нулю, округление производится всегда в большую по модулю сторону.

Однако, как видно из примеров, в Python это не так. Здесь используется так называемое "Банковское округление", то есть округление к ближайшему чётному.

На практике это оказывается не так уж и важно, например:

>>> round(2.85, 1)

2.9

Что-то не так, правда? На самом деле, всё именно так, как и задумывалось. Просто из-за проблем с точностью чисел с плавающей точкой это число чуть больше, чем 2.85, а потому округляется до 2.9.

>>> from fractions import Fraction

>>> a = Fraction(2.85)

>>> b = Fraction('2.85')

>>> a == b

False

>>> a > b

True

# **Строки**

Строки в Python - упорядоченные последовательности символов, используемые для хранения и представления текстовой информации, поэтому с помощью строк можно работать со всем, что может быть представлено в текстовой форме.

## Литералы строк

Работа со строками в Python очень удобна. Существует несколько литералов строк, которые мы сейчас и рассмотрим.

### Строки в апострофах и в кавычках

S = 'spam"s'

S = "spam's"

Строки в апострофах и в кавычках - одно и то же. Причина наличия двух вариантов в том, чтобы позволить вставлять в литералы строк символы кавычек или апострофов, не используя экранирование.

### Экранированные последовательности - служебные символы

Экранированные последовательности позволяют вставить символы, которые сложно ввести с клавиатуры.

| **Экранированная последовательность** | **Назначение** |
| --- | --- |
| \n | Перевод строки |
| \a | Звонок |
| \b | Забой |
| \f | Перевод страницы |
| \r | Возврат каретки |
| \t | Горизонтальная табуляция |
| \v | Вертикальная табуляция |
| \N{id} | Идентификатор ID базы данных Юникода |
| \uhhhh | 16-битовый символ Юникода в 16-ричном представлении |
| \Uhhhh… | 32-битовый символ Юникода в 32-ричном представлении |
| \xhh | 16-ричное значение символа |
| \ooo | 8-ричное значение символа |
| \0 | Символ Null (не является признаком конца строки) |

### "Сырые" строки - подавляют экранирование

Если перед открывающей кавычкой стоит символ 'r' (в любом регистре), то механизм экранирования отключается.

S = r'C:\newt.txt'

Но, несмотря на назначение, "сырая" строка не может заканчиваться символом обратного слэша. Пути решения:

S = r'\n\n\\'[:-1]

S = r'\n\n' + '\\'

S = '\\n\\n'

### Строки в тройных апострофах или кавычках

Главное достоинство строк в тройных кавычках в том, что их можно использовать для записи многострочных блоков текста. Внутри такой строки возможно присутствие кавычек и апострофов, главное, чтобы не было трех кавычек подряд.

>>> c = '''это очень большая

строка, многострочный

блок текста'''

>>> c

'это очень большая\nстрока, многострочный\nблок текста'

>>> print(c)

это очень большая

строка, многострочный

блок текста

Это все о литералах строк и работе с ними. О функциях и методах строк я расскажу в следующей статье.

# **Функции и методы строк**

## Базовые операции

* Конкатенация (сложение)
* >>> S1 = 'spam'
* >>> S2 = 'eggs'
* >>> print(S1 + S2)
* 'spameggs'
* Дублирование строки
* >>> print('spam' \* 3)
* spamspamspam
* Длина строки (функция len)
* >>> len('spam')
* 4
* Доступ по индексу
* >>> S = 'spam'
* >>> S[0]
* 's'
* >>> S[2]
* 'a'
* >>> S[-2]
* 'a'

Как видно из примера, в Python возможен и доступ по отрицательному индексу, при этом отсчет идет от конца строки.

* Извлечение среза

Оператор извлечения среза: [X:Y]. X – начало среза, а Y – окончание;

символ с номером Y в срез не входит. По умолчанию первый индекс равен 0, а второй - длине строки.

>>> s = 'spameggs'

>>> s[3:5]

'me'

>>> s[2:-2]

'ameg'

>>> s[:6]

'spameg'

>>> s[1:]

'pameggs'

>>> s[:]

'spameggs'

Кроме того, можно задать шаг, с которым нужно извлекать срез.

>>> s[::-1]

'sggemaps'

>>> s[3:5:-1]

''

>>> s[2::2]

'aeg'

## Другие функции и методы строк

При вызове методов необходимо помнить, что строки в Python относятся к категории неизменяемых последовательностей, то есть все функции и методы могут лишь создавать новую строку.

>>> s = 'spam'

>>> s[1] = 'b'

Traceback (most recent call last):

File "", line 1, in

s[1] = 'b'

TypeError: 'str' object does not support item assignment

>>> s = s[0] + 'b' + s[2:]

>>> s

'sbam'

Поэтому все строковые методы возвращают новую строку, которую потом следует присвоить переменной.

## Таблица "Функции и методы строк"

| **Функция или метод** | **Назначение** |
| --- | --- |
| **S = 'str'; S = "str"; S = '''str'''; S = """str"""** | Литералы строк |
| **S = "s\np\ta\nbbb"** | Экранированные последовательности |
| **S = r"C:\temp\new"** | Неформатированные строки (подавляют экранирование) |
| **S = b"byte"** | Строка байтов |
| **S1 + S2** | Конкатенация (сложение строк) |
| **S1 \* 3** | Повторение строки |
| **S[i]** | Обращение по индексу |
| **S[i:j:step]** | Извлечение среза |
| **len**(S) | Длина строки |
| **str in S** | Проверка на вхождение подстроки в строку |
| **S.find**(str, [start],[end]) | Поиск подстроки в строке. Возвращает номер первого вхождения или -1 |
| **S.rfind**(str, [start],[end]) | Поиск подстроки в строке. Возвращает номер последнего вхождения или -1 |
| **S.index**(str, [start],[end]) | Поиск подстроки в строке. Возвращает номер первого вхождения или вызывает ValueError |
| **S.rindex**(str, [start],[end]) | Поиск подстроки в строке. Возвращает номер последнего вхождения или вызывает ValueError |
| **S.replace**(шаблон, замена) | Замена шаблона |
| **S.split**(символ) | Разбиение строки по разделителю |
| **S.isdigit**() | Состоит ли строка из цифр |
| **S.isalpha**() | Состоит ли строка из букв |
| **S.isalnum**() | Состоит ли строка из цифр или букв |
| **S.islower**() | Состоит ли строка из символов в нижнем регистре |
| **S.isupper**() | Состоит ли строка из символов в верхнем регистре |
| **S.isspace**() | Состоит ли строка из неотображаемых символов (пробел, символ перевода страницы ('\f'), "новая строка" ('\n'), "перевод каретки" ('\r'), "горизонтальная табуляция" ('\t') и "вертикальная табуляция" ('\v')) |
| **S.istitle**() | Начинаются ли слова в строке с заглавной буквы |
| **S.upper**() | Преобразование строки к верхнему регистру |
| **S.lower**() | Преобразование строки к нижнему регистру |
| **S.startswith**(str) | Начинается ли строка S с шаблона str |
| **S.endswith**(str) | Заканчивается ли строка S шаблоном str |
| **S.join**(список) | Сборка строки из списка с разделителем S |
| **ord**(символ) | Символ в его код ASCII |
| **chr**(число) | Код ASCII в символ |
| **S.capitalize**() | Переводит первый символ строки в верхний регистр, а все остальные - в нижний |
| **S.center**(width, [fill]) | возвращает отцентрованную строку, по краям которой символ fill (пробел по умолчанию) |
| **S.count**(str, [start],[end]) | Возвращает количество непересекающихся вхождений подстроки в диапазоне [начало, конец] (0 и длина строки по умолчанию) |
| **S.expandtabs**([tabsize]) | Возвращает копию строки, в которой все символы табуляции заменяются одним или несколькими пробелами, в зависимости от текущего столбца. Если TabSize не указан, размер табуляции полагается равным 8 пробелов |
| **S.lstrip**([chars]) | Удаление пробельных символов в начале строки |
| **S.rstrip**([chars]) | Удаление пробельных символов в конце строки |
| **S.strip**([chars]) | Удаление пробельных символов в начале и в конце строки |
| **S.partition**(шаблон) | Возвращает кортеж, содержащий часть перед первым шаблоном, сам шаблон, и часть после шаблона. Если шаблон не найден, возвращается кортеж, содержащий саму строку, а затем две пустых строки |
| **S.rpartition**(sep) | Возвращает кортеж, содержащий часть перед последним шаблоном, сам шаблон, и часть после шаблона. Если шаблон не найден, возвращается кортеж, содержащий две пустых строки, а затем саму строку |
| **S.swapcase**() | Переводит символы нижнего регистра в верхний, а верхнего – в нижний |
| **S.title**() | Первую букву каждого слова переводит в верхний регистр, а все остальные - в нижний |
| **S.zfill**(width) | Делает длину строки не меньшей width, по необходимости заполняя первые символы нулями |
| **S.ljust**(width, fillchar=" ") | Делает длину строки не меньшей width, по необходимости заполняя последние символы символом fillchar |
| **S.rjust**(width, fillchar=" ") | Делает длину строки не меньшей width, по необходимости заполняя первые символы символом fillchar |
| **S.format**(\*args, \*\*kwargs) | Форматирование строки |

# **Форматирование строк.**

Иногда (а точнее, довольно часто) возникают ситуации, когда нужно сделать строку, подставив в неё некоторые данные, полученные в процессе выполнения программы (пользовательский ввод, данные из файлов и т. д.). Подстановку данных можно сделать с помощью форматирования строк. Форматирование можно сделать с помощью оператора %, и метода format.

## Форматирование строк с помощью метода format

Если для подстановки требуется только один аргумент, то значение - сам аргумент:

>>> 'Hello, {}!'.format('Vasya')

'Hello, Vasya!'

А если несколько, то значениями будут являться все аргументы со строками подстановки (обычных или именованных):

>>> '{0}, {1}, {2}'.format('a', 'b', 'c')

'a, b, c'

>>> '{}, {}, {}'.format('a', 'b', 'c')

'a, b, c'

>>> '{2}, {1}, {0}'.format('a', 'b', 'c')

'c, b, a'

>>> '{2}, {1}, {0}'.format(\*'abc')

'c, b, a'

>>> '{0}{1}{0}'.format('abra', 'cad')

'abracadabra'

>>> 'Coordinates: {latitude}, {longitude}'.format(latitude='37.24N', longitude='-115.81W')

'Coordinates: 37.24N, -115.81W'

>>> coord = {'latitude': '37.24N', 'longitude': '-115.81W'}

>>> 'Coordinates: {latitude}, {longitude}'.format(\*\*coord)

'Coordinates: 37.24N, -115.81W'

Однако метод format умеет большее. Вот его синтаксис:

поле замены ::= "{" [имя поля] ["!" преобразование] [":" спецификация] "}"

имя поля ::= arg\_name ("." имя атрибута | "[" индекс "]")\*

преобразование ::= "r" (внутреннее представление) | "s" (человеческое представление)

спецификация ::= см. ниже

Например:

>>> "Units destroyed: {players[0]}".format(players = [1, 2, 3])

'Units destroyed: 1'

>>> "Units destroyed: {players[0]!r}".format(players = ['1', '2', '3'])

"Units destroyed: '1'"

Теперь спецификация формата:

спецификация ::= [[fill]align][sign][#][0][width][,][.precision][type]

заполнитель ::= символ кроме '{' или '}'

выравнивание ::= "<" | ">" | "=" | "^"

знак ::= "+" | "-" | " "

ширина ::= integer

точность ::= integer

тип ::= "b" | "c" | "d" | "e" | "E" | "f" | "F" | "g" | "G" | "n" | "o" | "s" | "x" | "X" | "%"

Выравнивание производится при помощи символа-заполнителя. Доступны следующие варианты выравнивания:

|  |  |
| --- | --- |
| **Флаг** | **Значение** |
| '<' | Символы-заполнители будут справа (выравнивание объекта по левому краю) (по умолчанию). |
| '>' | выравнивание объекта по правому краю. |
| '=' | Заполнитель будет после знака, но перед цифрами. Работает только с числовыми типами. |
| '^' | Выравнивание по центру. |

Опция "знак" используется только для чисел и может принимать следующие значения:

|  |  |
| --- | --- |
| **Флаг** | **Значение** |
| '+' | Знак должен быть использован для всех чисел. |
| '-' | '-' для отрицательных, ничего для положительных. |
| 'Пробел' | '-' для отрицательных, пробел для положительных. |

Поле "тип" может принимать следующие значения:

|  |  |
| --- | --- |
| **Тип** | **Значение** |
| 'd', 'i', 'u' | Десятичное число. |
| 'o' | Число в восьмеричной системе счисления. |
| 'x' | Число в шестнадцатеричной системе счисления (буквы в нижнем регистре). |
| 'X' | Число в шестнадцатеричной системе счисления (буквы в верхнем регистре). |
| 'e' | Число с плавающей точкой с экспонентой (экспонента в нижнем регистре). |
| 'E' | Число с плавающей точкой с экспонентой (экспонента в верхнем регистре). |
| 'f', 'F' | Число с плавающей точкой (обычный формат). |
| 'g' | Число с плавающей точкой. с экспонентой (экспонента в нижнем регистре), если она меньше, чем -4 или точности, иначе обычный формат. |
| 'G' | Число с плавающей точкой. с экспонентой (экспонента в верхнем регистре), если она меньше, чем -4 или точности, иначе обычный формат. |
| 'c' | Символ (строка из одного символа или число - код символа). |
| 's' | Строка. |
| '%' | Число умножается на 100, отображается число с плавающей точкой, а за ним знак %. |

И напоследок, несколько примеров:

>>> coord = (3, 5)

>>> 'X: {0[0]}; Y: {0[1]}'.format(coord)

'X: 3; Y: 5'

>>> "repr() shows quotes: {!r}; str() doesn't: {!s}".format('test1', 'test2')

"repr() shows quotes: 'test1'; str() doesn't: test2"

>>> '{:<30}'.format('left aligned')

'left aligned '

>>> '{:>30}'.format('right aligned')

' right aligned'

>>> '{:^30}'.format('centered')

' centered '

>>> '{:\*^30}'.format('centered') # use '\*' as a fill char

'\*\*\*\*\*\*\*\*\*\*\*centered\*\*\*\*\*\*\*\*\*\*\*'

>>> '{:+f}; {:+f}'.format(3.14, -3.14) # show it always

'+3.140000; -3.140000'

>>> '{: f}; {: f}'.format(3.14, -3.14) # show a space for positive numbers

' 3.140000; -3.140000'

>>> '{:-f}; {:-f}'.format(3.14, -3.14) # show only the minus -- same as '{:f}; {:f}'

'3.140000; -3.140000'

>>> # format also supports binary numbers

>>> "int: {0:d}; hex: {0:x}; oct: {0:o}; bin: {0:b}".format(42)

'int: 42; hex: 2a; oct: 52; bin: 101010'

>>> # with 0x, 0o, or 0b as prefix:

>>> "int: {0:d}; hex: {0:#x}; oct: {0:#o}; bin: {0:#b}".format(42)

'int: 42; hex: 0x2a; oct: 0o52; bin: 0b101010'

>>> points = 19.5

>>> total = 22

>>> 'Correct answers: {:.2%}'.format(points/total)

'Correct answers: 88.64%'

**Метод format является наиболее правильным**, но часто можно встретить программный код с форматированием строк в форме оператора %.

## Форматирование строк с помощью оператора %

Если для подстановки требуется только один аргумент, то значение - сам аргумент:

>>> 'Hello, %s!' % 'Vasya'

'Hello, Vasya!'

А если несколько, то значением будет являться кортеж со строками подстановки:

>>> '%d %s, %d %s' % (6, 'bananas', 10, 'lemons')

'6 bananas, 10 lemons'

Теперь, а почему я пишу то %d, то %s? А всё зависит от того, что мы используем в качестве подстановки и что мы хотим получить в итоге.

|  |  |
| --- | --- |
| **Формат** | **Что получится** |
| '%d', '%i', '%u' | Десятичное число. |
| '%o' | Число в восьмеричной системе счисления. |
| '%x' | Число в шестнадцатеричной системе счисления (буквы в нижнем регистре). |
| '%X' | Число в шестнадцатеричной системе счисления (буквы в верхнем регистре). |
| '%e' | Число с плавающей точкой с экспонентой (экспонента в нижнем регистре). |
| '%E' | Число с плавающей точкой с экспонентой (экспонента в верхнем регистре). |
| '%f', '%F' | Число с плавающей точкой (обычный формат). |
| '%g' | Число с плавающей точкой. с экспонентой (экспонента в нижнем регистре), если она меньше, чем -4 или точности, иначе обычный формат. |
| '%G' | Число с плавающей точкой. с экспонентой (экспонента в верхнем регистре), если она меньше, чем -4 или точности, иначе обычный формат. |
| '%c' | Символ (строка из одного символа или число - код символа). |
| '%r' | Строка (литерал python). |
| '%s' | Строка (как обычно воспринимается пользователем). |
| '%%' | Знак '%'. |

Спецификаторы преобразования записываются в следующем порядке:

1. %.
2. Ключ (опционально), определяет, какой аргумент из значения будет подставляться.
3. Флаги преобразования.
4. Минимальная ширина поля. Если \*, значение берётся из кортежа.
5. Точность, начинается с '.', затем - желаемая точность.
6. Модификатор длины (опционально).
7. Тип (см. таблицу выше).

>>> print ('%(language)s has %(number)03d quote types.' % {"language": "Python", "number": 2})

Python has 002 quote types.

Флаги преобразования:

|  |  |
| --- | --- |
| **Флаг** | **Значение** |
| "#" | Значение будет использовать альтернативную форму. |
| "0" | Свободное место будет заполнено нулями. |
| "-" | Свободное место будет заполнено пробелами справа. |
| " " | Свободное место будет заполнено пробелами справа. |
| "+" | Свободное место будет заполнено пробелами слева. |

>>> '%.2s' % 'Hello!'

'He'

>>> '%.\*s' % ( 2, 'Hello!')

'He'

>>> '%-10d' % 25

'25 '

>>> '%+10f' % 25

'+25.000000'

>>> '%+10s' % 'Hello'

' Hello'

# **Списки (list)**

Списки в Python - упорядоченные изменяемые коллекции объектов произвольных типов (почти как массив, но типы могут отличаться).

Чтобы использовать списки, их нужно создать. Создать список можно несколькими способами. Например, можно обработать любой итерируемый объект (например, строку) встроенной функцией **list**:

>>> list('список')

['с', 'п', 'и', 'с', 'о', 'к']

Список можно создать и при помощи литерала:

>>> s = [] # Пустой список

>>> l = ['s', 'p', ['isok'], 2]

>>> s

[]

>>> l

['s', 'p', ['isok'], 2]

Как видно из примера, список может содержать любое количество любых объектов (в том числе и вложенные списки), или не содержать ничего.

И еще один способ создать список - это **генераторы списков**. Генератор списков - способ построить новый список, применяя выражение к каждому элементу последовательности. Генераторы списков очень похожи на цикл for.

>>> c = [c \* 3 for c in 'list']

>>> c

['lll', 'iii', 'sss', 'ttt']

Возможна и более сложная конструкция генератора списков:

>>> c = [c \* 3 for c in 'list' if c != 'i']

>>> c

['lll', 'sss', 'ttt']

>>> c = [c + d for c in 'list' if c != 'i' for d in 'spam' if d != 'a']

>>> c

['ls', 'lp', 'lm', 'ss', 'sp', 'sm', 'ts', 'tp', 'tm']

Но в сложных случаях лучше пользоваться обычным циклом for для генерации списков.

## Функции и методы списков

Создать создали, теперь нужно со списком что-то делать. Для списков доступны основные встроенные функции, а также методы списков.

## Таблица "методы списков"

| **Метод** | **Что делает** |
| --- | --- |
| **list.append**(x) | Добавляет элемент в конец списка |
| **list.extend**(L) | Расширяет список list, добавляя в конец все элементы списка L |
| **list.insert**(i, x) | Вставляет на i-ый элемент значение x |
| **list.remove**(x) | Удаляет первый элемент в списке, имеющий значение x |
| **list.pop**([i]) | Удаляет i-ый элемент и возвращает его. Если индекс не указан, удаляется последний элемент |
| **list.index**(x, [start [, end]]) | Возвращает положение первого элемента от start до end со значением x |
| **list.count**(x) | Возвращает количество элементов со значением x |
| **list.sort**([key = функция]) | Сортирует список на основе функции |
| **list.reverse**() | Разворачивает список |
| **list.copy**() | Поверхностная копия списка (новое в python 3.3) |
| **list.clear**() | Очищает список (новое в python 3.3) |

Нужно отметить, что методы списков, в отличие от строковых методов, изменяют сам список, а потому результат выполнения не нужно записывать в эту переменную.

>>> l = [1, 2, 3, 5, 7]

>>> l.sort()

>>> l

[1, 2, 3, 5, 7]

>>> l = l.sort()

>>> print(l)

None

И, напоследок, примеры работы со списками:

>>> a = [66.25, 333, 333, 1, 1234.5]

>>> print(a.count(333), a.count(66.25), a.count('x'))

2 1 0

>>> a.insert(2, -1)

>>> a.append(333)

>>> a

[66.25, 333, -1, 333, 1, 1234.5, 333]

>>> a.index(333)

1

>>> a.remove(333)

>>> a

[66.25, -1, 333, 1, 1234.5, 333]

>>> a.reverse()

>>> a

[333, 1234.5, 1, 333, -1, 66.25]

>>> a.sort()

>>> a

[-1, 1, 66.25, 333, 333, 1234.5]

Иногда, для увеличения производительности, списки заменяют гораздо менее гибкими массивами.

# **Индексы и срезы**

## Взятие элемента по индексу

Как и в других языках программирования, взятие по индексу:

>>> a = [1, 3, 8, 7]

>>> a[0]

1

>>> a[3]

7

>>> a[4]

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

IndexError: list index out of range

Как и во многих других языках, нумерация элементов начинается с нуля. При попытке доступа к несуществующему индексу возникает исключение IndexError.

В данном примере переменная a являлась списком, однако взять элемент по индексу можно и у других типов: строк, кортежей.

В Python также поддерживаются отрицательные индексы, при этом нумерация идёт с конца, например:

>>> a = [1, 3, 8, 7]

>>> a[-1]

7

>>> a[-4]

1

>>> a[-5]

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

IndexError: list index out of range

## Срезы

В Python, кроме индексов, существуют ещё и **срезы**.

item[START:STOP:STEP] - берёт срез от номера START, до STOP (не включая его), с шагом STEP. По умолчанию START = 0, STOP = длине объекта, STEP = 1. Соответственно, какие-нибудь (а возможно, и все) параметры могут быть опущены.

>>> a = [1, 3, 8, 7]

>>> a[:]

[1, 3, 8, 7]

>>> a[1:]

[3, 8, 7]

>>> a[:3]

[1, 3, 8]

>>> a[::2]

[1, 8]

Также все эти параметры могут быть и отрицательными:

>>> a = [1, 3, 8, 7]

>>> a[::-1]

[7, 8, 3, 1]

>>> a[:-2]

[1, 3]

>>> a[-2::-1]

[8, 3, 1]

>>> a[1:4:-1]

[]

В последнем примере получился пустой список, так как START < STOP, а STEP отрицательный. То же самое произойдёт, если диапазон значений окажется за пределами объекта:

>>> a = [1, 3, 8, 7]

>>> a[10:20]

[]

Также с помощью срезов можно не только извлекать элементы, но и добавлять и удалять элементы (разумеется, только для изменяемых последовательностей).

>>> a = [1, 3, 8, 7]

>>> a[1:3] = [0, 0, 0]

>>> a

[1, 0, 0, 0, 7]

>>> del a[:-3]

>>> a

[0, 0, 7]

# **Кортежи (tuple)**

Кортеж, по сути - неизменяемый список.

## Зачем нужны кортежи, если есть списки?

1. Защита от дурака. То есть кортеж защищен от изменений, как намеренных (что плохо), так и случайных (что хорошо).
2. Меньший размер. Дабы не быть голословным:
3. >>> a = (1, 2, 3, 4, 5, 6)
4. >>> b = [1, 2, 3, 4, 5, 6]
5. >>> a.\_\_sizeof\_\_()
6. 36
7. >>> b.\_\_sizeof\_\_()
8. 44
9. Возможность использовать кортежи в качестве ключей словаря:
10. >>> d = {(1, 1, 1) : 1}
11. >>> d
12. {(1, 1, 1): 1}
13. >>> d = {[1, 1, 1] : 1}
14. Traceback (most recent call last):
15. File "", line 1, in
16. d = {[1, 1, 1] : 1}
17. TypeError: unhashable type: 'list'

## Как работать с кортежами?

С преимуществами кортежей разобрались, теперь встает вопрос - а как с ними работать. Примерно так же, как и со списками.

Создаем пустой кортеж:

>>> a = tuple() #С помощью встроенной функции tuple()

>>> a

()

>>> a = () #С помощью литерала кортежа

>>> a

()

>>>

Создаем кортеж из одного элемента:

>>> a = ('s')

>>> a

's'

Стоп. Получилась строка. Но как же так? Мы же кортеж хотели! Как же нам кортеж получить?

>>> a = ('s', )

>>> a

('s',)

Ура! Заработало! Все дело - в запятой. Сами по себе скобки ничего не значат, точнее, значат то, что внутри них находится одна инструкция, которая может быть отделена пробелами, переносом строк и прочим мусором. Кстати, кортеж можно создать и так:

>>> a = 's',

>>> a

('s',)

Но все же не увлекайтесь, и ставьте скобки, тем более, что бывают случаи, когда скобки необходимы.

Ну и создать кортеж из итерируемого объекта можно с помощью все той же пресловутой функции tuple()

>>> a = tuple('hello, world!')

>>> a

('h', 'e', 'l', 'l', 'o', ',', ' ', 'w', 'o', 'r', 'l', 'd', '!')

## Операции с кортежами

Все операции над списками, не изменяющие список (сложение, умножение на число, методы index() и count() и некоторые другие операции). Можно также по-разному менять элементы местами и так далее.

Например, гордость программистов на python - поменять местами значения двух переменных:

a, b = b, a

# 

# **Словари (dict)**

**Словари в Python** - неупорядоченные коллекции произвольных объектов с доступом по ключу. Их иногда ещё называют ассоциативными массивами или хеш-таблицами.

Чтобы работать со словарём, его нужно создать. Создать его можно несколькими способами. Во-первых, с помощью литерала:

>>> d = {}

>>> d

{}

>>> d = {'dict': 1, 'dictionary': 2}

>>> d

{'dict': 1, 'dictionary': 2}

Во-вторых, с помощью функции **dict**:

>>> d = dict(short='dict', long='dictionary')

>>> d

{'short': 'dict', 'long': 'dictionary'}

>>> d = dict([(1, 1), (2, 4)])

>>> d

{1: 1, 2: 4}

В-третьих, с помощью метода fromkeys:

>>> d = dict.fromkeys(['a', 'b'])

>>> d

{'a': None, 'b': None}

>>> d = dict.fromkeys(['a', 'b'], 100)

>>> d

{'a': 100, 'b': 100}

В-четвертых, с помощью генераторов словарей, которые очень похожи на генераторы списков.

>>> d = {a: a \*\* 2 for a in range(7)}

>>> d

{0: 0, 1: 1, 2: 4, 3: 9, 4: 16, 5: 25, 6: 36}

Теперь попробуем добавить записей в словарь и извлечь значения ключей:

>>> d = {1: 2, 2: 4, 3: 9}

>>> d[1]

2

>>> d[4] = 4 \*\* 2

>>> d

{1: 2, 2: 4, 3: 9, 4: 16}

>>> d['1']

Traceback (most recent call last):

File "", line 1, in

d['1']

KeyError: '1'

Как видно из примера, присвоение по новому ключу расширяет словарь, присвоение по существующему ключу перезаписывает его, а попытка извлечения несуществующего ключа порождает исключение. Для избежания исключения есть специальный метод (см. ниже), или можно перехватывать исключение.

Что же можно еще делать со словарями? Да то же самое, что и с другими объектами: встроенные функции, ключевые слова (например, циклы for и while), а также специальные методы словарей.

## Методы словарей

**dict.clear**() - очищает словарь.

**dict.copy**() - возвращает копию словаря.

classmethod **dict.fromkeys**(seq[, value]) - создает словарь с ключами из seq и значением value (по умолчанию None).

**dict.get**(key[, default]) - возвращает значение ключа, но если его нет, не бросает исключение, а возвращает default (по умолчанию None).

**dict.items**() - возвращает пары (ключ, значение).

**dict.keys**() - возвращает ключи в словаре.

**dict.pop**(key[, default]) - удаляет ключ и возвращает значение. Если ключа нет, возвращает default (по умолчанию бросает исключение).

**dict.popitem**() - удаляет и возвращает пару (ключ, значение). Если словарь пуст, бросает исключение KeyError. Помните, что словари неупорядочены.

**dict.setdefault**(key[, default]) - возвращает значение ключа, но если его нет, не бросает исключение, а создает ключ с значением default (по умолчанию None).

**dict.update**([other]) - обновляет словарь, добавляя пары (ключ, значение) из other. Существующие ключи перезаписываются. Возвращает None (не новый словарь!).

**dict.values**() - возвращает значения в словаре.

# **Множества (set и frozenset)**

Множество в python - "контейнер", содержащий не повторяющиеся элементы в случайном порядке.

Создаём множества:

>>> a = set()

>>> a

set()

>>> a = set('hello')

>>> a

{'h', 'o', 'l', 'e'}

>>> a = {'a', 'b', 'c', 'd'}

>>> a

{'b', 'c', 'a', 'd'}

>>> a = {i \*\* 2 for i in range(10)} # генератор множеств

>>> a

{0, 1, 4, 81, 64, 9, 16, 49, 25, 36}

>>> a = {} # А так нельзя!

>>> type(a)

<class 'dict'>

Как видно из примера, множества имеет тот же литерал, что и словарь, но пустое множество с помощью литерала создать нельзя.

Множества удобно использовать для удаления повторяющихся элементов:

>>> words = ['hello', 'daddy', 'hello', 'mum']

>>> set(words)

{'hello', 'daddy', 'mum'}

С множествами можно выполнять множество операций: находить объединение, пересечение...

* len(s) - число элементов в множестве (размер множества).
* x in s - принадлежит ли x множеству s.
* **set.isdisjoint**(other) - истина, если set и other не имеют общих элементов.
* **set == other** - все элементы set принадлежат other, все элементы other принадлежат set.
* **set.issubset**(other) или **set <= other** - все элементы set принадлежат other.
* **set.issuperset**(other) или **set >= other** - аналогично.
* **set.union**(other, ...) или **set | other | ...** - объединение нескольких множеств.
* **set.intersection**(other, ...) или **set & other & ...** - пересечение.
* **set.difference**(other, ...) или **set - other - ...** - множество из всех элементов set, не принадлежащие ни одному из other.
* **set.symmetric\_difference**(other); **set ^ other** - множество из элементов, встречающихся в одном множестве, но не встречающиеся в обоих.
* **set.copy**() - копия множества.

И операции, непосредственно изменяющие множество:

* **set.update**(other, ...); set |= other | ... - объединение.
* **set.intersection\_update**(other, ...); set &= other & ... - пересечение.
* **set.difference\_update**(other, ...); set -= other | ... - вычитание.
* **set.symmetric\_difference\_update**(other); set ^= other
* **set.add**(elem) - добавляет элемент в множество.
* **set.remove**(elem) - удаляет элемент из множества. KeyError, если такого элемента не существует.
* **set.discard**(elem) - удаляет элемент, если он находится в множестве.
* **set.pop**() - удаляет первый элемент из множества. Так как множества не упорядочены, нельзя точно сказать, какой элемент будет первым.
* **set.clear**() - очистка множества.

## frozenset

Единственное отличие set от frozenset заключается в том, что set - изменяемый тип данных, а frozenset - нет. Примерно похожая ситуация с списками и кортежами.

>>> a = set('qwerty')

>>> b = frozenset('qwerty')

>>> a == b

True

>>> type(a - b)

>>> type(a | b)

>>> a.add(1)

>>> b.add(1)

Traceback (most recent call last):

File "", line 1, in

b.add(1)

AttributeError: 'frozenset' object has no attribute 'add'

# **Функции**

## Именные функции, инструкция def

Функция в python - объект, принимающий аргументы и возвращающий значение Обычно функция определяется с помощью инструкции **def**.

Определим простейшую функцию:

def add(x, y):

return x + y

Инструкция **return** говорит, что нужно вернуть значение В нашем случае функция возвращает сумму x и y.

Теперь мы ее можем вызвать:

>>> add(1, 10)

11

>>> add('abc', 'def')

'abcdef'

Функция может быть любой сложности и возвращать любые объекты (списки, кортежи, и даже функции!):

>>> def newfunc(n):

def myfunc(x):

return x + n

return myfunc

>>> new = newfunc(100) # new - это функция

>>> new(200)

300

>>>

Функция может и не заканчиваться инструкцией return, при этом функция вернет значение None:

>>> def func():

pass

>>> print(func())

None

>>>

## Аргументы функции

Функция может принимать произвольное количество аргументов или не принимать их вовсе. Также распространены функции с произвольным числом аргументов, функции с позиционными и именованными аргументами, обязательными и необязательными.

>>> def func(a, b, c=2): # c - необязательный аргумент

return a + b + c

>>> func(1, 2) # a = 1, b = 2, c = 2 (по умолчанию)

5

>>> func(1, 2, 3) # a = 1, b = 2, c = 3

6

>>> func(a=1, b=3) # a = 1, b = 3, c = 2

6

>>> func(a=3, c=6) # a = 3, c = 6, b не определен

Traceback (most recent call last):

File "", line 1, in

func(a=3, c=6)

TypeError: func() takes at least 2 arguments (2 given)

Функция также может принимать переменное количество позиционных аргументов, тогда перед именем ставится \*:

>>> def func(\*args):

return args

>>> func(1, 2, 3, 'abc')

(1, 2, 3, 'abc')

>>> func()

()

>>> func(1)

(1,)

Как видно из примера, args - это кортеж из всех переданных аргументов функции, и с переменной можно работать также, как и с кортежем.

Функция может принимать и произвольное число именованных аргументов, тогда перед именем ставится \*\*:

>>> def func(\*\*kwargs):

return kwargs

>>> func(a=1, b=2, c=3)

{'a': 1, 'c': 3, 'b': 2}

>>> func()

{}

>>> func(a='python')

{'a': 'python'}

>>>

В переменной kwargs у нас хранится словарь, с которым мы, опять-таки, можем делать все, что нам заблагорассудится.

## Анонимные функции, инструкция lambda

Анонимные функции могут содержать лишь одно выражение, но и выполняются они быстрее. Анонимные функции создаются с помощью инструкции **lambda**. Кроме этого, их не обязательно присваивать переменной, как делали мы инструкцией def func():

>>> func = lambda x, y: x + y

>>> func(1, 2)

3

>>> func('a', 'b')

'ab'

>>> (lambda x, y: x + y)(1, 2)

3

>>> (lambda x, y: x + y)('a', 'b')

'ab'

>>>

lambda функции, в отличие от обычной, не требуется инструкция return, а в остальном, ведет себя точно так же:

>>> func = lambda \*args: args

>>> func(1, 2, 3, 4)

(1, 2, 3, 4)

>>>

# **Исключения и их обработка**

Исключения (exceptions) - ещё один тип данных в python. Исключения необходимы для того, чтобы сообщать программисту об ошибках.

Самый простейший пример исключения - деление на ноль:

>>> 100 / 0

Traceback (most recent call last):

File "", line 1, in

100 / 0

ZeroDivisionError: division by zero

В данном случае интерпретатор сообщил нам об исключении ZeroDivisionError, то есть делении на ноль. Также возможны и другие исключения:

>>> 2 + '1'

Traceback (most recent call last):

File "", line 1, in

2 + '1'

TypeError: unsupported operand type(s) for +: 'int' and 'str'

>>> int('qwerty')

Traceback (most recent call last):

File "", line 1, in

int('qwerty')

ValueError: invalid literal for int() with base 10: 'qwerty'

В этих двух примерах генерируются исключения TypeError и ValueError соответственно. Подсказки дают нам полную информацию о том, где порождено исключение, и с чем оно связано.

Рассмотрим иерархию встроенных в python исключений, хотя иногда вам могут встретиться и другие, так как программисты могут создавать собственные исключения. Данный список актуален для python 3.3, в более ранних версиях есть незначительные изменения.

* **BaseException** - базовое исключение, от которого берут начало все остальные.
  + **SystemExit** - исключение, порождаемое функцией **sys.exit** при выходе из программы.
  + **KeyboardInterrupt** - порождается при прерывании программы пользователем (обычно сочетанием клавиш **Ctrl+C**).
  + **GeneratorExit** - порождается при вызове метода **close** объекта **generator**.
  + **Exception** - а вот тут уже заканчиваются полностью системные исключения (которые лучше не трогать) и начинаются обыкновенные, с которыми можно работать.
    - **StopIteration** - порождается встроенной функцией **next**, если в итераторе больше нет элементов.
    - **ArithmeticError** - арифметическая ошибка.
      * **FloatingPointError** - порождается при неудачном выполнении операции с плавающей запятой. На практике встречается нечасто.
      * **OverflowError** - возникает, когда результат арифметической операции слишком велик для представления. Не появляется при обычной работе с целыми числами (так как python поддерживает длинные числа), но может возникать в некоторых других случаях.
      * **ZeroDivisionError** - деление на ноль.
    - **AssertionError** - выражение в функции **assert** ложно.
    - **AttributeError** - объект не имеет данного атрибута (значения или метода).
    - **BufferError** - операция, связанная с буфером, не может быть выполнена.
    - **EOFError** - функция наткнулась на конец файла и не смогла прочитать то, что хотела.
    - **ImportError** - не удалось импортирование модуля или его атрибута.
    - **LookupError** - некорректный индекс или ключ.
      * **IndexError** - индекс не входит в диапазон элементов.
      * **KeyError** - несуществующий ключ (в словаре, множестве или другом объекте).
    - **MemoryError** - недостаточно памяти.
    - **NameError** - не найдено переменной с таким именем.
      * **UnboundLocalError** - сделана ссылка на локальную переменную в функции, но переменная не определена ранее.
    - **OSError** - ошибка, связанная с системой.
      * **BlockingIOError**
      * **ChildProcessError** - неудача при операции с дочерним процессом.
      * **ConnectionError** - базовый класс для исключений, связанных с подключениями.
        + **BrokenPipeError**
        + **ConnectionAbortedError**
        + **ConnectionRefusedError**
        + **ConnectionResetError**
      * **FileExistsError** - попытка создания файла или директории, которая уже существует.
      * **FileNotFoundError** - файл или директория не существует.
      * **InterruptedError** - системный вызов прерван входящим сигналом.
      * **IsADirectoryError** - ожидался файл, но это директория.
      * **NotADirectoryError** - ожидалась директория, но это файл.
      * **PermissionError** - не хватает прав доступа.
      * **ProcessLookupError** - указанного процесса не существует.
      * **TimeoutError** - закончилось время ожидания.
    - **ReferenceError** - попытка доступа к атрибуту со слабой ссылкой.
    - **RuntimeError** - возникает, когда исключение не попадает ни под одну из других категорий.
    - **NotImplementedError** - возникает, когда абстрактные методы класса требуют переопределения в дочерних классах.
    - **SyntaxError** - синтаксическая ошибка.
      * **IndentationError** - неправильные отступы.
        + **TabError** - смешивание в отступах табуляции и пробелов.
    - **SystemError** - внутренняя ошибка.
    - **TypeError** - операция применена к объекту несоответствующего типа.
    - **ValueError** - функция получает аргумент правильного типа, но некорректного значения.
    - **UnicodeError** - ошибка, связанная с кодированием / раскодированием **unicode** в строках.
      * **UnicodeEncodeError** - исключение, связанное с кодированием **unicode.**
      * **UnicodeDecodeError** - исключение, связанное с декодированием **unicode.**
      * **UnicodeTranslateError** - исключение, связанное с переводом **unicode.**
    - **Warning** - предупреждение.

Теперь, зная, когда и при каких обстоятельствах могут возникнуть исключения, мы можем их обрабатывать. Для обработки исключений используется конструкция **try - except**.

Первый пример применения этой конструкции:

>>> try:

k = 1 / 0

except ZeroDivisionError:

k = 0

>>> print(k)

0

В блоке try мы выполняем инструкцию, которая может породить исключение, а в блоке except мы перехватываем их. При этом перехватываются как само исключение, так и его потомки. Например, перехватывая ArithmeticError, мы также перехватываем FloatingPointError, OverflowError и ZeroDivisionError.

>>> try:

k = 1 / 0

except ArithmeticError:

k = 100

>>> print(k)

100

Также возможна инструкция except без аргументов, которая перехватывает вообще всё (и прерывание с клавиатуры, и системный выход и т. д.). Поэтому в такой форме инструкция except практически не используется, а используется except Exception. Однако чаще всего перехватывают исключения по одному, для упрощения отладки (вдруг вы ещё другую ошибку сделаете, а except её перехватит).

Ещё две инструкции, относящиеся к нашей проблеме, это **finally** и else. Finally выполняет блок инструкций в любом случае, было ли исключение, или нет (применима, когда нужно непременно что-то сделать, к примеру, закрыть файл). Инструкция else выполняется в том случае, если исключения не было.

f = open('1.txt')

ints = []

try:

for line in f:

ints.append(int(line))

except ValueError:

print('Это не число. Выходим.')

except Exception:

print('Это что ещё такое?')

else:

print('Всё хорошо.')

finally:

f.close()

print('Я закрыл файл.')

# Именно в таком порядке: try, группа except, затем else, и только потом finally.

Это не число. Выходим.

Я закрыл файл.

# **Байтовые строки (bytes и bytearray)**

Байтовые строки в Python - что это такое и с чем это едят? Байтовые строки очень похожи на обычные строки, но с некоторыми отличиями. Попробуем выяснить, с какими.

Что такое байты? Байт - минимальная единица хранения и обработки цифровой информации. Последовательность байт представляет собой какую-либо информацию (текст, картинку, мелодию...).

Создаём байтовую строку:

>>> b'bytes'

b'bytes'

>>> 'Байты'.encode('utf-8')

b'xd0x91xd0xb0xd0xb9xd1x82xd1x8b'

>>> bytes('bytes', encoding = 'utf-8')

b'bytes'

>>> bytes([50, 100, 76, 72, 41])

b'2dLH)'

Если первые три способа нам уже известны, то последний нужно пояснить. Функция bytes принимает список чисел от 0 до 255, и возвращает байты, получающиеся применением функции chr.

>>> chr(50)

'2'

>>> chr(100)

'd'

>>> chr(76)

'L'

Что делать с байтами? Хотя байтовые строки поддерживают практически все строковые методы, с ними мало что нужно делать. Обычно их надо записать в файл / прочесть из файла и преобразовать во что-либо другое (конечно, если очень хочется, то можно и распечатать). Для преобразования в строку используется метод decode:

>>> b'xd0x91xd0xb0xd0xb9xd1x82xd1x8b'.decode('utf-8')

'Байты'

## Bytearray

Bytearray в python - массив байт. От типа **bytes** отличается только тем, что является изменяемым. Про него, в общем-то, больше рассказать нечего.

>>> b = bytearray(b'hello world!')

>>> b

bytearray(b'hello world!')

>>> b[0]

104

>>> b[0] = b'h'

Traceback (most recent call last):

File "", line 1, in

b[0] = b'h'

TypeError: an integer is required

>>> b[0] = 105

>>> b

bytearray(b'iello world!')

>>> for i in range(len(b)):

b[i] += i

>>> b

bytearray(b'ifnos%}vzun,')

# **Файлы**

В данном материале мы рассмотрим встроенные средства python для работы с файлами: открытие / закрытие, чтение и запись.

Итак, начнем. Прежде, чем работать с файлом, его надо открыть. С этим замечательно справится встроенная функция open:

f = open('text.txt', 'r')

У функции open много параметров, они указаны в статье "Встроенные функции", нам пока важны 3 аргумента: первый, это имя файла. Путь к файлу может быть относительным или абсолютным. Второй аргумент, это режим, в котором мы будем открывать файл.

|  |  |
| --- | --- |
| Режим | Обозначение |
| 'r' | открытие на чтение (является значением по умолчанию). |
| 'w' | открытие на запись, содержимое файла удаляется, если файла не существует, создается новый. |
| 'x' | открытие на запись, если файла не существует, иначе исключение. |
| 'a' | открытие на дозапись, информация добавляется в конец файла. |
| 'b' | открытие в двоичном режиме. |
| 't' | открытие в текстовом режиме (является значением по умолчанию). |
| '+' | открытие на чтение и запись |

Режимы могут быть объединены, то есть, к примеру, 'rb' - чтение в двоичном режиме. По умолчанию режим равен 'rt'.

И последний аргумент, encoding, нужен только в текстовом режиме чтения файла. Этот аргумент задает кодировку.

## Чтение из файла

Открыли мы файл, а теперь мы хотим прочитать из него информацию. Для этого есть несколько способов, но большого интереса заслуживают лишь два из них.

Первый - метод read, читающий весь файл целиком, если был вызван без аргументов, и n символов, если был вызван с аргументом (целым числом n).

>>> f = open('text.txt')

>>> f.read(1)

'H'

>>> f.read()

'ello world!\nThe end.\n\n'

Ещё один способ сделать это - прочитать файл построчно, воспользовавшись циклом for:

>>> f = open('text.txt')

>>> for line in f:

line

'Hello world!\n'

'\n'

'The end.\n'

'\n'

## Запись в файл

Теперь рассмотрим запись в файл. Попробуем записать в файл вот такой вот список:

>>> l = [str(i)+str(i-1) for i in range(20)]

>>> l

['0-1', '10', '21', '32', '43', '54', '65', '76', '87', '98', '109', '1110', '1211', '1312', '1413', '1514', '1615', '1716', '1817', '1918']

Откроем файл на запись:

>>> f = open('text.txt', 'w')

Запись в файл осуществляется с помощью метода write:

>>> for index in l:

f.write(index + '\n')

4

3

3

3

3

Для тех, кто не понял, что это за цифры, поясню: метод write возвращает число записанных символов.

После окончания работы с файлом его **обязательно нужно закрыть** с помощью метода close:

>>> f.close()

Теперь попробуем воссоздать этот список из получившегося файла. Откроем файл на чтение (надеюсь, вы поняли, как это сделать?), и прочитаем строки.

>>> f = open('text.txt', 'r')

>>> l = [line.strip() for line in f]

>>> l

['0-1', '10', '21', '32', '43', '54', '65', '76', '87', '98', '109', '1110', '1211', '1312', '1413', '1514', '1615', '1716', '1817', '1918']

>>> f.close()

Мы получили тот же список, что и был. В более сложных случаях (словарях, вложенных кортежей и т. д.) алгоритм записи придумать сложнее. Но это и не нужно. В python уже давно придумали средства, такие как pickle или json, позволяющие сохранять в файле сложные структуры.

# **With ... as - менеджеры контекста**

Конструкция with ... as используется для оборачивания выполнения блока инструкций менеджером контекста. Иногда это более удобная конструкция, чем try...except...finally.

Синтаксис конструкции with ... as:

"with" expression ["as" target] ("," expression ["as" target])\* ":"

suite

Теперь по порядку о том, что происходит при выполнении данного блока:

1. Выполняется выражение в конструкции with ... as.
2. Загружается специальный метод \_\_exit\_\_ для дальнейшего использования.
3. Выполняется метод \_\_enter\_\_. Если конструкция with включает в себя слово as, то возвращаемое методом \_\_enter\_\_ значение записывается в переменную.
4. Выполняется suite.
5. Вызывается метод \_\_exit\_\_, причём неважно, выполнилось ли suite или произошло исключение. В этот метод передаются параметры исключения, если оно произошло, или во всех аргументах значение None, если исключения не было.

Если в конструкции with - as было несколько выражений, то это эквивалентно нескольким вложенным конструкциям:

with A() as a, B() as b:

suite

эквивалентно

with A() as a:

with B() as b:

suite

Для чего применяется конструкция with ... as? Для гарантии того, что критические функции выполнятся в любом случае. Самый распространённый пример использования этой конструкции - открытие файлов. Я уже рассказывал об открытии файлов с помощью функции open, однако конструкция with ... as, как правило, является более удобной и гарантирует закрытие файла в любом случае.

Например:

with open('newfile.txt', 'w', encoding='utf-8') as g:

d = int(input())

print('1 / {} = {}'.format(d, 1 / d), file=g)

И вы можете быть уверены, что файл будет закрыт вне зависимости от того, что введёт пользователь.

# **PEP 8 - руководство по написанию кода на Python**

Этот документ описывает соглашение о том, как писать код для языка python, включая стандартную библиотеку, входящую в состав python.

PEP 8 создан на основе рекомендаций Гуидо ван Россума с добавлениями от Барри. Если где-то возникал конфликт, мы выбирали стиль Гуидо. И, конечно, этот PEP может быть неполным (фактически, он, наверное, никогда не будет закончен).

Ключевая идея Гуидо такова: код читается намного больше раз, чем пишется. Собственно, рекомендации о стиле написания кода направлены на то, чтобы улучшить читаемость кода и сделать его согласованным между большим числом проектов. В идеале, весь код будет написан в едином стиле, и любой сможет легко его прочесть.

Это руководство о согласованности и единстве. Согласованность с этим руководством очень важна. Согласованность внутри одного проекта еще важнее. А согласованность внутри модуля или функции — самое важное. Но важно помнить, что иногда это руководство неприменимо, и понимать, когда можно отойти от рекомендаций. Когда вы сомневаетесь, просто посмотрите на другие примеры и решите, какой выглядит лучше.

Две причины для того, чтобы нарушить данные правила:

1. Когда применение правила сделает код менее читаемым даже для того, кто привык читать код, который следует правилам.
2. Чтобы писать в едином стиле с кодом, который уже есть в проекте и который нарушает правила (возможно, в силу исторических причин) — впрочем, это возможность переписать чужой код.

## Внешний вид кода

### Отступы

Используйте 4 пробела на каждый уровень отступа.

Продолжительные строки должны выравнивать обернутые элементы либо вертикально, используя неявную линию в скобках (круглых, квадратных или фигурных), либо с использованием висячего отступа. При использовании висячего отступа следует применять следующие соображения: на первой линии не должно быть аргументов, а остальные строки должны четко восприниматься как продолжение линии.

Правильно:

# Выровнено по открывающему разделителю

foo = long\_function\_name(var\_one, var\_two,

var\_three, var\_four)

# Больше отступов включено для отличения его от остальных

def long\_function\_name(

var\_one, var\_two, var\_three,

var\_four):

print(var\_one)

Неправильно:

# Аргументы на первой линии запрещены, если не используется вертикальное выравнивание

foo = long\_function\_name(var\_one, var\_two,

var\_three, var\_four)

# Больше отступов требуется, для отличения его от остальных

def long\_function\_name(

var\_one, var\_two, var\_three,

var\_four):

print(var\_one)

Опционально:

# Нет необходимости в большем количестве отступов.

foo = long\_function\_name(

var\_one, var\_two,

var\_three, var\_four)

Закрывающие круглые/квадратные/фигурные скобки в многострочных конструкциях может находиться под первым непробельным символом последней строки списка, например:

my\_list = [

1, 2, 3,

4, 5, 6,

]

result = some\_function\_that\_takes\_arguments(

'a', 'b', 'c',

'd', 'e', 'f',

)

либо быть под первым символом строки, начинающей многострочную конструкцию:

my\_list = [

1, 2, 3,

4, 5, 6,

]

result = some\_function\_that\_takes\_arguments(

'a', 'b', 'c',

'd', 'e', 'f',

)

### Табуляция или пробелы?

Пробелы - самый предпочтительный метод отступов.

Табуляция должна использоваться только для поддержки кода, написанного с отступами с помощью табуляции.

Python 3 запрещает смешивание табуляции и пробелов в отступах.

Python 2 пытается преобразовать табуляцию в пробелы.

Когда вы вызываете интерпретатор Python 2 в командной строке с параметром -t, он выдает предупреждения (warnings) при использовании смешанного стиля в отступах, а запустив интерпретатор с параметром -tt, вы получите в этих местах ошибки (errors). Эти параметры очень рекомендуются!

### Максимальная длина строки

Ограничьте длину строки максимум 79 символами.

Для более длинных блоков текста с меньшими структурными ограничениями (строки документации или комментарии), длину строки следует ограничить 72 символами.

Ограничение необходимой ширины окна редактора позволяет иметь несколько открытых файлов бок о бок, и хорошо работает при использовании инструментов анализа кода, которые предоставляют две версии в соседних столбцах.

Некоторые команды предпочитают большую длину строки. Для кода, поддерживающегося исключительно или преимущественно этой группой, в которой могут прийти к согласию по этому вопросу, нормально увеличение длины строки с 80 до 100 символов (эффективно увеличивая максимальную длину до 99 символов), при условии, что комментарии и строки документации все еще будут 72 символа.

Стандартная библиотека Python консервативна и требует ограничения длины строки в 79 символов (а строк документации/комментариев в 72).

Предпочтительный способ переноса длинных строк является использование подразумеваемых продолжений строк Python внутри круглых, квадратных и фигурных скобок. Длинные строки могут быть разбиты на несколько строк, обернутые в скобки. Это предпочтительнее использования обратной косой черты для продолжения строки.

Обратная косая черта все еще может быть использована время от времени. Например, длинная конструкция with не может использовать неявные продолжения, так что обратная косая черта является приемлемой:

with open('/path/to/some/file/you/want/to/read') as file\_1, \

open('/path/to/some/file/being/written', 'w') as file\_2:

file\_2.write(file\_1.read())

Ещё один случай - assert.

Сделайте правильные отступы для перенесённой строки. Предпочтительнее вставить перенос строки после логического оператора, но не перед ним. Например:

class Rectangle(Blob):

def \_\_init\_\_(self, width, height,

color='black', emphasis=None, highlight=0):

if (width == 0 and height == 0 and

color == 'red' and emphasis == 'strong' or

highlight > 100):

raise ValueError("sorry, you lose")

if width == 0 and height == 0 and (color == 'red' or

emphasis is None):

raise ValueError("I don't think so -- values are %s, %s" %

(width, height))

Blob.\_\_init\_\_(self, width, height,

color, emphasis, highlight)

### Пустые строки

Отделяйте функции верхнего уровня и определения классов двумя пустыми строками.

Определения методов внутри класса разделяются одной пустой строкой.

Дополнительные пустые строки возможно использовать для разделения различных групп похожих функций. Пустые строки могут быть опущены между несколькими связанными однострочниками (например, набор фиктивных реализаций).

Используйте пустые строки в функциях, чтобы указать логические разделы.

Python расценивает символ control+L как незначащий (whitespace), и вы можете использовать его, потому что многие редакторы обрабатывают его как разрыв страницы — таким образом логические части в файле будут на разных страницах. Однако, не все редакторы распознают control+L и могут на его месте отображать другой символ.

### Кодировка исходного файла

Кодировка Python должна быть UTF-8 (ASCII в Python 2).

Файлы в ASCII (Python 2) или UTF-8 (Python 3) не должны иметь объявления кодировки.

В стандартной библиотеке, нестандартные кодировки должны использоваться только для целей тестирования, либо когда комментарий или строка документации требует упомянуть имя автора, содержащего не ASCII символы; в остальных случаях использование \x, \u, \U или \N - наиболее предпочтительный способ включить не ASCII символы в строковых литералах.

Начиная с версии python 3.0 в стандартной библиотеке действует следующее соглашение: все идентификаторы обязаны содержать только ASCII символы, и означать английские слова везде, где это возможно (во многих случаях используются сокращения или неанглийские технические термины). Кроме того, строки и комментарии тоже должны содержать лишь ASCII символы. Исключения составляют: (а) test case, тестирующий не-ASCII особенности программы, и (б) имена авторов. Авторы, чьи имена основаны не на латинском алфавите, должны транслитерировать свои имена в латиницу.

Проектам с открытым кодом для широкой аудитории также рекомендуется использовать это соглашение.

### Импорты

* Каждый импорт, как правило, должен быть на отдельной строке.

Правильно:

import os

import sys

Неправильно:

import sys, os

В то же время, можно писать так:

from subprocess import Popen, PIPE

* Импорты всегда помещаются в начале файла, сразу после комментариев к модулю и строк документации, и перед объявлением констант.

Импорты должны быть сгруппированы в следующем порядке:

* 1. импорты из стандартной библиотеки
  2. импорты сторонних библиотек
  3. импорты модулей текущего проекта

Вставляйте пустую строку между каждой группой импортов.

Указывайте спецификации \_\_all\_\_ после импортов.

* Рекомендуется абсолютное импортирование, так как оно обычно более читаемо и ведет себя лучше (или, по крайней мере, даёт понятные сообщения об ошибках) если импортируемая система настроена неправильно (например, когда каталог внутри пакета заканчивается на sys.path):
* import mypkg.sibling
* from mypkg import sibling
* from mypkg.sibling import example

Тем не менее, явный относительный импорт является приемлемой альтернативой абсолютному импорту, особенно при работе со сложными пакетами, где использование абсолютного импорта было бы излишне подробным:

from . import sibling

from .sibling import example

В стандартной библиотеке следует избегать сложной структуры пакетов и всегда использовать абсолютные импорты.

Неявные относительно импорты никогда не должны быть использованы, и были удалены в Python 3.

* Когда вы импортируете класс из модуля, вполне можно писать вот так:
* from myclass import MyClass
* from foo.bar.yourclass import YourClass

Если такое написание вызывает конфликт имен, тогда пишите:

import myclass

import foo.bar.yourclass

И используйте "myclass.MyClass" и "foo.bar.yourclass.YourClass".

* Шаблоны импортов (from import \*) следует избегать, так как они делают неясным то, какие имена присутствуют в глобальном пространстве имён, что вводит в заблуждение как читателей, так и многие автоматизированные средства. Существует один оправданный пример использования шаблона импорта, который заключается в опубликовании внутреннего интерфейса как часть общественного API (например, переписав реализацию на чистом Python в модуле акселератора (и не будет заранее известно, какие именно функции будут перезаписаны).

## Пробелы в выражениях и инструкциях

### Избегайте использования пробелов в следующих ситуациях:

* Непосредственно внутри круглых, квадратных или фигурных скобок.

Правильно:

spam(ham[1], {eggs: 2})

Неправильно:

spam( ham[ 1 ], { eggs: 2 } )

* Непосредственно перед запятой, точки с запятой или двоеточием:

Правильно:

if x == 4: print(x, y); x, y = y, x

Неправильно:

if x == 4 : print(x , y) ; x , y = y , x

* Сразу перед открывающей скобкой, после которой начинается список аргументов при вызове функции:

Правильно:

spam(1)

Неправильно:

spam (1)

* Сразу перед открывающей скобкой, после которой следует индекс или срез:

Правильно:

dict['key'] = list[index]

Неправильно:

dict ['key'] = list [index]

* Использование более одного пробела вокруг оператора присваивания (или любого другого) для того, чтобы выровнять его с другим:

Правильно:

x = 1

y = 2

long\_variable = 3

Неправильно:

x = 1

y = 2

long\_variable = 3

### Другие рекомендации

* Всегда окружайте эти бинарные операторы одним пробелом с каждой стороны: присваивания (=, +=, -= и другие), сравнения (==, <, >, !=, <>, <=, >=, in, not in, is, is not), логические (and, or, not).
* Если используются операторы с разными приоритетами, попробуйте добавить пробелы вокруг операторов с самым низким приоритетом. Используйте свои собственные суждения, однако, никогда не используйте более одного пробела, и всегда используйте одинаковое количество пробелов по обе стороны бинарного оператора.

Правильно:

i = i + 1

submitted += 1

x = x\*2 - 1

hypot2 = x\*x + y\*y

c = (a+b) \* (a-b)

Неправильно:

i=i+1

submitted +=1

x = x \* 2 - 1

hypot2 = x \* x + y \* y

c = (a + b) \* (a - b)

* Не используйте пробелы вокруг знака =, если он используется для обозначения именованного аргумента или значения параметров по умолчанию.

Правильно:

def complex(real, imag=0.0):

return magic(r=real, i=imag)

Неправильно:

def complex(real, imag = 0.0):

return magic(r = real, i = imag)

* Не используйте составные инструкции (несколько команд в одной строке).

Правильно:

if foo == 'blah':

do\_blah\_thing()

do\_one()

do\_two()

do\_three()

Неправильно:

if foo == 'blah': do\_blah\_thing()

do\_one(); do\_two(); do\_three()

* Иногда можно писать тело циклов while, for или ветку if в той же строке, если команда короткая, но если команд несколько, никогда так не пишите. А также избегайте длинных строк!

Точно неправильно:

if foo == 'blah': do\_blah\_thing()

for x in lst: total += x

while t < 10: t = delay()

Вероятно, неправильно:

if foo == 'blah': do\_blah\_thing()

else: do\_non\_blah\_thing()

try: something()

finally: cleanup()

do\_one(); do\_two(); do\_three(long, argument,

list, like, this)

if foo == 'blah': one(); two(); three()

## Комментарии

Комментарии, противоречащие коду, хуже, чем отсутствие комментариев. Всегда исправляйте комментарии, если меняете код!

Комментарии должны являться законченными предложениями. Если комментарий — фраза или предложение, первое слово должно быть написано с большой буквы, если только это не имя переменной, которая начинается с маленькой буквы (никогда не изменяйте регистр переменной!).

Если комментарий короткий, можно опустить точку в конце предложения. Блок комментариев обычно состоит из одного или более абзацев, составленных из полноценных предложений, поэтому каждое предложение должно оканчиваться точкой.

Ставьте два пробела после точки в конце предложения.

Программисты, которые не говорят на английском языке, пожалуйста, пишите комментарии на английском, если только вы не уверены на 120%, что ваш код никогда не будут читать люди, не знающие вашего родного языка.

### Блоки комментариев

Блок комментариев обычно объясняет код (весь, или только некоторую часть), идущий после блока, и должен иметь тот же отступ, что и сам код. Каждая строчка такого блока должна начинаться с символа # и одного пробела после него (если только сам текст комментария не имеет отступа).

Абзацы внутри блока комментариев разделяются строкой, состоящей из одного символа #.

### "Встрочные" комментарии

Старайтесь реже использовать подобные комментарии.

Такой комментарий находится в той же строке, что и инструкция. "Встрочные" комментарии должны отделяться по крайней мере двумя пробелами от инструкции. Они должны начинаться с символа # и одного пробела.

Комментарии в строке с кодом не нужны и только отвлекают от чтения, если они объясняют очевидное. Не пишите вот так:

x = x + 1 # Increment x

Впрочем, такие комментарии иногда полезны:

x = x + 1 # Компенсация границы

### Строки документации

* Пишите документацию для всех публичных модулей, функций, классов, методов. Строки документации необязательны для приватных методов, но лучше написать, что делает метод. Комментарий нужно писать после строки с def.
* PEP 257 объясняет, как правильно и хорошо документировать. Заметьте, очень важно, чтобы закрывающие кавычки стояли на отдельной строке. А еще лучше, если перед ними будет ещё и пустая строка, например:
* """Return a foobang
* Optional plotz says to frobnicate the bizbaz first.
* """
* Для однострочной документации можно оставить закрывающие кавычки на той же строке.

## Контроль версий

Если вам нужно использовать Subversion, CVS или RCS в ваших исходных кодах, делайте вот так:

\_\_version\_\_ = "$Revision: 1a40d4eaa00b $"

# $Source$

Вставляйте эти строки после документации модуля перед любым другим кодом и отделяйте их пустыми строками по одной до и после.

## Соглашения по именованию

Соглашения по именованию переменных в python немного туманны, поэтому их список никогда не будет полным — тем не менее, ниже мы приводим список рекомендаций, действующих на данный момент. Новые модули и пакеты должны быть написаны согласно этим стандартам, но если в какой-либо уже существующей библиотеке эти правила нарушаются, предпочтительнее писать в едином с ней стиле.

### Главный принцип

Имена, которые видны пользователю как часть общественного API должны следовать конвенциям, которые отражают использование, а не реализацию.

### Описание: Стили имен

Существует много разных стилей. Поможем вам распознать, какой стиль именования используется, независимо от того, для чего он используется.

Обычно различают следующие стили:

* b (одиночная маленькая буква)
* B (одиночная заглавная буква)
* lowercase (слово в нижнем регистре)
* lower\_case\_with\_underscores (слова из маленьких букв с подчеркиваниями)
* UPPERCASE (заглавные буквы)
* UPPERCASE\_WITH\_UNDERSCORES (слова из заглавных букв с подчеркиваниями)
* CapitalizedWords (слова с заглавными буквами, или CapWords, или CamelCase). Замечание: когда вы используете аббревиатуры в таком стиле, пишите все буквы аббревиатуры заглавными — HTTPServerError лучше, чем HttpServerError.
* mixedCase (отличается от CapitalizedWords тем, что первое слово начинается с маленькой буквы)
* Capitalized\_Words\_With\_Underscores (слова с заглавными буквами и подчеркиваниями — уродливо!)

Ещё существует стиль, в котором имена, принадлежащие одной логической группе, имеют один короткий префикс. Этот стиль редко используется в python, но мы упоминаем его для полноты. Например, функция os.stat() возвращает кортеж, имена в котором традиционно имеют вид st\_mode, st\_size, st\_mtime и так далее. (Так сделано, чтобы подчеркнуть соответствие этих полей структуре системных вызовов POSIX, что помогает знакомым с ней программистам).

В библиотеке X11 используется префикс Х для всех public-функций. В python этот стиль считается излишним, потому что перед полями и именами методов стоит имя объекта, а перед именами функций стоит имя модуля.

В дополнение к этому, используются следующие специальные формы записи имен с добавлением символа подчеркивания в начало или конец имени:

* \_single\_leading\_underscore: слабый индикатор того, что имя используется для внутренних нужд. Например, from M import \* не будет импортировать объекты, чьи имена начинаются с символа подчеркивания.
* single\_trailing\_underscore\_: используется по соглашению для избежания конфликтов с ключевыми словами языка python, например:
* Tkinter.Toplevel(master, class\_='ClassName')
* \_\_double\_leading\_underscore: изменяет имя атрибута класса, то есть в классе FooBar поле \_\_boo становится \_FooBar\_\_boo.
* \_\_double\_leading\_and\_trailing\_underscore\_\_ (двойное подчеркивание в начале и в конце имени): магические методы или атрибуты, которые находятся в пространствах имен, управляемых пользователем. Например, \_\_init\_\_, \_\_import\_\_ или \_\_file\_\_. Не изобретайте такие имена, используйте их только так, как написано в документации.

### Предписания: соглашения по именованию

#### Имена, которых следует избегать

Никогда не используйте символы l (маленькая латинская буква «эль»), O (заглавная латинская буква «о») или I (заглавная латинская буква «ай») как однобуквенные идентификаторы.

В некоторых шрифтах эти символы неотличимы от цифры один и нуля. Если очень нужно l, пишите вместо неё заглавную L.

#### Имена модулей и пакетов

Модули должны иметь короткие имена, состоящие из маленьких букв. Можно использовать символы подчеркивания, если это улучшает читабельность. То же самое относится и к именам пакетов, однако в именах пакетов не рекомендуется использовать символ подчёркивания.

Так как имена модулей отображаются в имена файлов, а некоторые файловые системы являются нечувствительными к регистру символов и обрезают длинные имена, очень важно использовать достаточно короткие имена модулей — это не проблема в Unix, но, возможно, код окажется непереносимым в старые версии Windows, Mac, или DOS.

Когда модуль расширения, написанный на С или C++, имеет сопутствующий python-модуль (содержащий интерфейс высокого уровня), С/С++ модуль начинается с символа подчеркивания, например, \_socket.

#### Имена классов

Имена классов должны обычно следовать соглашению CapWords.

Вместо этого могут использоваться соглашения для именования функций, если интерфейс документирован и используется в основном как функции.

Обратите внимание, что существуют отдельные соглашения о встроенных именах: большинство встроенных имен - одно слово (либо два слитно написанных слова), а соглашение CapWords используется только для именования исключений и встроенных констант.

#### Имена исключений

Так как исключения являются классами, к исключениями применяется стиль именования классов. Однако вы можете добавить Error в конце имени (если, конечно, исключение действительно является ошибкой).

#### Имена глобальных переменных

Будем надеяться, что глобальные переменные используются только внутри одного модуля. Руководствуйтесь теми же соглашениями, что и для имен функций.

Добавляйте в модули, которые написаны так, чтобы их использовали с помощью from M import \*, механизм \_\_all\_\_, чтобы предотвратить экспортирование глобальных переменных. Или же, используйте старое соглашение, добавляя перед именами таких глобальных переменных один символ подчеркивания (которым вы можете обозначить те глобальные переменные, которые используются только внутри модуля).

#### Имена функций

Имена функций должны состоять из маленьких букв, а слова разделяться символами подчеркивания — это необходимо, чтобы увеличить читабельность.

Стиль mixedCase допускается в тех местах, где уже преобладает такой стиль, для сохранения обратной совместимости.

#### Аргументы функций и методов

Всегда используйте self в качестве первого аргумента метода экземпляра объекта.

Всегда используйте cls в качестве первого аргумента метода класса.

Если имя аргумента конфликтует с зарезервированным ключевым словом python, обычно лучше добавить в конец имени символ подчеркивания, чем исказить написание слова или использовать аббревиатуру. Таким образом, class\_ лучше, чем clss. (Возможно, хорошим вариантом будет подобрать синоним).

#### Имена методов и переменных экземпляров классов

Используйте тот же стиль, что и для имен функций: имена должны состоять из маленьких букв, а слова разделяться символами подчеркивания.

Используйте один символ подчёркивания перед именем для непубличных методов и атрибутов.

Чтобы избежать конфликтов имен с подклассами, используйте два ведущих подчеркивания.

Python искажает эти имена: если класс Foo имеет атрибут с именем \_\_a, он не может быть доступен как Foo.\_\_a. (Настойчивый пользователь все еще может получить доступ, вызвав Foo.\_Foo\_\_a.) Вообще, два ведущих подчеркивания должны использоваться только для того, чтобы избежать конфликтов имен с атрибутами классов, предназначенных для наследования.

Примечание: есть некоторые разногласия по поводу использования \_\_ имена (см. ниже).

#### Константы

Константы обычно объявляются на уровне модуля и записываются только заглавными буквами, а слова разделяются символами подчеркивания. Например: MAX\_OVERFLOW, TOTAL.

#### Проектирование наследования

Обязательно решите, каким должен быть метод класса или экземпляра класса (далее - атрибут) — публичный или непубличный. Если вы сомневаетесь, выберите непубличный атрибут. Потом будет проще сделать его публичным, чем наоборот.

Публичные атрибуты — это те, которые будут использовать другие программисты, и вы должны быть уверены в отсутствии обратной несовместимости. Непубличные атрибуты, в свою очередь, не предназначены для использования третьими лицами, поэтому вы можете не гарантировать, что не измените или не удалите их.

Мы не используем термин "приватный атрибут", потому что на самом деле в python таких не бывает.

Другой тип атрибутов классов принадлежит так называемому API подклассов (в других языках они часто называются protected). Некоторые классы проектируются так, чтобы от них наследовали другие классы, которые расширяют или модифицируют поведение базового класса. Когда вы проектируете такой класс, решите и явно укажите, какие атрибуты являются публичными, какие принадлежат API подклассов, а какие используются только базовым классом.

Теперь сформулируем рекомендации:

* Открытые атрибуты не должны иметь в начале имени символа подчеркивания.
* Если имя открытого атрибута конфликтует с ключевым словом языка, добавьте в конец имени один символ подчеркивания. Это более предпочтительно, чем аббревиатура или искажение написания (однако, у этого правила есть исключение — аргумента, который означает класс, и особенно первый аргумент метода класса (class method) должен иметь имя cls).
* Назовите простые публичные атрибуты понятными именами и не пишите сложные методы доступа и изменения (accessor/mutator, get/set, — прим. перев.) Помните, что в python очень легко добавить их потом, если потребуется. В этом случае используйте свойства (properties), чтобы скрыть функциональную реализацию за синтаксисом доступа к атрибутам.

Примечание 1: Свойства (properties) работают только в классах нового стиля (в Python 3 все классы являются таковыми).

Примечание 2: Постарайтесь избавиться от побочных эффектов, связанным с функциональным поведением; впрочем, такие вещи, как кэширование, вполне допустимы.

Примечание 3: Избегайте использования вычислительно затратных операций, потому что из-за записи с помощью атрибутов создается впечатление, что доступ происходит (относительно) быстро.

* Если вы планируете класс таким образом, чтобы от него наследовались другие классы, но не хотите, чтобы подклассы унаследовали некоторые атрибуты, добавьте в имена два символа подчеркивания в начало, и ни одного — в конец. Механизм изменения имен в python сработает так, что имя класса добавится к имени такого атрибута, что позволит избежать конфликта имен с атрибутами подклассов.

Примечание 1: Будьте внимательны: если подкласс будет иметь то же имя класса и имя атрибута, то вновь возникнет конфликт имен.

Примечание 2: Механизм изменения имен может затруднить отладку или работу с \_\_getattr\_\_(), однако он хорошо документирован и легко реализуется вручную.

Примечание 3: Не всем нравится этот механизм, поэтому старайтесь достичь компромисса между необходимостью избежать конфликта имен и возможностью доступа к этим атрибутам.

## Общие рекомендации

* Код должен быть написан так, чтобы не зависеть от разных реализаций языка (PyPy, Jython, IronPython, Pyrex, Psyco и пр.).

Например, не полагайтесь на эффективную реализацию в CPython конкатенации строк в выражениях типа a+=b или a=a+b. Такие инструкции выполняются значительно медленнее в Jython. В критичных к времени выполнения частях программы используйте ''.join() — таким образом склеивание строк будет выполнено за линейное время независимо от реализации python.

* Сравнения с None должны обязательно выполняться с использованием операторов is или is not, а не с помощью операторов сравнения. Кроме того, не пишите if x, если имеете в виду if x is not None — если, к примеру, при тестировании такая переменная может принять значение другого типа, отличного от None, но при приведении типов может получиться False!
* При реализации методов сравнения, лучше всего реализовать все 6 операций сравнения (\_\_eq\_\_, \_\_ne\_\_, \_\_lt\_\_, \_\_le\_\_, \_\_gt\_\_, \_\_ge\_\_), чем полагаться на то, что другие программисты будут использовать только конкретный вид сравнения.

Для минимизации усилий можно воспользоваться декоратором functools.total\_ordering() для реализации недостающих методов.

PEP 207 указывает, что интерпретатор может поменять y > х на х < y, y >= х на х <= y, и может поменять местами аргументы х == y и х != y. Гарантируется, что операции sort() и min() используют оператор <, а max() использует оператор >. Однако, лучше всего осуществить все шесть операций, чтобы не возникало путаницы в других местах.

* Всегда используйте выражение def, а не присваивание лямбда-выражения к имени.

Правильно:

def f(x): return 2\*x

Неправильно:

f = lambda x: 2\*x

* Наследуйте свой класс исключения от Exception, а не от BaseException. Прямое наследование от BaseException зарезервировано для исключений, которые не следует перехватывать.
* Используйте цепочки исключений соответствующим образом. В Python 3, "raise X from Y" следует использовать для указания явной замены без потери отладочной информации.

Когда намеренно заменяется исключение (использование "raise X" в Python 2 или "raise X from None" в Python 3.3+), проследите, чтобы соответствующая информация передалась в новое исключение (такие, как сохранение имени атрибута при преобразовании KeyError в AttributeError или вложение текста исходного исключения в новом).

* Когда вы генерируете исключение, пишите raise ValueError('message') вместо старого синтаксиса raise ValueError, message.

Старая форма записи запрещена в python 3.

Такое использование предпочтительнее, потому что из-за скобок не нужно использовать символы для продолжения перенесенных строк, если эти строки длинные или если используется форматирование.

* Когда код перехватывает исключения, перехватывайте конкретные ошибки вместо простого выражения except:.

К примеру, пишите вот так:

try:

import platform\_specific\_module

except ImportError:

platform\_specific\_module = None

Простое написание "except:" также перехватит и SystemExit, и KeyboardInterrupt, что породит проблемы, например, сложнее будет завершить программу нажатием control+C. Если вы действительно собираетесь перехватить все исключения, пишите "except Exception:".

Хорошим правилом является ограничение использования "except:", кроме двух случаев:

* 1. Если обработчик выводит пользователю всё о случившейся ошибке; по крайней мере, пользователь будет знать, что произошла ошибка.
  2. Если нужно выполнить некоторый код после перехвата исключения, а потом вновь "бросить" его для обработки где-то в другом месте. Обычно же лучше пользоваться конструкцией "try...finally".
* При связывании перехваченных исключений с именем, предпочитайте явный синтаксис привязки, добавленный в Python 2.6:
* try:
* process\_data()
* except Exception as exc:
* raise DataProcessingFailedError(str(exc))

Это единственный синтаксис, поддерживающийся в Python 3, который позволяет избежать проблем неоднозначности, связанных с более старым синтаксисом на основе запятой.

* При перехвате ошибок операционной системы, предпочитайте использовать явную иерархию исключений, введенную в Python 3.3, вместо анализа значений errno.
* Постарайтесь заключать в каждую конструкцию try...except минимум кода, чтобы легче отлавливать ошибки. Опять же, это позволяет избежать замаскированных ошибок.

Правильно:

try:

value = collection[key]

except KeyError:

return key\_not\_found(key)

else:

return handle\_value(value)

Неправильно:

try:

# Здесь много действий!

return handle\_value(collection[key])

except KeyError:

# Здесь также перехватится KeyError, который может быть сгенерирован handle\_value()

return key\_not\_found(key)

* Когда ресурс является локальным на участке кода, используйте выражение with для того, чтобы после выполнения он был очищен оперативно и надёжно.
* Менеджеры контекста следует вызывать с помощью отдельной функции или метода, всякий раз, когда они делают что-то другое, чем получение и освобождение ресурсов. Например:

Правильно:

with conn.begin\_transaction():

do\_stuff\_in\_transaction(conn)

Неправильно:

with conn:

do\_stuff\_in\_transaction(conn)

Последний пример не дает никакой информации, указывающей на то, что \_\_enter\_\_ и \_\_exit\_\_ делают что-то кроме закрытия соединения после транзакции. Быть явным важно в данном случае.

* Используйте строковые методы вместо модуля string — они всегда быстрее и имеют тот же API для unicode-строк. Можно отказаться от этого правила, если необходима совместимость с версиями python младше 2.0.

В Python 3 остались только строковые методы.

* Пользуйтесь ''.startswith() и ''.endswith() вместо обработки срезов строк для проверки суффиксов или префиксов.

startswith() и endswith() выглядят чище и порождают меньше ошибок. Например:

Правильно:

if foo.startswith('bar'):

Неправильно:

if foo[:3] == 'bar':

* Сравнение типов объектов нужно делать с помощью isinstance(), а не прямым сравнением типов:

Правильно:

if isinstance(obj, int):

Неправильно:

if type(obj) is type(1):

Когда вы проверяете, является ли объект строкой, обратите внимание на то, что строка может быть unicode-строкой. В python 2 у str и unicode есть общий базовый класс, поэтому вы можете написать:

if isinstance(obj, basestring):

Отметим, что в Python 3, unicode и basestring больше не существуют (есть только str) и bytes больше не является своего рода строкой (это последовательность целых чисел).

* Для последовательностей (строк, списков, кортежей) используйте тот факт, что пустая последовательность есть false:

Правильно:

if not seq:

if seq:

Неправильно:

if len(seq)

if not len(seq)

* Не пользуйтесь строковыми константами, которые имеют важные пробелы в конце — они невидимы, а многие редакторы (а теперь и reindent.py) обрезают их.
* Не сравнивайте логические типы с True и False с помощью ==:

Правильно:

if greeting:

Неправильно:

if greeting == True:

Совсем неправильно:

if greeting is True:

# Документирование кода в Python

**Документирование кода в python** - достаточно важный аспект, ведь от нее порой зависит читаемость и быстрота понимания вашего кода, как другими людьми, так и вами через полгода.

PEP 257 описывает соглашения, связанные со строками документации python, рассказывает о том, как нужно документировать python код.

Цель этого PEP - стандартизировать структуру строк документации: что они должны в себя включать, и как это написать (не касаясь вопроса синтаксиса строк документации). Этот PEP описывает соглашения, а не правила или синтаксис.

При нарушении этих соглашений, самое худшее, чего можно ожидать - некоторых неодобрительных взглядов. Но некоторые программы (например, docutils), знают о соглашениях, поэтому следование им даст вам самые лучшие результаты.

## Что такое строки документации?

Строки документации - строковые литералы, которые являются первым оператором в модуле, функции, классе или определении метода. Такая строка документации становится специальным атрибутом \_\_doc\_\_ этого объекта.

Все модули должны, как правило, иметь строки документации, и все функции и классы, экспортируемые модулем также должны иметь строки документации. Публичные методы (в том числе \_\_init\_\_) также должны иметь строки документации. Пакет модулей может быть документирован в \_\_init\_\_.py.

Для согласованности, всегда используйте """triple double quotes""" для строк документации. Используйте r"""raw triple double quotes""", если вы будете использовать обратную косую черту в строке документации.

Существует две формы строк документации: однострочная и многострочная.

## Однострочные строки документации

Однострочники предназначены для действительно очевидных случаев. Они должны умещаться на одной строке. Например:

def kos\_root():

"""Return the pathname of the KOS root directory."""

global \_kos\_root

if \_kos\_root: return \_kos\_root

Используйте тройные кавычки, даже если документация умещается на одной строке. Потом будет проще её дополнить.

Закрывающие кавычки на той же строке. Это смотрится лучше.

Нет пустых строк перед или после документации.

Однострочная строка документации не должна быть "подписью" параметров функции / метода (которые могут быть получены с помощью интроспекции). Не делайте:

def function(a, b):

"""function(a, b) -> list"""

Этот тип строк документации подходит только для C функций (таких, как встроенные модули), где интроспекция не представляется возможной. Тем не менее, возвращаемое значение не может быть определено путем интроспекции. Предпочтительный вариант для такой строки документации будет что-то вроде:

def function(a, b):

"""Do X and return a list."""

(Конечно, "Do X" следует заменить полезным описанием!)

## Многострочные строки документации

Многострочные строки документации состоят из однострочной строки документации с последующей пустой строкой, а затем более подробным описанием. Первая строка может быть использована автоматическими средствами индексации, поэтому важно, чтобы она находилась на одной строке и была отделена от остальной документации пустой строкой. Первая строка может быть на той же строке, где и открывающие кавычки, или на следующей строке. Вся документация должна иметь такой же отступ, как кавычки на первой строке (см. пример ниже).

Вставляйте пустую строку до и после всех строк документации (однострочных или многострочных), которые документируют класс - вообще говоря, методы класса разделены друг от друга одной пустой строкой, а строка документации должна быть смещена от первого метода пустой строкой; для симметрии, поставьте пустую строку между заголовком класса и строкой документации. Строки документации функций и методов, как правило, не имеют этого требования.

**Строки документации скрипта** (самостоятельной программы) должны быть доступны в качестве "сообщения по использованию", напечатанной, когда программа вызывается с некорректными или отсутствующими аргументами (или, возможно, с опцией "-h", для помощи). Такая строка документации должна документировать функции программы и синтаксис командной строки, переменные окружения и файлы. Сообщение по использованию может быть довольно сложным (несколько экранов) и должно быть достаточным для нового пользователя для использования программы должным образом, а также полный справочник со всеми вариантами и аргументами для искушенного пользователя.

Строки документации модуля должны, как правило, перечислять классы, исключения, функции (и любые другие объекты), которые экспортируются модулем, с краткими пояснениями (в одну строчку) каждого из них. (Эти строки, как правило, дают меньше деталей, чем первая строка документации к объекту). Строки документации пакета модулей (т.е. строка документации в \_\_init\_\_.py) также должны включать модули и подпакеты.

Строки документации функции или метода должны обобщить его поведение и документировать свои аргументы, возвращаемые значения, побочные эффекты, исключения, дополнительные аргументы, именованные аргументы, и ограничения на вызов функции.

Строки документации класса обобщают его поведение и перечисляют открытые методы и переменные экземпляра. Если класс предназначен для подклассов, и имеет дополнительный интерфейс для подклассов, этот интерфейс должен быть указан отдельно (в строке документации). Конструктор класса должны быть задокументирован в документации метода \_\_init\_\_. Отдельные методы должны иметь свои строки документации.

Если класс - подкласс другого класса, и его поведение в основном унаследовано от этого класса, строки документации должны отмечать это и обобщить различия. Используйте глагол "override", чтобы указать, что метод подкласса заменяет метод суперкласса и не вызывает его; используйте глагол "extend", чтобы указать, что метод подкласса вызывает метод суперкласса (в дополнение к собственному поведению).

Пример:

def complex(real=0.0, imag=0.0):

"""Form a complex number.

Keyword arguments:

real -- the real part (default 0.0)

imag -- the imaginary part (default 0.0)

"""

if imag == 0.0 and real == 0.0: return complex\_zero

...

А ещё больше примеров можно посмотреть в стандартной библиотеке python (например, в папке Lib вашего интерпретатора python).

**Создание и подключение модулей**

Модулем в Python называется любой файл с программой (да-да, все те программы, которые вы писали, можно назвать модулями). В этом материале мы поговорим о том, как создать модуль, и как подключить модуль, из стандартной библиотеки или написанный вами.

Каждая программа может импортировать модуль и получить доступ к его классам, функциям и объектам. Нужно заметить, что модуль может быть написан не только на Python, а например, на C или C++.

## Подключение модуля из стандартной библиотеки

Подключить модуль можно с помощью инструкции import. К примеру, подключим модуль os для получения текущей директории:

>>> import os

>>> os.getcwd()

'C:\\Python33'

После ключевого слова **import** указывается название модуля. Одной инструкцией можно подключить несколько модулей, хотя этого не рекомендуется делать, так как это снижает читаемость кода. Импортируем модули time и random.

>>> import time, random

>>> time.time()

1376047104.056417

>>> random.random()

0.9874550833306869

После импортирования модуля его название становится переменной, через которую можно получить доступ к атрибутам модуля. Например, можно обратиться к константе e, расположенной в модуле math:

>>> import math

>>> math.e

2.718281828459045

Стоит отметить, что если указанный атрибут модуля не будет найден, возбудится исключение AttributeError. А если не удастся найти модуль для импортирования, то ImportError.

>>> import notexist

Traceback (most recent call last):

File "", line 1, in

import notexist

ImportError: No module named 'notexist'

>>> import math

>>> math.Ё

Traceback (most recent call last):

File "", line 1, in

math.Ё

AttributeError: 'module' object has no attribute 'Ё'

## Использование псевдонимов

Если название модуля слишком длинное, или оно вам не нравится по каким-то другим причинам, то для него можно создать псевдоним, с помощью ключевого слова as.

>>> import math as m

>>> m.e

2.718281828459045

Теперь доступ ко всем атрибутам модуля math осуществляется только с помощью переменной m, а переменной math в этой программе уже не будет (если, конечно, вы после этого не напишите import math, тогда модуль будет доступен как под именем m, так и под именем math).

## Инструкция from

Подключить определенные атрибуты модуля можно с помощью инструкции from. Она имеет несколько форматов:

from import [ as ], [ [ as ] ...]

from import \*

Первый формат позволяет подключить из модуля только указанные вами атрибуты. Для длинных имен также можно назначить псевдоним, указав его после ключевого слова as.

>>> from math import e, ceil as c

>>> e

2.718281828459045

>>> c(4.6)
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Импортируемые атрибуты можно разместить на нескольких строках, если их много, для лучшей читаемости кода:

>>> from math import (sin, cos,

tan, atan)

Второй формат инструкции from позволяет подключить все (точнее, почти все) переменные из модуля. Для примера импортируем все атрибуты из модуля sys:

>>> from sys import \*

>>> version

'3.3.2 (v3.3.2:d047928ae3f6, May 16 2013, 00:03:43) [MSC v.1600 32 bit (Intel)]'

>>> version\_info

sys.version\_info(major=3, minor=3, micro=2, releaselevel='final', serial=0)

Следует заметить, что не все атрибуты будут импортированы. Если в модуле определена переменная \_\_all\_\_ (список атрибутов, которые могут быть подключены), то будут подключены только атрибуты из этого списка. Если переменная \_\_all\_\_ не определена, то будут подключены все атрибуты, не начинающиеся с нижнего подчёркивания. Кроме того, необходимо учитывать, что импортирование всех атрибутов из модуля может нарушить пространство имен главной программы, так как переменные, имеющие одинаковые имена, будут перезаписаны.

## Создание своего модуля на Python

Теперь пришло время создать свой модуль. Создадим файл mymodule.py, в которой определим какие-нибудь функции:

def hello():

print('Hello, world!')

def fib(n):

a = b = 1

for i in range(n - 2):

a, b = b, a + b

return b

Теперь в этой же папке создадим другой файл, например, main.py:

import mymodule

mymodule.hello()

print(mymodule.fib(10))

Выведет:

Hello, world!
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Поздравляю! Вы **сделали свой модуль**! Отвечу ещё на пару вопросов, связанных с созданием модулей:

### Как назвать модуль?

Помните, что вы (или другие люди) будут его импортировать и использовать в качестве переменной. Модуль нельзя именовать также, как и ключевое слово. Также имена модулей нельзя начинать с цифры. И не стоит называть модуль также, как какую-либо из встроенных функций. То есть, конечно, можно, но это создаст большие неудобства при его последующем использовании.

### Куда поместить модуль?

Туда, где его потом можно будет найти. Пути поиска модулей указаны в переменной sys.path. В него включены текущая директория (то есть модуль можно оставить в папке с основной программой), а также директории, в которых установлен python. Кроме того, переменную sys.path можно изменять вручную, что позволяет положить модуль в любое удобное для вас место (главное, не забыть в главной программе модифицировать sys.path).

### Можно ли использовать модуль, как самостоятельную программу?

Можно. Однако надо помнить, что при импортировании модуля его код выполняется полностью, то есть, если программа что-то печатает, то при её импортировании это будет напечатано. Этого можно избежать, если проверять, запущен ли скрипт как программа, или импортирован. Это можно сделать с помощью переменной \_\_name\_\_, которая определена в любой программе, и равна "\_\_main\_\_", если скрипт запущен в качестве главной программы, и имя, если он импортирован. Например, mymodule.py может выглядеть вот так:

def hello():

print('Hello, world!')

def fib(n):

a = b = 1

for i in range(n - 2):

a, b = b, a + b

return b

if \_\_name\_\_ == "\_\_main\_\_":

hello()

for i in range(10):

print(fib(i))

# **Объектно-ориентированное программирование. Общее представление**

**Объектно-ориентированное программирование** (**ООП**) — парадигма программирования, в которой основными концепциями являются понятия объектов и классов.

**Класс** — тип, описывающий устройство объектов. **Объект** — это экземпляр класса. Класс можно сравнить с чертежом, по которому создаются объекты.

Python соответствует принципам объектно-ориентированного программирования. В python всё является объектами - и строки, и списки, и словари, и всё остальное.

Но возможности ООП в python этим не ограничены. Программист может написать свой тип данных (класс), определить в нём свои методы.

Это не является обязательным - мы можем пользоваться только встроенными объектами. Однако ООП полезно при долгосрочной разработке программы несколькими людьми, так как упрощает понимание кода.

Приступим теперь собственно к написанию своих классов на python. Попробуем определить собственный класс:

# Пример самого простейшего класса

class A:

pass

Теперь мы можем создать несколько экземпляров этого класса:

>>> a = A()

>>> b = A()

>>> a.arg = 1 # у экземпляра a появился атрибут arg, равный 1

>>> b.arg = 2 # а у экземпляра b - атрибут arg, равный 2

>>> print(a.arg)

1

Классу возможно задать собственные методы:

class A:

def g(self): # self - обязательный аргумент, содержащий в себе экземпляр класса, передающийся при вызове метода,

# поэтому этот аргумент должен присутствовать во всех методах класса.

return 'hello world'

>>> a = A()

>>> a.g()

'hello world'

И еще один пример:

class B:

arg = 'Python' # Все экземпляры этого класса будут иметь атрибут arg, равный "Python"

# Но впоследствии мы его можем изменить

def g(self):

return self.arg

>>> b = B()

>>> b.g()

'Python'

>>> B.g(b)

'Python'

>>> b.arg = 'spam'

>>> b.g()

'spam'

# **Инкапсуляция, наследование, полиморфизм**

Недавно мы говорили об основах объектно-ориентированного программирования в python, теперь продолжим эту тему и поговорим о таких понятиях ООП, как **инкапсуляция**, **наследование** и**полиморфизм**.

## Инкапсуляция

Инкапсуляция — ограничение доступа к составляющим объект компонентам (методам и переменным). Инкапсуляция делает некоторые из компонент доступными только внутри класса.

Инкапсуляция в Python работает лишь на уровне соглашения между программистами о том, какие атрибуты являются общедоступными, а какие — внутренними.

Одиночное подчеркивание в начале имени атрибута говорит о том, что переменная или метод не предназначен для использования вне методов класса, однако атрибут доступен по этому имени.

class A:

def \_private(self):

print("Это приватный метод!")

>>> a = A()

>>> a.\_private()

Это приватный метод!

Двойное подчеркивание в начале имени атрибута даёт большую защиту: атрибут становится недоступным по этому имени.

class B:

def \_\_private(self):

print("Это приватный метод!")

>>> b = B()

>>> b.\_\_private()

Traceback (most recent call last):

File "", line 1, in

b.\_\_private()

AttributeError: 'B' object has no attribute '\_\_private'

Однако полностью это не защищает, так как атрибут всё равно остаётся доступным под именем \_ИмяКласса\_\_ИмяАтрибута:

>>> b.\_B\_\_private()

Это приватный метод!

## Наследование

Наследование подразумевает то, что дочерний класс содержит все атрибуты родительского класса, при этом некоторые из них могут быть переопределены или добавлены в дочернем. Например, мы можем создать свой класс, похожий на [словарь](http://pythonworld.ru/tipy-dannyx-v-python/slovari-dict-funkcii-i-metody-slovarej.html):

class Mydict(dict):

def get(self, key, default = 0):

return dict.get(self, key, default)

a = dict(a=1, b=2)

b = Mydict(a=1, b=2)

Класс Mydict ведёт себя точно так же, как и словарь, за исключением того, что метод get по умолчанию возвращает не None, а 0.

>>> b['c'] = 4

>>> print(b)

{'a': 1, 'c': 4, 'b': 2}

>>> print(a.get('v'))

None

>>> print(b.get('v'))

0

## Полиморфизм

Полиморфизм - разное поведение одного и того же метода в разных классах. Например, мы можем сложить два числа, и можем сложить две строки. При этом получим разный результат, так как числа и строки являются разными классами.

>>> 1 + 1

2

>>> "1" + "1"

'11'

# **Перегрузка операторов**

Перегрузка операторов — один из способов реализации полиморфизма, когда мы можем задать свою реализацию какого-либо метода в своём классе.

Например, у нас есть два класса:

class A:

def go(self):

print('Go, A!')

class B(A):

def go(self, name):

print('Go, {}!'.format(name))

В данном примере класс B наследует класс A, но переопределяет метод go, поэтому он имеет мало общего с аналогичным методом класса A.

Однако в python имеются методы, которые, как правило, не вызываются напрямую, а вызываются встроенными функциями или операторами.

Например, метод **\_\_init\_\_** перегружает конструктор класса. Конструктор - создание экземпляра класса.

class A:

def \_\_init\_\_(self, name):

self.name = name

>>> a = A('Vasya')

>>> print(a.name)

Vasya

Собственно, далее пойдёт список таких "магических" методов.

**\_\_new\_\_**(cls[, ...]) — управляет созданием экземпляра. В качестве обязательного аргумента принимает класс (не путать с экземпляром). Должен возвращать экземпляр класса для его последующей его передачи методу \_\_init\_\_.

**\_\_init\_\_**(self[, ...]) - как уже было сказано выше, конструктор.

**\_\_del\_\_**(self) - вызывается при удалении объекта сборщиком мусора.

**\_\_repr\_\_**(self) - вызывается встроенной функцией repr; возвращает "сырые" данные, использующиеся для внутреннего представления в python.

**\_\_str\_\_**(self) - вызывается функциями str, print и format. Возвращает строковое представление объекта.

**\_\_bytes\_\_**(self) - вызывается функцией bytes при преобразовании к байтам.

**\_\_format\_\_**(self, format\_spec) - используется функцией format (а также методом format у строк).

**\_\_lt\_\_**(self, other) - x < y вызывает x.\_\_lt\_\_(y).

**\_\_le\_\_**(self, other) - x ≤ y вызывает x.\_\_le\_\_(y).

**\_\_eq\_\_**(self, other) - x == y вызывает x.\_\_eq\_\_(y).

**\_\_ne\_\_**(self, other) - x != y вызывает x.\_\_ne\_\_(y)

**\_\_gt\_\_**(self, other) - x > y вызывает x.\_\_gt\_\_(y).

**\_\_ge\_\_**(self, other) - x ≥ y вызывает x.\_\_ge\_\_(y).

**\_\_hash\_\_**(self) - получение хэш-суммы объекта, например, для добавления в словарь.

**\_\_bool\_\_**(self) - вызывается при проверке истинности. Если этот метод не определён, вызывается метод \_\_len\_\_ (объекты, имеющие ненулевую длину, считаются истинными).

**\_\_getattr\_\_**(self, name) - вызывается, когда атрибут экземпляра класса не найден в обычных местах (например, у экземпляра нет метода с таким названием).

**\_\_setattr\_\_**(self, name, value) - назначение атрибута.

**\_\_delattr\_\_**(self, name) - удаление атрибута (del obj.name).

**\_\_call\_\_**(self[, args...]) - вызов экземпляра класса как функции.

**\_\_len\_\_**(self) - длина объекта.

**\_\_getitem\_\_**(self, key) - доступ по индексу (или ключу).

**\_\_setitem\_\_**(self, key, value) - назначение элемента по индексу.

**\_\_delitem\_\_**(self, key) - удаление элемента по индексу.

**\_\_iter\_\_**(self) - возвращает итератор для контейнера.

**\_\_reversed\_\_**(self) - итератор из элементов, следующих в обратном порядке.

**\_\_contains\_\_**(self, item) - проверка на принадлежность элемента контейнеру (item in self).

## Перегрузка арифметических операторов

**\_\_add\_\_**(self, other) - сложение. x + y вызывает x.\_\_add\_\_(y).

**\_\_sub\_\_**(self, other) - вычитание (x - y).

**\_\_mul\_\_**(self, other) - умножение (x \* y).

**\_\_truediv\_\_**(self, other) - деление (x / y).

**\_\_floordiv\_\_**(self, other) - целочисленное деление (x // y).

**\_\_mod\_\_**(self, other) - остаток от деления (x % y).

**\_\_divmod\_\_**(self, other) - частное и остаток (divmod(x, y)).

**\_\_pow\_\_**(self, other[, modulo]) - возведение в степень (x \*\* y, pow(x, y[, modulo])).

**\_\_lshift\_\_**(self, other) - битовый сдвиг влево (x << y).

**\_\_rshift\_\_**(self, other) - битовый сдвиг вправо (x >> y).

**\_\_and\_\_**(self, other) - битовое И (x & y).

**\_\_xor\_\_**(self, other) - битовое ИСКЛЮЧАЮЩЕЕ ИЛИ (x ^ y).

**\_\_or\_\_**(self, other) - битовое ИЛИ (x | y).

Пойдём дальше.

**\_\_radd\_\_**(self, other),

**\_\_rsub\_\_**(self, other),

**\_\_rmul\_\_**(self, other),

**\_\_rtruediv\_\_**(self, other),

**\_\_rfloordiv\_\_**(self, other),

**\_\_rmod\_\_**(self, other),

**\_\_rdivmod\_\_**(self, other),

**\_\_rpow\_\_**(self, other),

**\_\_rlshift\_\_**(self, other),

**\_\_rrshift\_\_**(self, other),

**\_\_rand\_\_**(self, other),

**\_\_rxor\_\_**(self, other),

**\_\_ror\_\_**(self, other) - делают то же самое, что и арифметические операторы, перечисленные выше, но для аргументов, находящихся справа, и только в случае, если для левого операнда не определён соответствующий метод.

Например, операция x + y будет сначала пытаться вызвать x.\_\_add\_\_(y), и только в том случае, если это не получилось, будет пытаться вызвать y.\_\_radd\_\_(x). Аналогично для остальных методов.

Идём дальше.

**\_\_iadd\_\_**(self, other) - +=.

**\_\_isub\_\_**(self, other) - -=.

**\_\_imul\_\_**(self, other) - \*=.

**\_\_itruediv\_\_**(self, other) - /=.

**\_\_ifloordiv\_\_**(self, other) - //=.

**\_\_imod\_\_**(self, other) - %=.

**\_\_ipow\_\_**(self, other[, modulo]) - \*\*=.

**\_\_ilshift\_\_**(self, other) - <<=.

**\_\_irshift\_\_**(self, other) - >>=.

**\_\_iand\_\_**(self, other) - &=.

**\_\_ixor\_\_**(self, other) - ^=.

**\_\_ior\_\_**(self, other) - |=.

**\_\_neg\_\_**(self) - унарный -.

**\_\_pos\_\_**(self) - унарный +.

**\_\_abs\_\_**(self) - модуль (abs()).

**\_\_invert\_\_**(self) - инверсия (~).

**\_\_complex\_\_**(self) - приведение к complex.

**\_\_int\_\_**(self) - приведение к int.

**\_\_float\_\_**(self) - приведение к float.

**\_\_round\_\_**(self[, n]) - округление.

**\_\_enter\_\_**(self), **\_\_exit\_\_**(self, exc\_type, exc\_value, traceback) - реализация менеджеров контекста.

Рассмотрим некоторые из этих методов на примере двухмерного вектора, для которого переопределим некоторые методы:

import math

class Vector2D:

def \_\_init\_\_(self, x, y):

self.x = x

self.y = y

def \_\_repr\_\_(self):

return 'Vector2D({}, {})'.format(self.x, self.y)

def \_\_str\_\_(self):

return '({}, {})'.format(self.x, self.y)

def \_\_add\_\_(self, other):

return Vector2D(self.x + other.x, self.y + other.y)

def \_\_iadd\_\_(self, other):

self.x += other.x

self.y += other.y

return self

def \_\_sub\_\_(self, other):

return Vector2D(self.x - other.x, self.y - other.y)

def \_\_isub\_\_(self, other):

self.x -= other.x

self.y -= other.y

return self

def \_\_abs\_\_(self):

return math.hypot(self.x, self.y)

def \_\_bool\_\_(self):

return self.x != 0 and self.y != 0

def \_\_neg\_\_(self):

return Vector2D(-self.x, -self.y)

>>> x = Vector2D(3, 4)

>>> x

Vector2D(3, 4)

>>> print(x)

(3, 4)

>>> abs(x)

5.0

>>> y = Vector2D(5, 6)

>>> y

Vector2D(5, 6)

>>> x + y

Vector2D(8, 10)

>>> x - y

Vector2D(-2, -2)

>>> -x

Vector2D(-3, -4)

>>> x += y

>>> x

Vector2D(8, 10)

>>> bool(x)

True

>>> z = Vector2D(0, 0)

>>> bool(z)

False

>>> -z

Vector2D(0, 0)

В заключение хочу сказать, что перегрузка специальных методов - вещь хорошая, но не стоит ей слишком злоупотреблять. Перегружайте их только тогда, когда вы уверены в том, что это поможет пониманию программного кода.

# **Декораторы**

Итак, что же это такое? Для того, чтобы понять, как работают декораторы, в первую очередь следует вспомнить, что функции в python являются объектами, соответственно, их можно возвращать из другой функции или передавать в качестве аргумента. Также следует помнить, что функция в python может быть определена и внутри другой функции.

Вспомнив это, можно смело переходить к декораторам. **Декораторы** — это, по сути, "обёртки", которые дают нам возможность изменить поведение функции, не изменяя её код.

Создадим свой декоратор "вручную":

# Декоратор - это функция, ожидающая ДРУГУЮ функцию в качестве параметра

def my\_shiny\_new\_decorator(function\_to\_decorate):

# Внутри себя декоратор определяет функцию-"обёртку". Она будет обёрнута вокруг декорируемой, получая возможность исполнять произвольный код до и после неё.

def the\_wrapper\_around\_the\_original\_function():

print("Я - код, который отработает до вызова функции")

function\_to\_decorate() # Сама функция

print("А я - код, срабатывающий после")

# Теперь, вернём функцию-обёртку, которая содержит в себе декорируемую функцию, и код, который необходимо выполнить до и после.

return the\_wrapper\_around\_the\_original\_function

# Представим теперь, что у нас есть функция, которую мы не планируем больше трогать.

def stand\_alone\_function():

print("Я простая одинокая функция, ты ведь не посмеешь меня изменять?")

stand\_alone\_function()

# выведет: Я простая одинокая функция, ты ведь не посмеешь меня изменять?

# Однако, чтобы изменить её поведение, мы можем декорировать её, то есть просто передать декоратору, который обернет исходную функцию в любой код, который нам потребуется, и вернёт новую, готовую к использованию функцию:

stand\_alone\_function\_decorated = my\_shiny\_new\_decorator(stand\_alone\_function)

stand\_alone\_function\_decorated()

#выведет:

# Я - код, который отработает до вызова функции

# Я простая одинокая функция, ты ведь не посмеешь меня изменять?

# А я - код, срабатывающий после

Наверное, теперь мы бы хотели, чтобы каждый раз, во время вызова stand\_alone\_function, вместо неё вызывалась stand\_alone\_function\_decorated. Для этого просто перезапишем stand\_alone\_function:

stand\_alone\_function = my\_shiny\_new\_decorator(stand\_alone\_function)

stand\_alone\_function()

#выведет:

# Я - код, который отработает до вызова функции

# Я простая одинокая функция, ты ведь не посмеешь меня изменять?..

# А я - код, срабатывающий после

Собственно, это и есть декораторы. Вот так можно было записать предыдущий пример, используя синтаксис декораторов:

@my\_shiny\_new\_decorator

def another\_stand\_alone\_function():

print("Оставь меня в покое")

another\_stand\_alone\_function()

#выведет:

# Я - код, который отработает до вызова функции

# Оставь меня в покое

# А я - код, срабатывающий после

То есть, декораторы в python — это просто синтаксический сахар для конструкций вида:

another\_stand\_alone\_function = my\_shiny\_new\_decorator(another\_stand\_alone\_function)

При этом, естественно, можно использовать несколько декораторов для одной функции, на пример так:

def bread(func):

def wrapper():

print("")

func()

print("<\\_\_\_\_\_\_/>")

return wrapper

def ingredients(func):

def wrapper():

print("#помидоры#")

func()

print("~салат~")

return wrapper

def sandwich(food="--ветчина--"):

print(food)

sandwich()

#выведет: --ветчина--

sandwich = bread(ingredients(sandwich))

sandwich()

#выведет:

#

# #помидоры#

# --ветчина--

# ~салат~

# <\\_\_\_\_\_\_/>

И используя синтаксис декораторов:

@bread

@ingredients

def sandwich(food="--ветчина--"):

print(food)

sandwich()

#выведет:

#

# #помидоры#

# --ветчина--

# ~салат~

# <\\_\_\_\_\_\_/>

Также нужно помнить о том, что важен порядок декорирования. Сравните с предыдущим примером:

@ingredients

@bread

def sandwich(food="--ветчина--"):

print(food)

sandwich()

#выведет:

# #помидоры#

#

# --ветчина--

# <\\_\_\_\_\_\_/>

# ~салат~

## Передача декоратором аргументов в функцию

Однако, все декораторы, которые мы рассматривали, не имели одного очень важного функционала — передачи аргументов декорируемой функции. Собственно, это тоже несложно сделать.

def a\_decorator\_passing\_arguments(function\_to\_decorate):

def a\_wrapper\_accepting\_arguments(arg1, arg2):

print("Смотри, что я получил:", arg1, arg2)

function\_to\_decorate(arg1, arg2)

return a\_wrapper\_accepting\_arguments

# Теперь, когда мы вызываем функцию, которую возвращает декоратор, мы вызываем её "обёртку", передаём ей аргументы и уже в свою очередь она передаёт их декорируемой функции

@a\_decorator\_passing\_arguments

def print\_full\_name(first\_name, last\_name):

print("Меня зовут", first\_name, last\_name)

print\_full\_name("Vasya", "Pupkin")

# выведет:

# Смотри, что я получил: Vasya Pupkin

# Меня зовут Vasya Pupkin

## Декорирование методов

Один из важных фактов, которые следует понимать, заключается в том, что функции и методы в Python — это практически одно и то же, за исключением того, что методы всегда ожидают первым параметром ссылку на сам объект (self). Это значит, что мы можем создавать декораторы для методов точно так же, как и для функций, просто не забывая про self.

def method\_friendly\_decorator(method\_to\_decorate):

def wrapper(self, lie):

lie -= 3

return method\_to\_decorate(self, lie)

return wrapper

class Lucy:

def \_\_init\_\_(self):

self.age = 32

@method\_friendly\_decorator

def sayYourAge(self, lie):

print("Мне {} лет, а ты бы сколько дал?".format(self.age + lie))

l = Lucy()

l.sayYourAge(-3)

# выведет: Мне 26 лет, а ты бы сколько дал?

Конечно, если мы создаём максимально общий декоратор и хотим, чтобы его можно было применить к любой функции или методу, то можно воспользоваться распаковкой аргументов:

def a\_decorator\_passing\_arbitrary\_arguments(function\_to\_decorate):

# Данная "обёртка" принимает любые аргументы

def a\_wrapper\_accepting\_arbitrary\_arguments(\*args, \*\*kwargs):

print("Передали ли мне что-нибудь?:")

print(args)

print(kwargs)

function\_to\_decorate(\*args, \*\*kwargs)

return a\_wrapper\_accepting\_arbitrary\_arguments

@a\_decorator\_passing\_arbitrary\_arguments

def function\_with\_no\_argument():

print("Python is cool, no argument here.")

function\_with\_no\_argument()

# выведет:

# Передали ли мне что-нибудь?:

# ()

# {}

# Python is cool, no argument here.

@a\_decorator\_passing\_arbitrary\_arguments

def function\_with\_arguments(a, b, c):

print(a, b, c)

function\_with\_arguments(1, 2, 3)

# выведет:

# Передали ли мне что-нибудь?:

# (1, 2, 3)

# {}

# 1 2 3

@a\_decorator\_passing\_arbitrary\_arguments

def function\_with\_named\_arguments(a, b, c, platypus="Почему нет?"):

print("Любят ли {}, {} и {} утконосов? {}".format(a, b, c, platypus))

function\_with\_named\_arguments("Билл", "Линус", "Стив", platypus="Определенно!")

# выведет:

# Передали ли мне что-нибудь?:

# ('Билл', 'Линус', 'Стив')

# {'platypus': 'Определенно!'}

# Любят ли Билл, Линус и Стив утконосов? Определенно!

class Mary(object):

def \_\_init\_\_(self):

self.age = 31

@a\_decorator\_passing\_arbitrary\_arguments

def sayYourAge(self, lie=-3): # Теперь мы можем указать значение по умолчанию

print("Мне {} лет, а ты бы сколько дал?".format(self.age + lie))

m = Mary()

m.sayYourAge()

# выведет:

# Передали ли мне что-нибудь?:

# (<\_\_main\_\_ .Mary object at 0xb7d303ac>,)

# {}

# Мне 28 лет, а ты бы сколько дал?

## Декораторы с аргументами

А теперь попробуем написать декоратор, принимающий аргументы:

def decorator\_maker():

print("Я создаю декораторы! Я буду вызван только раз: когда ты попросишь меня создать декоратор.")

def my\_decorator(func):

print("Я - декоратор! Я буду вызван только раз: в момент декорирования функции.")

def wrapped():

print ("Я - обёртка вокруг декорируемой функции. "

"Я буду вызвана каждый раз когда ты вызываешь декорируемую функцию. "

"Я возвращаю результат работы декорируемой функции.")

return func()

print("Я возвращаю обёрнутую функцию.")

return wrapped

print("Я возвращаю декоратор.")

return my\_decorator

# Давайте теперь создадим декоратор. Это всего лишь ещё один вызов функции

new\_decorator = decorator\_maker()

# выведет:

# Я создаю декораторы! Я буду вызван только раз: когда ты попросишь меня создать тебе декоратор.

# Я возвращаю декоратор.

# Теперь декорируем функцию

def decorated\_function():

print("Я - декорируемая функция.")

decorated\_function = new\_decorator(decorated\_function)

# выведет:

# Я - декоратор! Я буду вызван только раз: в момент декорирования функции.

# Я возвращаю обёрнутую функцию.

# Теперь наконец вызовем функцию:

decorated\_function()

# выведет:

# Я - обёртка вокруг декорируемой функции. Я буду вызвана каждый раз когда ты вызываешь декорируемую функцию.

# Я возвращаю результат работы декорируемой функции.

# Я - декорируемая функция.

Теперь перепишем данный код с помощью декораторов:

@decorator\_maker()

def decorated\_function():

print("Я - декорируемая функция.")

# выведет:

# Я создаю декораторы! Я буду вызван только раз: когда ты попросишь меня создать тебе декоратор.

# Я возвращаю декоратор.

# Я - декоратор! Я буду вызван только раз: в момент декорирования функции.

# Я возвращаю обёрнутую функцию.

decorated\_function()

# выведет:

# Я - обёртка вокруг декорируемой функции. Я буду вызвана каждый раз когда ты вызываешь декорируемую функцию.

# Я возвращаю результат работы декорируемой функции.

# Я - декорируемая функция.

Вернёмся к аргументам декораторов, ведь, если мы используем функцию, чтобы создавать декораторы "на лету", мы можем передавать ей любые аргументы, верно?

def decorator\_maker\_with\_arguments(decorator\_arg1, decorator\_arg2):

print("Я создаю декораторы! И я получил следующие аргументы:", decorator\_arg1, decorator\_arg2)

def my\_decorator(func):

print("Я - декоратор. И ты всё же смог передать мне эти аргументы:", decorator\_arg1, decorator\_arg2)

# Не перепутайте аргументы декораторов с аргументами функций!

def wrapped(function\_arg1, function\_arg2) :

print ("Я - обёртка вокруг декорируемой функции.\n"

"И я имею доступ ко всем аргументам: \n"

"\t- и декоратора: {0} {1}\n"

"\t- и функции: {2} {3}\n"

"Теперь я могу передать нужные аргументы дальше"

.format(decorator\_arg1, decorator\_arg2,

function\_arg1, function\_arg2))

return func(function\_arg1, function\_arg2)

return wrapped

return my\_decorator

@decorator\_maker\_with\_arguments("Леонард", "Шелдон")

def decorated\_function\_with\_arguments(function\_arg1, function\_arg2):

print ("Я - декорируемая функция и я знаю только о своих аргументах: {0}"

" {1}".format(function\_arg1, function\_arg2))

decorated\_function\_with\_arguments("Раджеш", "Говард")

# выведет:

# Я создаю декораторы! И я получил следующие аргументы: Леонард Шелдон

# Я - декоратор. И ты всё же смог передать мне эти аргументы: Леонард Шелдон

# Я - обёртка вокруг декорируемой функции.

# И я имею доступ ко всем аргументам:

# - и декоратора: Леонард Шелдон

# - и функции: Раджеш Говард

# Теперь я могу передать нужные аргументы дальше

# Я - декорируемая функция и я знаю только о своих аргументах: Раджеш Говард

Таким образом, мы можем передавать декоратору любые аргументы, как обычной функции. Мы можем использовать и распаковку через \*args и \*\*kwargs в случае необходимости.

## Некоторые особенности работы с декораторами

* Декораторы несколько замедляют вызов функции, не забывайте об этом.
* Вы не можете "раздекорировать" функцию. Безусловно, существуют трюки, позволяющие создать декоратор, который можно отсоединить от функции, но это плохая практика. Правильнее будет запомнить, что если функция декорирована — это не отменить.
* Декораторы оборачивают функции, что может затруднить отладку.

Последняя проблема частично решена добавлением в модуле functools функции functools.wraps, копирующей всю информацию об оборачиваемой функции (её имя, из какого она модуля, её документацию и т.п.) в функцию-обёртку.

Забавным фактом является то, что functools.wraps тоже является декоратором.

def foo():

print("foo")

print(foo.\_\_name\_\_)

# выведет: foo

# Однако, декораторы мешают нормальному ходу дел:

def bar(func):

def wrapper():

print("bar")

return func()

return wrapper

@bar

def foo():

print("foo")

print(foo.\_\_name\_\_)

# выведет: wrapper

import functools # "functools" может нам с этим помочь

def bar(func):

# Объявляем "wrapper" оборачивающим "func"

# и запускаем магию:

@functools.wraps(func)

def wrapper():

print("bar")

return func()

return wrapper

@bar

def foo():

print("foo")

print(foo.\_\_name\_\_)

# выведет: foo

## Примеры использования декораторов

Декораторы могут быть использованы для расширения возможностей функций из сторонних библиотек (код которых мы не можем изменять), или для упрощения отладки (мы не хотим изменять код, который ещё не устоялся).

Также полезно использовать декораторы для расширения различных функций одним и тем же кодом, без повторного его переписывания каждый раз, например:

def benchmark(func):

"""

Декоратор, выводящий время, которое заняло

выполнение декорируемой функции.

"""

import time

def wrapper(\*args, \*\*kwargs):

t = time.clock()

res = func(\*args, \*\*kwargs)

print(func.\_\_name\_\_, time.clock() - t)

return res

return wrapper

def logging(func):

"""

Декоратор, логирующий работу кода.

(хорошо, он просто выводит вызовы, но тут могло быть и логирование!)

"""

def wrapper(\*args, \*\*kwargs):

res = func(\*args, \*\*kwargs)

print(func.\_\_name\_\_, args, kwargs)

return res

return wrapper

def counter(func):

"""

Декоратор, считающий и выводящий количество вызовов

декорируемой функции.

"""

def wrapper(\*args, \*\*kwargs):

wrapper.count += 1

res = func(\*args, \*\*kwargs)

print("{0} была вызвана: {1}x".format(func.\_\_name\_\_, wrapper.count))

return res

wrapper.count = 0

return wrapper

@benchmark

@logging

@counter

def reverse\_string(string):

return ''.join(reversed(string))

print(reverse\_string("А роза упала на лапу Азора"))

print(reverse\_string("A man, a plan, a canoe, pasta, heros, rajahs, a coloratura, maps, snipe, percale, macaroni, a gag, a banana bag, a tan, a tag, a banana bag again (or a camel), a crepe, pins, Spam, a rut, a Rolo, cash, a jar, sore hats, a peon, a canal: Panama!"))

# выведет:

# reverse\_string ('А роза упала на лапу Азора',) {}

# wrapper 0.0

# reverse\_string была вызвана: 1x

# арозА упал ан алапу азор А

# reverse\_string ('A man, a plan, a canoe, pasta, heros, rajahs, a coloratura, maps, snipe, percale, macaroni, a gag, a banana bag, a tan, a tag, a banana bag again (or a camel), a crepe, pins, Spam, a rut, a Rolo, cash, a jar, sore hats, a peon, a canal: Panama!',) {}

# wrapper 0.0

# reverse\_string была вызвана: 2x

# !amanaP :lanac a ,noep a ,stah eros ,raj a ,hsac ,oloR a ,tur a ,mapS ,snip ,eperc a ,)lemac a ro( niaga gab ananab a ,gat a ,nat a ,gab ananab a ,gag a ,inoracam ,elacrep ,epins ,spam ,arutaroloc a ,shajar ,soreh ,atsap ,eonac a ,nalp a ,nam A

# **Python2 vs Python3: различия синтаксиса**

## Print - функция

Оператор print был заменён функцией print(), с именованными аргументами для замены большей части синтаксиса старого оператора print. Примеры:

Python2: print "The answer is", 2\*2

Python3: print("The answer is", 2\*2)

Python2: print x, # Запятая в конце подавляет перевод строки

Python3: print(x, end=" ") # Добавляет пробел вместо перевода строки

Python2: print # Печатает перевод строки

Python3: print() # Нужно вызвать функцию!

Python2: print >>sys.stderr, "fatal error"

Python3: print("fatal error", file=sys.stderr)

Python2: print (x, y) # Печатает repr((x, y))

Python3: print((x, y)) # Не путать с print(x, y)!

Также вы можете настроить разделитель между элементами, например:

>>> print("There are <", 2\*\*32, "> possibilities!", sep="")

There are <4294967296> possibilities!

Функция print() не поддерживает особенность "программный пробел" старого оператора print. Например, в Python 2, print "A\n", "B" напечатает "A\nB\n"; но в Python 3, print("A\n", "B") напечатает "A\n B\n".

## Отображения и итераторы вместо списков

Некоторые хорошо известные методы не возвращают списки в Python 3:

* Методы словарей dict.keys(), dict.items() и dict.values() возвращают "отображения" вместо списков. Например, больше не работает: k = d.keys(); k.sort(). Используйте k = sorted(d).
* Соответственно, методы dict.iterkeys(), dict.iteritems() и dict.itervalues() более не поддерживаются.
* map() и filter() возвращают итераторы. Если вам действительно нужен список, быстрым исправлением станет list(map(...)), но часто лучшим исправлением будет использование генераторов списков (особенно когда оригинальный код использует лямбда-выражения), либо переписать код так, чтобы ему не нужен был список как таковой. Особенно сложно, что map() вызывает побочные эффекты функции; правильное преобразование заключается в использовании цикла (создание списка просто расточительно).
* range() теперь ведёт себя как xrange(), но работает со значениями любого размера. xrange() больше не существует.
* zip() возвращает итератор.

## Операторы сравнения

Python 3 упростил правила для операторов сравнения:

Операторы сравнения (<, <=, >=, >) поднимают исключение TypeError, когда операнды не упорядочиваемы. Таким образом, выражения типа 1 < '', 0 > None или len <= len более не разрешены, и, например, None < None поднимает TypeError, а не возвращает False. Следствием является то, что сортировка списка с разными типами данных больше не имеет смысла - все элементы должны быть сравнимы друг с другом. Обратите внимание, что это не относится к операторам == и !=: объекты различных несравнимых типов всегда неравны друг другу.

builtin.sorted() и list.sort() больше не принимают аргумент cmp, обеспечивающий функцию сравнения. Вместо этого используйте аргумент key. Аргументы key и reverse теперь "keyword-only".

Функция cmp() должна рассматриваться как устаревшая, и специальный метод \_\_cmp\_\_() в Python 3 не поддерживается. Используйте \_\_lt\_\_() для сортировки, \_\_eq\_\_() с \_\_hash\_\_() для сравнения. (Если вам действительно нужна функциональность cmp(), вы можете использовать выражение (a > b) - (a < b) в качестве эквивалента для cmp(a, b).)

## Целые числа

* PEP 0237: long переименован в int.
* PEP 0238: Выражение вида 1/2 возвращает float. Используйте 1//2 для отсечения дробной части. (Этот синтаксис существует с Python 2.2)
* Константа sys.maxint была удалена, с тех пор, как более не существует предела значения целых чисел. Однако, sys.maxsize может быть использован как число, большее любого практического индекса списка или строки. sys.maxsize соответствует "естественному" размеру целого и, как правило, имеет такое же значение, как sys.maxint на той же платформе (при условии одних и те же параметров сборки).
* repr() от длинного целого числа не включает более завершающий символ L, так что код, который безусловно отрезает этот символ, будет отрезать вместо этого последнюю цифру. (Используйте str() вместо этого.)
* Восьмеричные литералы более не имеют формы вида 0720; используйте 0o720.

## Текст, Unicode и 8-битные строки

Все, что вы знали о бинарных данных и Unicode, изменилось.

Python 3 использует понятия текста и (бинарных) данных вместо строк Unicode и 8-битных строк. Весь текст - Unicode; Однако кодированные Unicode строки представлены ​​в виде двоичных данных. Тип , используемый для хранения текста является str, тип, используемый для хранения данных -bytes. Самое большое различие с python 2.x является то, что любая попытка комбинировать текст и данные в Python 3.0 поднимает TypeError, в то время как если бы вы смешивали Unicode и 8-битные строки в Python 2.x, это будет работать, если 8-битная строка содержала только 7-битные (ASCII) символы, но вы получите UnicodeDecodeError, если она содержит не-ASCII символы. Такое поведение вызывало многочисленные скорбные лица на протяжении многих лет.

Как следствие этого изменения в философии, значительная часть кода, который использует Unicode, кодировки или бинарные данные, скорее всего, должна измениться. Это изменения к лучшему, так как в python 2.x были многочисленные ошибки, имеющие отношение к смешиванию закодированного и декодированного текста. Чтобы быть подготовленным к этому, в Python 2.x следует начать использовать Unicode для всего незакодированного текста, и str только для бинарных или закодированных данных . Затем инструмент 2to3 будет делать большую часть работы за вас.

Вы можете больше не использовать литерал u"..." для текста Unicode. Тем не менее, вы должны использовать литерал b"..." для бинарных данных.

Так как str и bytes не могут быть смешаны, вы всегда должны их явно преобразовывать. Используйте str.encode(), чтобы перейти от str к bytes и bytes.decode(), чтобы перейти от bytes к str. Вы также можете использовать bytes(s, encoding=...) и str(b, encoding=...), соответственно.

Как str, тип bytes неизменен. Существует отдельный изменяемый тип для двоичных данных, bytearray. Почти все функции, которые принимают bytes также принимают bytearray.

Все обратные косые черты в "сырых" строковых литералах интерпретируются буквально. Это означает, что "\U" и "\u" в сырых строках не рассматриваются особо. Например, r"\u20ac" это строка из 6 символов в Python 3.0, в то время как в 2.6, ur"\u20ac" был один символ "евро". (Конечно, это изменение влияет только на сырые строковые литералы).

Встроенный абстрактный тип basestring был удален. Используйте str вместо него. str и bytes не имеют достаточно общей функциональности, чтобы оправдать общий базовый класс. Инструмент 2to3 (см. ниже) заменяет каждое вхождение basestring на str.

PEP 3138: repr() для строки больше не экранирует символы, не входящие в набор ASCII. Однако, он по-прежнему экранирует управляющие символы

PEP 3120: Кодировка исходного кода по умолчанию теперь UTF-8.

PEP 3131: не-ASCII символы разрешены в идентификаторах. (Тем не менее, стандартная библиотека остается ASCII, за исключением имен авторов в комментариях.)

Модули StringIO и cStringIO удалены. Вместо этого, импортируйте модуль io и используйте io.StringIO или io.BytesIO для текста и данных соответственно.

## Обзор изменений синтаксиса

Этот раздел дает краткий обзор каждого синтаксического изменения Python 3.0.

### Новый синтаксис

PEP 3107: аннотации для аргументов функции и возвращаемых значений.

>>> def foo(a: 'x', b: 5 + 6, c: list) -> max(2, 9):

... pass

>>> foo.\_\_annotations\_\_

{'a': 'x', 'b': 11, 'c': <class 'list'>, 'return': 9}

PEP 3102: Keyword-only аргументы.

PEP 3104: nonlocal. Переменная во внешней (но не глобальной) области видимости.

>>> def outer():

x = 1

def inner():

x = 2

print("inner:", x)

inner()

print("outer:", x)

>>> outer()

inner: 2

outer: 1

>>> def outer():

x = 1

def inner():

nonlocal x

x = 2

print("inner:", x)

inner()

print("outer:", x)

>>> outer()

inner: 2

outer: 2

PEP 3132: Extended Iterable Unpacking

>>> (a, \*rest, b) = range(5)

>>> a

0

>>> rest

[1, 2, 3]

>>> b

4

Генераторы словарей: {k: v for k, v in stuff} (то же самое, что и dict(stuff))

Литералы множеств (например, {1, 2}). Заметьте, что {} - это пустой словарь. Используйте set() для пустых множеств. Генераторы множеств: {x for x in stuff}

Новые восьмеричные литералы, например 0o720, вместо старых (0720).

Новые двоичные литералы, например 0b1010. Новая встроенная функция, bin().

### Изменённый синтаксис

PEP 3109 and PEP 3134: новый синтаксис выражения raise: raise [expr [from expr]].

"as" и "with" зарезервированные слова.

"True" и "False" и "None" - зарезервированные слова.

Изменено "except exc, var" на "except exc as var".

PEP 3115: Новый синтаксис для метаклассов. Вместо:

class C:

\_\_metaclass\_\_ = M

...

Вы должны использовать:

class C(metaclass=M):

...

Переменная \_\_metaclass\_\_ более не поддерживается.

Генераторы списков больше не поддерживают синтаксическую форму [... for var in item1, item2, ...]. Используйте [... for var in (item1, item2, ...)].

### Удаленный синтаксис

PEP 3113: распаковка кортежей в параметрах удалена. Вы больше не можете писать

def foo(a, (b, c)):

...

Пишите

def foo(a, b\_c):

b, c = b\_c

...

Удалены обратные кавычки (backtick). Используйте repr().

Удалено <>. Используйте !=.

exec - функция. Перестала быть зарезервированным словом.

from module import \* запрещено использовать внутри функций.

## Встроенные функции

PEP 3135: Новый super(). Теперь вы можете вызывать super() без аргументов и (при условии, что это метод экземпляра, определенный внутри определении класса) класс и экземпляр будут автоматически выбраны. С аргументами, поведение super() остается без изменений.

PEP 3111: raw\_input() переименован в input(). Вместо input() в Python 2, вы можете использовать eval(input()).

Добавлена функция next(), вызывающая метод \_\_next\_\_() объекта.

Перемещен intern() в sys.intern().

Удалено: apply(). Вместо apply(f, args) используйте f(\*args).

Удалено: callable(). Вместо callable(f) используйте hasattr(f, "\_\_call\_\_"). Функция operator.isCallable() также удалена.

Удалено: coerce().

Удалено: execfile(). Вместо execfile(fn) используйте exec(open(fn).read()).

Удалено: file. Используйте open().

Перемещено: reduce() в functools.reduce()

Перемещено: reload() в imp.reload().

Удалено: dict.has\_key(). Используйте оператор in.

# **Введение в Python с PyCharm Educational Edition**

Компания JetBrains сделала еще один шаг навстречу образованию, выпустив PyCharm Educational Edition, образовательную версию среды разработки для Python, которая включает в себя возможность создавать интерактивные курсы.

Также PyCharm Educational Edition содержит предустановленный курс "Introduction to Python", который хорошо подходит для тех, кто начинает изучать Python.

Разумеется, я не мог его обойти стороной, и сегодня мы будем вместе его проходить, а заодно и познакомимся с этим замечательным редактором.
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## Установка PyCharm Educational Edition

Устанавливаем [отсюда](https://www.jetbrains.com/pycharm-educational/).

После установки вас спросят, не хотите ли вы импортировать настройки из других версий PyCharm.
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Так как у вас (скорее всего) не было других версий PyCharm, оставляете как есть.

После запуска PyCharm вас встретит таким вот окном:
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Выбираем "Introduction to Python". И начинаем!

## Задание 1: Hello World
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Вводное задание. Печатаем своё имя (или не своё), нажимаете галочку, получаете поздравления, и переходим к следующему заданию с помощью стрелки вправо.
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## Смена интерпретатора

Может так случиться (особенно если вы сидите на linux), что PyCharm по умолчанию поставит интерпретатор Python 2.

Поэтому проверьте, и при необходимости поменяйте интерпретатор (File → Settings → Project Interpreter)
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## Задание 2: Комментарии
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Комментарии. Достаточно написать любой комментарий. Кстати, в PyCharm нажатием "Ctrl и /" можно закомментировать / раскомментировать любую строчку.
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## Задание 3: Переменные

Переменные в Python являются ссылками на объект.
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Нужно изменить значение переменной greetings.

![Introduction to Python. Ответ к заданию 3](data:image/png;base64,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)

## Задание 4: Несуществующие переменные
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Нужно попытаться вывести несуществующую переменную.
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Как видите, вызвалось исключение NameError.

## Задание 5: тип переменной

У каждого объекта есть тип (например, int или float).
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Посмотреть тип переменной в данный момент времени можно с помощью встроенной функции type.

Кстати, в курсе есть подсказки, которые появляются при нажатии на лампочку.

А также в PyCharm работает автодополнение.
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## Задание 6: преобразование типов

Типы можно преобразовывать с помощью соответствующих функций.
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Преобразование к целому числу можно выполнить с помощью функции int.

![Introduction to Python. Ответ к заданию 6](data:image/png;base64,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)

## Задание 7: арифметические операции

Python поддерживает арифметические операции: сложение (+), вычитание (-), умножение, (\*), деление (/), целочисленное деление (//), взятие остатка от деления (%), возведение в степень.

Сразу ответ к заданию:
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Как видите, курс несложный, прекрасно подходит для начинающих, а также позволяет легко научиться работе с PyCharm. Советую пройти его весь, тем более, что на каждое задание есть подсказки.

Если останутся вопросы, Python-сообщество всегда радо будет помочь.

# **Компиляция программы на python 3 в exe с помощью программы cx\_Freeze**

Наверняка, у каждого Python-программиста возникало непреодолимое желание, а изредка и реальная потребность, скомпилировать свою программу на python в exe файл. Сегодня я расскажу, как это сделать с помощью программы cx\_Freeze.

## Вопрос 1: а оно надо?

Прежде, чем начинать компилировать программу, нужно убедиться, что это действительно необходимо.

"Компиляция" программы на python - процесс, который может сопровождаться множеством проблем. Более того, это не компиляция в машинный код, как, например, программы на C, а лишь "сборка" в исполняемый файл вашей программы вместе с частью интерпретатора python.

Поэтому, если вы будете использовать программу сами или на компьютерах тех, кто её будет использовать, будет стоять интерпретатор python, то вам **не нужно** её компилировать.

## Установка cx\_Freeze

Если компилировать программу на python всё-таки нужно, то скачиваем cx\_Freeze с<http://www.lfd.uci.edu/~gohlke/pythonlibs/#cx_freeze> (так как в ней нет одного неприятного бага, который есть в [официальной версии](https://pypi.python.org/pypi/cx_Freeze)).

Затем устанавливаем, не забывая правильно выбрать директорию, где расположен python.
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## Компиляция

Компилировать будем программу "блэкджек" (файл 21.py) (кому лень смотреть, привожу полный исходный код).

import random

random.shuffle(koloda)

print('Поиграем в очко?')

count = 0

while True:

choice = input('Будете брать карту? y/n\n')

if choice == 'y':

current = koloda.pop()

print('Вам попалась карта достоинством %d' %current)

count += current

if count > 21:

print('Извините, но вы проиграли')

break

elif count == 21:

print('Поздравляю, вы набрали 21!')

break

else:

print('У вас %d очков.' %count)

elif choice == 'n':

print('У вас %d очков и вы закончили игру.' %count)

break

print('До новых встреч!')

Создаём в папке с программой файл setup.py с содержимым:

from cx\_Freeze import setup, Executable

setup(

name = "21",

version = "0.1",

description = "Blackjack",

executables = [Executable("21.py")]

)

Переходим в командную строку (обычно Пуск → Стандартные → Командная строка). Переходим в папку с программой (в моём случае D:\Dima\py). Запускаем команду **C:\Python34\python.exe setup.py build** (вместо C:\Python34 нужно написать папку, куда установлен python).
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Начнется процесс сборки, в котором cx\_Freeze может выдавать предупреждения, но, скорее всего, они не повлияют на работу программы.
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Поздравляю! В папке build теперь есть ваша папка с исполняемым файлом!
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Заметьте, не файл, а папка! Все остальные файлы также нужны для работы программы (да, это недостаток cx\_Freeze). К тому же, при завершении программы окно сразу закрывается (а не ждет нажатия клавиши), поэтому в конец программы нужно дописать что-то вроде:

input("Press Enter")

И скомпилировать ещё раз.

Также можно создать msi-архив командой **C:\Python34\python.exe setup.py bdist\_msi**.

Разумеется, при компиляции более сложных программ вы можете столкнуться с более сложными проблемами.

Для их решения следует воспользоваться официальной документацией.

# **NumPy: начало работы**

NumPy — это библиотека языка Python, добавляющая поддержку больших многомерных массивов и матриц, вместе с большой библиотекой высокоуровневых (и очень быстрых) математических функций для операций с этими массивами.

## Установка NumPy

На linux - пакет python3-numpy (или аналогичный для вашей системы), или через pip. Ну или же собирать из исходников <https://sourceforge.net/projects/numpy/files/NumPy/>.

На Windows на том же сайте есть exe установщики. Или, если возникают проблемы, рекомендую ещё хороший сборник библиотек <http://www.lfd.uci.edu/~gohlke/pythonlibs/#numpy>.

## Начинаем работу

Основным объектом NumPy является однородный многомерный массив (в numpy называется numpy.ndarray). Это многомерный массив элементов (обычно чисел), одного типа.

Наиболее важные атрибуты объектов ndarray:

**ndarray.ndim** - число измерений (чаще их называют "оси") массива.

**ndarray.shape** - размеры массива, его форма. Это кортеж натуральных чисел, показывающий длину массива по каждой оси. Для матрицы из n строк и m столбов, shape будет (n,m). Число элементов кортежа shape равно ndim.

**ndarray.size** - количество элементов массива. Очевидно, равно произведению всех элементов атрибута shape.

**ndarray.dtype** - объект, описывающий тип элементов массива. Можно определить dtype, используя стандартные типы данных Python. NumPy здесь предоставляет целый букет возможностей, как встроенных, например: bool\_, character, int8, int16, int32, int64, float8, float16, float32, float64, complex64, object\_, так и возможность определить собственные типы данных, в том числе и составные.

**ndarray.itemsize** - размер каждого элемента массива в байтах.

**ndarray.data** - буфер, содержащий фактические элементы массива. Обычно не нужно использовать этот атрибут, так как обращаться к элементам массива проще всего с помощью индексов.

## Создание массивов

В NumPy существует много способов создать массив. Один из наиболее простых - создать массив из обычных списков или кортежей Python, используя функцию numpy.array() (запомните: array - функция, создающая объект типа ndarray):

>>> import numpy as np

>>> a = np.array([1, 2, 3])

>>> a

array([1, 2, 3])

>>> type(a)

<class 'numpy.ndarray'>

Функция array() трансформирует вложенные последовательности в многомерные массивы. Тип элементов массива зависит от типа элементов исходной последовательности (но можно и переопределить его в момент создания).

>>> b = np.array([[1.5, 2, 3], [4, 5, 6]])

>>> b

array([[ 1.5, 2. , 3. ],

[ 4. , 5. , 6. ]])

Можно также переопределить тип в момент создания:

>>> b = np.array([[1.5, 2, 3], [4, 5, 6]], dtype=np.complex)

>>> b

array([[ 1.5+0.j, 2.0+0.j, 3.0+0.j],

[ 4.0+0.j, 5.0+0.j, 6.0+0.j]])

Функция array() не единственная функция для создания массивов. Обычно элементы массива вначале неизвестны, а массив, в котором они будут храниться, уже нужен. Поэтому имеется несколько функций для того, чтобы создавать массивы с каким-то исходным содержимым (по умолчанию тип создаваемого массива — float64).

Функция zeros() создает массив из нулей, а функция ones() — массив из единиц. Обе функции принимают кортеж с размерами, и аргумент dtype:

>>> np.zeros((3, 5))

array([[ 0., 0., 0., 0., 0.],

[ 0., 0., 0., 0., 0.],

[ 0., 0., 0., 0., 0.]])

>>> np.ones((2, 2, 2))

array([[[ 1., 1.],

[ 1., 1.]],

[[ 1., 1.],

[ 1., 1.]]])

Функция eye() создаёт единичную матрицу (двумерный массив)

>>> np.eye(5)

array([[ 1., 0., 0., 0., 0.],

[ 0., 1., 0., 0., 0.],

[ 0., 0., 1., 0., 0.],

[ 0., 0., 0., 1., 0.],

[ 0., 0., 0., 0., 1.]])

Функция empty() создает массив без его заполнения. Исходное содержимое случайно и зависит от состояния памяти на момент создания массива (то есть от того мусора, что в ней хранится):

>>> np.empty((3, 3))

array([[ 6.93920488e-310, 6.93920488e-310, 6.93920149e-310],

[ 6.93920058e-310, 6.93920058e-310, 6.93920058e-310],

[ 6.93920359e-310, 0.00000000e+000, 6.93920501e-310]])

>>> np.empty((3, 3))

array([[ 6.93920488e-310, 6.93920488e-310, 6.93920147e-310],

[ 6.93920149e-310, 6.93920146e-310, 6.93920359e-310],

[ 6.93920359e-310, 0.00000000e+000, 3.95252517e-322]])

Для создания последовательностей чисел, в NumPy имеется функция arange(), аналогичная встроенной в Python range(), только вместо списков она возвращает массивы, и принимает не только целые значения:

>> arange(10, 30, 5)

array([10, 15, 20, 25])

>>> np.arange(0, 1, 0.1)

array([ 0. , 0.1, 0.2, 0.3, 0.4, 0.5, 0.6, 0.7, 0.8, 0.9])

Вообще, при использовании arange() с аргументами типа float, сложно быть уверенным в том, сколько элементов будет получено (из-за ограничения точности чисел с плавающей запятой). Поэтому, в таких случаях обычно лучше использовать функцию linspace(), которая вместо шага в качестве одного из аргументов принимает число, равное количеству нужных элементов:

>>> np.linspace(0, 2, 9) # 9 чисел от 0 до 2 включительно

array([ 0. , 0.25, 0.5 , 0.75, 1. , 1.25, 1.5 , 1.75, 2. ])

fromfunction(): применяет функцию ко всем комбинациям индексов

>>> def f1(i, j):

... return 3 \* i + j

...

>>> np.fromfunction(f1, (3, 4))

array([[ 0., 1., 2., 3.],

[ 3., 4., 5., 6.],

[ 6., 7., 8., 9.]])

>>> np.fromfunction(f1, (3, 3))

array([[ 0., 1., 2.],

[ 3., 4., 5.],

[ 6., 7., 8.]])

## Печать массивов

Если массив слишком большой, чтобы его печатать, NumPy автоматически скрывает центральную часть массива и выводит только его уголки.

>>> print(np.arange(0, 3000, 1))

[ 0 1 2 ..., 2997 2998 2999]

Если вам действительно нужно увидеть весь массив, используйте функцию numpy.set\_printoptions:

np.set\_printoptions(threshold=np.nan)

И вообще, с помощью этой функции можно настроить печать массивов "под себя". Функция numpy.set\_printoptions принимает несколько аргументов:

*precision* : количество отображаемых цифр после запятой (по умолчанию 8).

*threshold* : количество элементов в массиве, вызывающее обрезание элементов (по умолчанию 1000).

*edgeitems* : количество элементов в начале и в конце каждой размерности массива (по умолчанию 3).

*linewidth* : количество символов в строке, после которых осуществляется перенос (по умолчанию 75).

*suppress* : если True, не печатает маленькие значения в scientific notation (по умолчанию False).

*nanstr* : строковое представление NaN (по умолчанию 'nan').

*infstr* : строковое представление inf (по умолчанию 'inf').

*formatter* : позволяет более тонко управлять печатью массивов. Здесь я его рассматривать не буду, можете почитать [здесь](https://docs.scipy.org/doc/numpy/reference/generated/numpy.set_printoptions.html) (на английском).

И вообще, пользуйтесь [официальной документацией по numpy](https://docs.scipy.org/doc/numpy/reference/), а в этом пособии я постараюсь описать всё необходимое. В следующей части мы рассмотрим базовые операции над массивами.

# **NumPy: базовые операции над массивами**

## Базовые операции

Математические операции над массивами выполняются поэлементно. Создается новый массив, который заполняется результатами действия оператора.

>>> import numpy as np

>>> a = np.array([20, 30, 40, 50])

>>> b = np.arange(4)

>>> a + b

array([20, 31, 42, 53])

>>> a - b

array([20, 29, 38, 47])

>>> a \* b

array([ 0, 30, 80, 150])

>>> a / b # При делении на 0 возвращается inf (бесконечность)

array([ inf, 30. , 20. , 16.66666667])

<string>:1: RuntimeWarning: divide by zero encountered in true\_divide

>>> a \*\* b

array([ 1, 30, 1600, 125000])

>>> a % b # При взятии остатка от деления на 0 возвращается 0

<string>:1: RuntimeWarning: divide by zero encountered in remainder

array([0, 0, 0, 2])

Для этого, естественно, массивы должны быть одинаковых размеров.

>>> c = np.array([[1, 2, 3], [4, 5, 6]])

>>> d = np.array([[1, 2], [3, 4], [5, 6]])

>>> c + d

Traceback (most recent call last):

File "<input>", line 1, in <module>

ValueError: operands could not be broadcast together with shapes (2,3) (3,2)

Также можно производить математические операции между массивом и числом. В этом случае к каждому элементу прибавляется (или что вы там делаете) это число.

>>> a + 1

array([21, 31, 41, 51])

>>> a \*\* 3

array([ 8000, 27000, 64000, 125000])

>>> a < 35 # И фильтрацию можно проводить

array([ True, True, False, False], dtype=bool)

NumPy также предоставляет множество математических операций для обработки массивов:

>>> np.cos(a)

array([ 0.40808206, 0.15425145, -0.66693806, 0.96496603])

>>> np.arctan(a)

array([ 1.52083793, 1.53747533, 1.54580153, 1.55079899])

>>> np.sinh(a)

array([ 2.42582598e+08, 5.34323729e+12, 1.17692633e+17,

2.59235276e+21])

Полный список можно посмотреть [здесь](https://docs.scipy.org/doc/numpy/reference/routines.math.html) (кстати, нужно ли их переводить?)

Многие унарные операции, такие как, например, вычисление суммы всех элементов массива, представлены также и в виде методов класса ndarray.

>>> a = np.array([[1, 2, 3], [4, 5, 6]])

>>> np.sum(a)

21

>>> a.sum()

21

>>> a.min()

1

>>> a.max()

6

По умолчанию, эти операции применяются к массиву, как если бы он был списком чисел, независимо от его формы. Однако, указав параметр axis, можно применить операцию для указанной оси массива:

>>> a.min(axis=0) # Наименьшее число в каждом столбце

array([1, 2, 3])

>>> a.min(axis=1) # Наименьшее число в каждой строке

array([1, 4])

## Индексы, срезы, итерации

Одномерные массивы осуществляют операции индексирования, срезов и итераций очень схожим образом с обычными списками и другими последовательностями Python (разве что удалять с помощью срезов нельзя).

>>> a = np.arange(10) \*\* 3

>>> a

array([ 0, 1, 8, 27, 64, 125, 216, 343, 512, 729])

>>> a[1]

1

>>> a[3:7]

array([ 27, 64, 125, 216])

>>> a[3:7] = 8

>>> a

array([ 0, 1, 8, 8, 8, 8, 8, 343, 512, 729])

>>> a[::-1]

array([729, 512, 343, 8, 8, 8, 8, 8, 1, 0])

>>> del a[4:6]

Traceback (most recent call last):

File "<input>", line 1, in <module>

ValueError: cannot delete array elements

>>> for i in a:

... print(i \*\* (1/3))

...

0.0

1.0

2.0

2.0

2.0

2.0

2.0

7.0

8.0

9.0

У многомерных массивов на каждую ось приходится один индекс. Индексы передаются в виде последовательности чисел, разделенных запятыми (то бишь, кортежами):

>>> b = np.array([[ 0, 1, 2, 3],

[10, 11, 12, 13],

[20, 21, 22, 23],

[30, 31, 32, 33],

[40, 41, 42, 43]])

>>> b[2,3] # Вторая строка, третий столбец

23

>>> b[(2,3)]

23

>>> b[2][3] # Можно и так

23

>>> b[:,2] # Третий столбец

array([ 2, 12, 22, 32, 42])

>>> b[:2] # Первые две строки

array([[ 0, 1, 2, 3],

[10, 11, 12, 13]])

>>> b[1:3, : : ] # Вторая и третья строки

array([[10, 11, 12, 13],

[20, 21, 22, 23]])

Когда индексов меньше, чем осей, отсутствующие индексы предполагаются дополненными с помощью срезов:

>>> b[-1] # Последняя строка. Эквивалентно b[-1,:]

array([40, 41, 42, 43])

b[i] можно читать как b[i, <столько символов ':', сколько нужно>]. В NumPy это также может быть записано с помощью точек, как b[i, ...].

Например, если x имеет ранг 5 (то есть у него 5 осей), тогда

* x[1, 2, ...] эквивалентно x[1, 2, :, :, :],
* x[... , 3] то же самое, что x[:, :, :, :, 3] и
* x[4, ... , 5, :] это x[4, :, :, 5, :].

>>> a = np.array(([[0, 1, 2], [10, 12, 13]], [[100, 101, 102], [110, 112, 113]]))

>>> a.shape

(2, 2, 3)

>>> a[1, ...] # то же, что a[1, : , :] или a[1]

array([[100, 101, 102],

[110, 112, 113]])

>>> c[... ,2] # то же, что a[: , : ,2]

array([[ 2, 13],

[102, 113]])

Итерирование многомерных массивов начинается с первой оси:

>>> for row in a:

... print(row)

...

[[ 0 1 2]

[10 12 13]]

[[100 101 102]

[110 112 113]]

Однако, если нужно перебрать поэлементно весь массив, как если бы он был одномерным, для этого можно использовать атрибут flat:

>>> for el in a.flat:

... print(el)

...

0

1

2

10

12

13

100

101

102

110

112

113

## Манипуляции с формой

Как уже говорилось, у массива есть форма (shape), определяемая числом элементов вдоль каждой оси:

>>> a

array([[[ 0, 1, 2],

[ 10, 12, 13]],

[[100, 101, 102],

[110, 112, 113]]])

>>> a.shape

(2, 2, 3)

Форма массива может быть изменена с помощью различных команд:

>>> a.ravel() # Делает массив плоским

array([ 0, 1, 2, 10, 12, 13, 100, 101, 102, 110, 112, 113])

>>> a.shape = (6, 2) # Изменение формы

>>> a

array([[ 0, 1],

[ 2, 10],

[ 12, 13],

[100, 101],

[102, 110],

[112, 113]])

>>> a.transpose() # Транспонирование

array([[ 0, 2, 12, 100, 102, 112],

[ 1, 10, 13, 101, 110, 113]])

>>> a.reshape((3, 4)) # Изменение формы

array([[ 0, 1, 2, 10],

[ 12, 13, 100, 101],

[102, 110, 112, 113]])

Порядок элементов в массиве в результате функции ravel() соответствует обычному "C-стилю", то есть, чем правее индекс, тем он "быстрее изменяется": за элементом a[0,0] следует a[0,1]. Если одна форма массива была изменена на другую, массив переформировывается также в "C-стиле". Функции ravel() и reshape() также могут работать (при использовании дополнительного аргумента) в FORTRAN-стиле, в котором быстрее изменяется более левый индекс.

>>> a

array([[ 0, 1],

[ 2, 10],

[ 12, 13],

[100, 101],

[102, 110],

[112, 113]])

>>> a.reshape((3, 4), order='F')

array([[ 0, 100, 1, 101],

[ 2, 102, 10, 110],

[ 12, 112, 13, 113]])

Метод reshape() возвращает ее аргумент с измененной формой, в то время как метод resize() изменяет сам массив:

>>> a.resize((2, 6))

>>> a

array([[ 0, 1, 2, 10, 12, 13],

[100, 101, 102, 110, 112, 113]])

Если при операции такой перестройки один из аргументов задается как -1, то он автоматически рассчитывается в соответствии с остальными заданными:

>>> a.reshape((3, -1))

array([[ 0, 1, 2, 10],

[ 12, 13, 100, 101],

[102, 110, 112, 113]])

## Объединение массивов

Несколько массивов могут быть объединены вместе вдоль разных осей с помощью функций hstack и vstack.

hstack() объединяет массивы по первым осям, vstack() — по последним:

>>> a = np.array([[1, 2], [3, 4]])

>>> b = np.array([[5, 6], [7, 8]])

>>> np.vstack((a, b))

array([[1, 2],

[3, 4],

[5, 6],

[7, 8]])

>>> np.hstack((a, b))

array([[1, 2, 5, 6],

[3, 4, 7, 8]])

Функция column\_stack() объединяет одномерные массивы в качестве столбцов двумерного массива:

>>> np.column\_stack((a, b))

array([[1, 2, 5, 6],

[3, 4, 7, 8]])

Аналогично для строк имеется функция row\_stack().

>>> np.row\_stack((a, b))

array([[1, 2],

[3, 4],

[5, 6],

[7, 8]])

## Разбиение массива

Используя hsplit() вы можете разбить массив вдоль горизонтальной оси, указав либо число возвращаемых массивов одинаковой формы, либо номера столбцов, после которых массив разрезается "ножницами":

>>> a = np.arange(12).reshape((2, 6))

>>> a

array([[ 0, 1, 2, 3, 4, 5],

[ 6, 7, 8, 9, 10, 11]])

>>> np.hsplit(a, 3) # Разбить на 3 части

[array([[0, 1], [6, 7]]),

array([[2, 3], [8, 9]]),

array([[ 4, 5], [10, 11]])]

>>> np.hsplit(a, (3, 4)) # Разрезать a после третьего и четвёртого столбца

[array([[0, 1, 2], [6, 7, 8]]),

array([[3], [9]]),

array([[ 4, 5], [10, 11]])]

Функция vsplit() разбивает массив вдоль вертикальной оси, а array\_split() позволяет указать оси, вдоль которых произойдет разбиение.

## Копии и представления

При работе с массивами, их данные иногда необходимо копировать в другой массив, а иногда нет. Это часто является источником путаницы. Возможно 3 случая:

### Вообще никаких копий

Простое присваивание не создает ни копии массива, ни копии его данных:

>>> a = np.arange(12)

>>> b = a # Нового объекта создано не было

>>> b is a # a и b это два имени для одного и того же объекта ndarray

True

>>> b.shape = (3,4) # изменит форму a

>>> a.shape

(3, 4)

Python передает изменяемые объекты как ссылки, поэтому вызовы функций также не создают копий.

### Представление или поверхностная копия

Разные объекты массивов могут использовать одни и те же данные. Метод view() создает новый объект массива, являющийся представлением тех же данных.

>>> c = a.view()

>>> c is a

False

>>> c.base is a # c это представление данных, принадлежащих a

True

>>> c.flags.owndata

False

>>>

>>> c.shape = (2,6) # форма а не поменяется

>>> a.shape

(3, 4)

>>> c[0,4] = 1234 # данные а изменятся

>>> a

array([[ 0, 1, 2, 3],

[1234, 5, 6, 7],

[ 8, 9, 10, 11]])

Срез массива это представление:

>>> s = a[:,1:3]

>>> s[:] = 10

>>> a

array([[ 0, 10, 10, 3],

[1234, 10, 10, 7],

[ 8, 10, 10, 11]])

### Глубокая копия

Метод copy() создаст настоящую копию массива и его данных:

>>> d = a.copy() # создается новый объект массива с новыми данными

>>> d is a

False

>>> d.base is a # d не имеет ничего общего с а

False

>>> d[0, 0] = 9999

>>> a

array([[ 0, 10, 10, 3],

[1234, 10, 10, 7],

[ 8, 10, 10, 11]])

# **NumPy: random**

Сейчас мы узнаем, как создавать массивы из случайных элементов и как работать со случайными элементами в NumPy.

## Путь первый

Создавать списки, используя встроенный модуль random, а затем преобразовывать их в numpy.array:

>>> import numpy as np

>>> import random

>>> np.array([random.random() for i in range(10)])

array([ 0.99538667, 0.16860511, 0.78952804, 0.09676316, 0.86110208,

0.89674666, 0.56401347, 0.63431468, 0.51110935, 0.64944844])

Но есть способ лучше.

## numpy.random

Для создания массивов со случайными элементами служит модуль **numpy.random**.

>>> import numpy as np # Импортировать numpy и писать np.random

>>> np.random

<module 'numpy.random' from '/usr/local/lib/python3.4/dist-packages/numpy/random/\_\_init\_\_.py'>

>>> import numpy.random as rand # Можно и присвоить отдельное имя. Вопрос вкуса

>>> rand

<module 'numpy.random' from '/usr/local/lib/python3.4/dist-packages/numpy/random/\_\_init\_\_.py'>

## Создание массивов

Самый простой способ задать массив со случайными элементами - использовать функцию sample (или random, или random\_sample, или ranf - это всё одна и та же функция).

>>> np.random.sample()

0.6336371838734877

>>> np.random.sample(3)

array([ 0.53478558, 0.1441317 , 0.15711313])

>>> np.random.sample((2, 3))

array([[ 0.12915769, 0.09448946, 0.58778985],

[ 0.45488207, 0.19335243, 0.22129977]])

Без аргументов возвращает просто число в промежутке [0, 1), с одним целым числом - одномерный массив, с кортежем - массив с размерами, указанными в кортеже (все числа - из промежутка [0, 1)).

С помощью функции randint или random\_integers можно создать массив из целых чисел. Аргументы: low, high, size: от какого, до какого числа (randint не включает в себя это число, а random\_integers включает), и size - размеры массива.

>>> np.random.randint(0, 3, 10)

array([0, 2, 0, 1, 1, 0, 2, 2, 2, 0])

>>> np.random.random\_integers(0, 3, 10)

array([2, 2, 3, 3, 1, 1, 0, 2, 3, 2])

>>> np.random.randint(0, 3, (2, 10))

array([[0, 1, 2, 0, 0, 0, 1, 1, 1, 2],

[0, 0, 2, 2, 2, 0, 1, 2, 2, 1]])

Также можно генерировать числа согласно различным [распределениям](https://docs.scipy.org/doc/numpy/reference/routines.random.html#distributions) (Гаусса, Парето и другие). Чаще всего нужно равномерное распределение, которое можно получить с помощь функции uniform.

>>> np.random.uniform(2, 8, (2, 10))

array([[ 3.1517914 , 3.10313483, 2.84007134, 3.21556436, 4.64531786,

2.99232714, 7.03064897, 4.38691765, 5.27488548, 2.63472454],

[ 6.39470358, 5.63084131, 4.69996748, 7.07260546, 7.44340813,

4.10722203, 7.52956646, 4.8596943 , 3.97923973, 5.64505363]])

## Выбор и перемешивание

Перемешать NumPy массив можно с помощью функции shuffle:

>>> a = np.arange(10)

>>> a

array([0, 1, 2, 3, 4, 5, 6, 7, 8, 9])

>>> np.random.shuffle(a)

>>> a

array([2, 8, 7, 3, 5, 0, 4, 9, 1, 6])

Также можно перемешать массив с помощью функции permutation (она, в отличие от shuffle, возвращает перемешанный массив). Также она, вызванная с одним аргументом (целым числом), возвращает перемешанную последовательность от 0 до N.

>>> np.random.permutation(10)

array([1, 2, 3, 8, 7, 9, 4, 6, 5, 0])

Сделать случайную выборку из массива можно с помощью функции choice. Про неё стоит рассказать подробнее.

**numpy.random.choice**(a, size=None, replace=True, p=None)

* a : одномерный массив или число. Если массив, будет производиться выборка из него. Если число, то выборка будет производиться из np.arange(a).
* size : размерности массива. Если None, возвращается одно значение.
* replace : если True, то одно значение может выбираться более одного раза.
* p : вероятности. Это означает, что элементы можно выбирать с неравными вероятностями. Если не заданы, используется равномерное распределение.

>>> a = np.arange(10)

>>> a

array([0, 1, 2, 3, 4, 5, 6, 7, 8, 9])

>>> np.random.choice(a, 10, p=[0.5, 0.25, 0.25, 0, 0, 0, 0, 0, 0, 0])

array([0, 0, 0, 0, 1, 2, 0, 0, 1, 1])

## Инициализация генератора случайных чисел

seed(число) - инициализация генератора.

>>> np.random.seed(1000)

>>> np.random.random(10)

array([ 0.65358959, 0.11500694, 0.95028286, 0.4821914 , 0.87247454,

0.21233268, 0.04070962, 0.39719446, 0.2331322 , 0.84174072])

>>> np.random.seed(1000)

>>> np.random.random(10)

array([ 0.65358959, 0.11500694, 0.95028286, 0.4821914 , 0.87247454,

0.21233268, 0.04070962, 0.39719446, 0.2331322 , 0.84174072])

get\_state и set\_state - возвращают и устанавливают состояние генератора.

>>> np.random.seed(1000)

>>> state = np.random.get\_state()

>>> np.random.random(10)

array([ 0.65358959, 0.11500694, 0.95028286, 0.4821914 , 0.87247454,

0.21233268, 0.04070962, 0.39719446, 0.2331322 , 0.84174072])

>>> np.random.set\_state(state)

>>> np.random.random(10)

array([ 0.65358959, 0.11500694, 0.95028286, 0.4821914 , 0.87247454,

0.21233268, 0.04070962, 0.39719446, 0.2331322 , 0.84174072])

# **NumPy: linalg**

## Возведение в степень

**linalg.matrix\_power**(M, n) - возводит матрицу в степень n.

## Разложения

**linalg.cholesky**(a) - разложение Холецкого.

**linalg.qr**(a[, mode]) - QR разложение.

**linalg.svd**(a[, full\_matrices, compute\_uv]) - сингулярное разложение.

## Некоторые характеристики матриц

**linalg.eig**(a) - собственные значения и собственные векторы.

**linalg.norm**(x[, ord, axis]) - норма вектора или оператора.

**linalg.cond**(x[, p]) - число обусловленности.

**linalg.det**(a) - определитель.

**linalg.slogdet**(a) - знак и логарифм определителя (для избежания переполнения, если сам определитель очень маленький).

## Системы уравнений

**linalg.solve**(a, b) - решает систему линейных уравнений Ax = b.

**linalg.tensorsolve**(a, b[, axes]) - решает тензорную систему линейных уравнений Ax = b.

**linalg.lstsq**(a, b[, rcond]) - метод наименьших квадратов.

**linalg.inv**(a) - обратная матрица.

Замечания:

* **linalg.LinAlgError** - исключение, вызываемое данными функциями в случае неудачи (например, при попытке взять обратную матрицу от вырожденной).
* Подробная документация, как всегда, на английском:<https://docs.scipy.org/doc/numpy/reference/routines.linalg.html>
* Массивы большей размерности в большинстве функций linalg интерпретируются как набор из нескольких массивов нужной размерности. Таким образом, можно одним вызовом функции проделывать операции над несколькими объектами.

>>> a = np.arange(18).reshape((2,3,3))

>>> a

array([[[ 0, 1, 2],

[ 3, 4, 5],

[ 6, 7, 8]],

[[ 9, 10, 11],

[12, 13, 14],

[15, 16, 17]]])

>>> np.linalg.det(a)

array([ 0., 0.])

# **Что нового в Python 3,3?**

## Основная информация

Новые возможности синтаксиса:

* Новое выражение **yield from** для реализации генераторов.
* Синтаксис **u"unicode"** снова разрешен для объектов типа str.

Новые встроенные модули:

* faulthandler (отладка низкоуровневых ошибок)
* ipaddress (высокоуровневая работа с IP-адресами и масками)
* lzma (компрессия с использованием алгоритма XZ / LZMA)
* venv (виртуальная среда Python)

Новые встроенные улучшения:

* Переработана иерархия I/O исключений

Реализация улучшений:

* Переписана машина импорта на основе importlib
* Более компактные строки unicode
* Более компактные словари

Улучшения безопасности:

* Рандомизация хеш-суммы включена по умолчанию

## PEP 405: Виртуальная среда

Виртуальные среды помогут создать отдельные установки Python, разделяя общесистемные базовые установки для удобства обслуживания. Виртуальные среды имеют свой ​​собственный набор частных пакетов (т.е. локально установленные библиотеки), и необязательно отделены от общесистемных пакетов.

Этот PEP добавляет модуль venv для программного доступа, и скрипт pyvenv для доступа к командной строке и администрирования. Интерпретатору Python становится известно о pvenv.cfg файле, существование которого сигнализирует базу деревьев каталогов виртуальной среды.

## PEP 420: Пространство имен пакетов

Встроенная поддержка пакетов, которые не требуют файлы \_\_init\_\_.py

## PEP 393: гибкое представление строк

Строки изменены для поддержки нескольких внутренних представлений, в зависимости от символа с наибольшим порядковым Unicode (1, 2 или 4 байта). Это позволяет эффективно представлять строки в большинстве случаев, но дает доступ к полному UCS-4 на всех системах. Для совместимости с существующим API, несколько представлений могут существовать параллельно, с течением времени, эта совместимость должна быть прекращена.

На стороне C API, PEP 393 является полностью обратно совместимым. API должны оставаться доступными по крайней мере пять лет. Приложения, использующие API не будут в полной мере пользоваться сокращением памяти, или - еще хуже - может использовать немного больше памяти, так как Python, возможно, придется поддерживать две версии каждой строки (в устаревшем формате и в новом эффективного хранении).

### Функциональность

Изменения, внесенные PEP 393:

* Python теперь всегда поддерживает полный набор кодов Unicode, в том числе не-BMP символы (т.е. от U+0000 до U+10FFFF). Различие между узкой и широкой строкой больше не существует, и Python теперь ведет себя как при широкой сборке, даже под Windows.
* Со смертью узкой версии, проблемы, характерные для узкой версии также были исправлены, например:
  + len() теперь всегда возвращает 1 для не-BMP символов, поэтому len('\U0010FFFF') == 1 ;
  + суррогатные пары не рекомбинируют в строковые литералы, так '\uDBFF\uDFFF' != '\U0010FFFF' ;
  + индекс или срез не-BMP символов возвращает ожидаемое значение, поэтому '\U0010FFFF'[0] теперь возвращает '\U0010FFFF' , а не '\uDBFF' ;
  + Все другие функции в стандартной библиотеке теперь корректно обрабатывают не-BMP коды.
* Значение sys.maxunicode теперь всегда 1114111 ( 0x10FFFF в шестнадцатеричной). PyUnicode\_GetMax() по-прежнему возвращает либо 0xFFFF или 0x10FFFF для обратной совместимости, и его не следует использовать с новым API Unicode.
* ./configure флаг --with-wide-unicode был удален.

### Производительность и использование ресурсов

Хранение Unicode строк теперь зависит от максимального кода в ​​кодовой строке:

* ASCII и Latin1 строки ( U +0000- U +00 FF ) используют 1 байт;
* BMP строки ( U +0000- U + FFFF ) используют 2 байта;
* не-BMP строки ( U +10000- U +10 FFFF ) используют 4 байта.

Результатом является то, что для большинства приложений, использование памяти должно значительно уменьшиться - особенно по сравнению с бывшим Unicode, так как во многих случаях, строки будут чистым ASCII даже в международном контексте (потому что много строк хранят данные не-человеческим языком, такие как XML-фрагменты, HTTP заголовки, JSON-кодированные данных и т.д.). Мы также надеемся, что она, по тем же причинам, повысит эффективность кэш-памяти процессора для нетривиальных приложений. Использование памяти Python 3.3 в два-три раза меньше, чем Python 3.2, и немного меньше, чем Python 2.7, на тесте Django.

## PEP 3151: Переработка ОС и IO иерархии исключений

Иерархия исключений упрощена и более детальна.

Вам не придется больше беспокоиться о выборе подходящего типа исключения между OSError, IOError, EnvironmentError, WindowsError, mmap.error, socket.error или select.error. Все эти типы исключений теперь только один: OSError. Другие имена хранятся в качестве псевдонимов для обеспечения совместимости.

Кроме того, теперь легче поймать определенное условие ошибки. Вместо проверки атрибут ERRNO для конкретной постоянной из ERRNO модуля, вы можете обрабатывать конкретный подкласс OSError. Доступные подклассы:

* BlockingIOError
* ChildProcessError
* ConnectionError
* FileExistsError
* FileNotFoundError
* InterruptedError
* IsADirectoryError
* NotADirectoryError
* PermissionError
* ProcessLookupError
* TimeoutError

И ConnectionError также имеет подклассы:

* BrokenPipeError
* ConnectionAbortedError
* ConnectionRefusedError
* ConnectionResetError

Например, следующий код, написанный для Python 3.2:

from errno import ENOENT, EACCES, EPERM

try:

with open("document.txt") as f:

content = f.read()

except IOError as err:

if err.errno == ENOENT:

print("document.txt file is missing")

elif err.errno in (EACCES, EPERM):

print("You are not allowed to read document.txt")

else:

raise

Теперь может быть написан без импорта ERRNO и без ручной проверки атрибутов исключения:

try:

with open("document.txt") as f:

content = f.read()

except FileNotFoundError:

print("document.txt file is missing")

except PermissionError:

print("You are not allowed to read document.txt")

## PEP 380: Синтаксис для делегирования Subgenerator

PEP 380 добавляет выражение **yield from**, что позволяет генератору делегировать часть своих операций на другой генератор. Это позволяет части кода, содержащего 'yield', чтобы быть вынесена и помещена в другой генератор. Кроме того, subgenerator разрешили вернуться со значением, а значение становится доступным для делегирования генератора.

Хотя предназначен в первую очередь для использования в делегировании subgenerator, yield from фактически позволяет делегировать произвольные subiterators.

Для простых итераторов **yield from iterable** это просто сокращенная форма для **for item in iterable: yield item**

>>> def g(x):

... yield from range(x, 0, -1)

... yield from range(x)

...

>>> list(g(5))

[5, 4, 3, 2, 1, 0, 1, 2, 3, 4]

Однако, в отличие от обычного цикла, yield from позволяет и вернуть окончательное значение во внешний генератор:

>>> def accumulate(start=0):

... tally = start

... while 1:

... next = yield

... if next is None:

... return tally

... tally += next

...

>>> def gather\_tallies(tallies, start=0):

... while 1:

... tally = yield from accumulate()

... tallies.append(tally)

...

>>> tallies = []

>>> acc = gather\_tallies(tallies)

>>> next(acc) # Ensure the accumulator is ready to accept values

>>> for i in range(10):

... acc.send(i)

...

>>> acc.send(None) # Finish the first tally

>>> for i in range(5):

... acc.send(i)

...

>>> acc.send(None) # Finish the second tally

>>> tallies

[45, 10]

Основной принцип изменения - позволить разделить генератор на несколько субгенераторов так же легко, как одна большая функция может быть разбита на несколько подфункций.

## PEP 409: Подавление контекста исключения

PEP 409 вводит новый синтаксис, который позволяет отключить контекст исключений. Это позволяет получать чистое сообщение об ошибках в приложениях, конвертировать в разные типы исключений:

>>> class D:

... def \_\_init\_\_(self, extra):

... self.\_extra\_attributes = extra

... def \_\_getattr\_\_(self, attr):

... try:

... return self.\_extra\_attributes[attr]

... except KeyError:

... raise AttributeError(attr) from None

...

>>> D({}).x

Traceback (most recent call last):

File "", line 1, in

File "", line 8, in \_\_getattr\_\_

AttributeError: x

Без выражения **from None** будет возбуждено стандартное исключение:

>>> class C:

... def \_\_init\_\_(self, extra):

... self.\_extra\_attributes = extra

... def \_\_getattr\_\_(self, attr):

... try:

... return self.\_extra\_attributes[attr]

... except KeyError:

... raise AttributeError(attr)

...

>>> C({}).x

Traceback (most recent call last):

File "", line 6, in \_\_getattr\_\_

KeyError: 'x'

During handling of the above exception, another exception occurred:

Traceback (most recent call last):

File "", line 1, in

File "", line 8, in \_\_getattr\_\_

AttributeError: x

Однако оригинальное исключение все равно остается доступным, для упрощения отладки:

>>> try:

... D({}).x

... except AttributeError as exc:

... print(repr(exc.\_\_context\_\_))

...

KeyError('x',)

## Полные имена для классов и функций

Функции и объекты класса в python 3.3 имеют новый атрибут \_\_qualname\_\_ (представляет «путь» от модуля верхнего уровня). Для глобальных функций и классов это то же, что и \_\_name\_\_ . Для других функций и классов, он обеспечивает лучшую информацию о том, где они были фактически определены, и как они могут быть доступны из глобальной области.

Пример с (несвязанным) методом:

>>> class C:

... def meth(self):

... pass

>>> C.meth.\_\_name\_\_

'meth'

>>> C.meth.\_\_qualname\_\_

'C.meth'

Пример с вложенными классами:

>>> class C:

... class D:

... def meth(self):

... pass

...

>>> C.D.\_\_name\_\_

'D'

>>> C.D.\_\_qualname\_\_

'C.D'

>>> C.D.meth.\_\_name\_\_

'meth'

>>> C.D.meth.\_\_qualname\_\_

'C.D.meth'

Пример с вложенной функцией:

>>> def outer():

... def inner():

... pass

... return inner

...

>>> outer().\_\_name\_\_

'inner'

>>> outer().\_\_qualname\_\_

'outer..inner'

Строковое представление этих объектов также изменено, для отображения большей информации:

>>> str(C.D)

""

>>> str(C.D.meth)

''

## PEP 412: Ключ-шеринг словари

Словари в python 3.3 теперь имеют возможность совместно использовать часть памяти, хранящую ключи и их хеши, что повышает производительность большинства не встроенных типов.

# **Вышел Python 3.4.0**

## Новые особенности:

* В поставку добавлен инсталлятор для пакетного менеджера pip.
* Новые файловые дескрипторы теперь по умолчанию не наследуются дочерними подпроцессами.
* Опция командной строки для изолированного режима (-I).
* Улучшения в обработке нетекстовых кодеков.
* Стандартизирован тип "ModuleSpec" для предоставления метаданных системы импорта модулей на стадии до непосредственной загрузки модуля.
* marshal стал более компактным и эффективным.

## Новые модули:

* asyncio: новый предварительный API для асинхронного ввода-вывода.
* ensurepip: загрузка инсталлятора pip.
* enum: реализация классов IntEnum и Enum для работы со списками перечислимых констант.
* pathlib: объектно-ориентированный интерфейс для доступа к файловой системе.
* selectors: высокоуровневое и эффективное мультиплексирование ввода-вывода, надстройка над модулем select.
* statistics: модуль для математической статистики.
* tracemalloc: трассировка распределения памяти.

## Значительно улучшенные модули:

* В functools добавлены generic-функции одиночной диспетчеризации (Single-dispatch generic functions).
* Новый протокол pickle 4.
* multiprocessing имеет опцию для избежания использования os.fork в Unix.
* email имеет новый подмодуль contentmanager, и новый подкласс класса Message (EmailMessage), что упрощает обработку MIME.
* inspect и pydoc способны к корректной интроспекции более широкого круга вызываемых объектов, что улучшает вывод функции help().
* ipaddress объявлен стабильным.

## Улучшения безопасности:

* Более безопасный алгоритм хэширования.
* Новая функция hashlib.pbkdf2\_hmac() (хэширование по алгоритму PBKDF2).
* В модуль ssl добавлена поддержка SNI (Server Name Indication, позволяет обеспечить доступ через шифрованное соединение к виртуальным хостам на одном IP) на стороне сервера, а также поддержка TLSv1.1 и TLSv1.2.

## Улучшения CPython:

* Безопасная финализация объектов.
* Новый C API для создания собственных методов распределения памяти.

Подробнее: <https://docs.python.org/3/whatsnew/3.4.html>.

# **pythondigest.ru - самые свежие новости из мира Python**

Многие уже видели этот ресурс, а кто не видел - рассказываю, так как ресурс действительно стоящий.

[pythondigest.ru](http://pythondigest.ru/) - агрегатор новостей о Python, где каждый может [добавить](http://pythondigest.ru/add/) свою (или увиденную на просторе интернета) новость из мира Python.

Новости можно фильтровать по языку (русский или английский), а также по разделам:

* Интересные проекты, инструменты, библиотеки
* Книги и документация
* Конференции, события, встречи разработчиков
* Новости
* Релизы
* Статьи и интервью
* Видео

Например, [все русские новости](http://pythondigest.ru/feed/?lang=ru).

Также каждую неделю составляется выпуск новостей. Например, [самый первый выпуск](http://pythondigest.ru/issue/1/).

Также можно подписаться на новости от pythondigest [по RSS](http://pythondigest.ru/rss/) или через [twitter](https://twitter.com/pydigest).

# **Модуль fractions**

Модуль fractions предоставляет поддержку рациональных чисел.

class **fractions.Fraction**(numerator=0, denominator=1)

class **fractions.Fraction**(other\_fraction)

class **fractions.Fraction**(float)

class **fractions.Fraction**(decimal)

class **fractions.Fraction**(string)

Класс, представляющий собой рациональные числа. Экземпляр класса можно создать из пары чисел (числитель, знаменатель), из другого рационального числа, числа с плавающей точкой, числа типа decimal.Decimal, и из строки, представляющей собой число.

>>> from fractions import Fraction

>>> Fraction(1, 3)

Fraction(1, 3)

>>> Fraction(2, 6)

Fraction(1, 3)

>>> Fraction(100)

Fraction(100, 1)

>>> Fraction()

Fraction(0, 1)

>>> Fraction('3/7')

Fraction(3, 7)

>>> Fraction(' 3/7 ')

Fraction(3, 7)

>>> Fraction('3.1415')

Fraction(6283, 2000)

>>> Fraction(3.1415)

Fraction(7074029114692207, 2251799813685248)

Необходимо заметить, что, поскольку числа с плавающей точкой не совсем точны, получающееся рациональное число может отличаться от того, что мы хотим получить. Можете поделить столбиком 7074029114692207 на 2251799813685248 и убедиться :)

Рациональные числа можно, как int и float, складывать, умножать, делить...

>>> from fractions import Fraction

>>> a = Fraction(1, 7)

>>> b = Fraction(1, 3)

>>> a + b

Fraction(10, 21)

>>> a - b

Fraction(-4, 21)

>>> a \* b

Fraction(1, 21)

>>> a / b

Fraction(3, 7)

>>> a % b

Fraction(1, 7)

>>> b % a

Fraction(1, 21)

>>> a \*\* b

0.5227579585747102

>>> abs(a - b)

Fraction(4, 21)

**Fraction.limit\_denominator**(max\_denominator=1000000) - ближайшее рациональное число со знаменателем не больше данного.

>>> from fractions import Fraction

>>> a = Fraction(3.1415)

>>> a

Fraction(7074029114692207, 2251799813685248)

>>> a.limit\_denominator()

Fraction(6283, 2000)

Также, помимо класса рациональных чисел, модуль fractions предоставляет функцию для нахождения наибольшего общего делителя.

**fractions.gcd**(a, b) - наибольший общий делитель чисел a и b.

>>> from fractions import gcd

>>> gcd(1, 5)

1

>>> gcd(1000, 3)

1

>>> gcd(4, 6)

2

>>> gcd(0, 2)

2

>>> gcd(0, 0)

0

# **Модуль cmath**

Модуль cmath – предоставляет функции для работы с комплексными числами.

**cmath.phase**(x) - возвращает фазу комплексного числа (её ещё называют аргументом). Эквивалентно math.atan2(x.imag, x.real). Результат лежит в промежутке [-π, π].

Получить модуль комплексного числа можно с помощью встроенной функции abs().

**cmath.polar**(x) - преобразование к полярным координатам. Возвращает пару (r, phi).

**cmath.rect**(r, phi) - преобразование из полярных координат.

**cmath.exp**(x) - ex.

**cmath.log**(x[, base]) - логарифм x по основанию base. Если base не указан, возвращается натуральный логарифм.

**cmath.log10**(x) - десятичный логарифм.

**cmath.sqrt**(x) - квадратный корень из x.

**cmath.acos**(x) - арккосинус x.

**cmath.asin**(x) - арксинус x.

**cmath.atan**(x) - арктангенс x.

**cmath.cos**(x) - косинус x.

**cmath.sin**(x) - синус x.

**cmath.tan**(x) - тангенс x.

**cmath.acosh**(x) - гиперболический арккосинус x.

**cmath.asinh**(x) - гиперболический арксинус x.

**cmath.atanh**(x) - гиперболический арктангенс x.

**cmath.cosh**(x) - гиперболический косинус x.

**cmath.sinh**(x) - гиперболический синус x.

**cmath.tanh**(x) - гиперболический тангенс x.

**cmath.isfinite**(x) - True, если действительная и мнимая части конечны.

**cmath.isinf**(x) - True, если либо действительная, либо мнимая часть бесконечна.

**cmath.isnan**(x) - True, если либо действительная, либо мнимая часть NaN.

**cmath.pi** - π.

**cmath.e** - e.

# **Модуль glob**

Модуль glob находит все пути, совпадающие с заданным шаблоном в соответствии с правилами, используемыми оболочкой Unix. Обрабатываются символы "\*" (произвольное количество символов), "?" (один символ), и диапазоны символов с помощью []. Для использования тильды "~" и переменных окружения необходимо использовать os.path.expanduser() и os.path.expandvars().

Для поиска спецсимволов, заключайте их в квадратные скобки. Например, [?] соответствует символу "?".

**glob.glob**(pathname) возвращение список (возможно, пустой) путей, соответствующих шаблону pathname. Путь может быть как абсолютным (например, /usr/src/Python-1.5/Makefile) или относительный (как ../../Tools/\*/\*.gif).

**glob.iglob**(pathname) - возвращает итератор, дающий те же значения, что и glob.glob.

**glob.escape**(pathname) - экранирует все специальные символы для glob ("?", "\*" и "["). Специальные символы в имени диска не экранируются (так как они там не учитываются), то есть в Windows escape("//?/c:/Quo vadis?.txt") возвращает "//?/c:/Quo vadis[?].txt". (новое в python 3.4).

Рассмотрим, например, каталог, содержащий только следующие файлы: 1.gif, 2.txt и card.gif. glob.glob() вернёт следующие результаты. Обратите внимание, что любые ведущие компоненты пути сохраняются.

>>> import glob

>>> glob.glob('./[0-9].\*')

['./1.gif', './2.txt']

>>> glob.glob('\*.gif')

['1.gif', 'card.gif']

>>> glob.glob('?.gif')

['1.gif']

Если каталог содержит файлы, начинающиеся с ".", они не будут включаться по умолчанию. Рассмотрим, например, каталог, содержащий card.gif и .card.gif:

>>> import glob

>>> glob.glob('\*.gif')

['card.gif']

>>> glob.glob('.c\*')

['.card.gif']

# **Модуль copy - поверхностное и глубокое копирование объектов**

Операция присваивания не копирует объект, он лишь создаёт ссылку на объект. Для изменяемых коллекций, или для коллекций, содержащих изменяемые элементы, часто необходима такая копия, чтобы её можно было изменить, не изменяя оригинал. Данный модуль предоставляет общие (поверхностная и глубокая) операции копирования.

**copy.copy**(x) - возвращает поверхностную копию x.

**copy.deepcopy**(x) - возвращает полную копию x.

Исключение **copy.error** - возникает, если объект невозможно скопировать.

Разница между поверхностным и глубоким копированием существенна только для составных объектов, содержащих изменяемые объекты (например, список списков, или словарь, в качестве значений которого - списки или словари):

* **Поверхностная копия** создает новый составной объект, и затем (по мере возможности) вставляет в него ссылки на объекты, находящиеся в оригинале.
* **Глубокая копия** создает новый составной объект, и затем рекурсивно вставляет в него копии объектов, находящихся в оригинале.

>>> import copy

>>> test\_1 = [1, 2, 3, [1, 2, 3]]

>>> test\_copy = copy.copy(test\_1)

>>> print(test\_1, test\_copy)

[1, 2, 3, [1, 2, 3]] [1, 2, 3, [1, 2, 3]]

>>> test\_copy[3].append(4)

>>> print(test\_1, test\_copy)

[1, 2, 3, [1, 2, 3, 4]] [1, 2, 3, [1, 2, 3, 4]]

>>> test\_1 = [1, 2, 3, [1, 2, 3]]

>>> test\_deepcopy = copy.deepcopy(test\_1)

>>> test\_deepcopy[3].append(4)

>>> print(test\_1, test\_deepcopy)

[1, 2, 3, [1, 2, 3]] [1, 2, 3, [1, 2, 3, 4]]

Для операции глубокого копирования часто возникают две проблемы, которых нет у операции поверхностного копирования:

* Рекурсивные объекты (составные объекты, которые явно или неявно содержат ссылки на себя) могут стать причиной рекурсивного цикла;
* Поскольку глубокая копия копирует всё, она может скопировать слишком много, например, административные структуры данных, которые должны быть разделяемы даже между копиями.

Функция deepcopy решает эти проблемы путем:

* Хранения "memo" словаря объектов, скопированных во время текущего прохода копирования;
* Позволения классам, определенным пользователем, переопределять операцию копирования или набор копируемых компонентов.

>>> r = [1, 2, 3]

>>> r.append(r)

>>> print(r)

[1, 2, 3, [...]]

>>> p = copy.deepcopy(r)

>>> print(p)

[1, 2, 3, [...]]

Этот модуль не копирует типы вроде модулей, классов, функций, методов, следа в стеке, стековых кадров, файлов, сокетов, окон, и подобных типов.

Поверхностная копия изменяемых объектов также может быть создана методом .copy() у списков(начиная с Python 3.3), присваиванием среза (copied\_list = original\_list[:]), методом .copy() словарей и множеств. Создавать копию неизменяемых объектов (таких, как, например, строк) необязательно (они же неизменяемые).

Для того, чтобы определить собственную реализацию копирования, класс может определить специальные методы \_\_copy\_\_() и \_\_deepcopy\_\_(). Первый вызывается для реализации операции поверхностного копирования; дополнительных аргументов не передается. Второй вызывается для реализации операции глубокого копирования; ему передается один аргумент, словарь memo. Если реализация \_\_deepcopy\_\_() нуждается в создании глубокой копии компонента, то он должен вызвать функцию deepcopy() с компонентом в качестве первого аргумента и словарем memo в качестве второго аргумента.

# **Модуль functools**

Модуль functools - сборник функций высокого уровня: взаимодействующих с другими функциями или возвращающие другие функции.

Модуль functools определяет следующие функции:

**functools.cmp\_to\_key**(func) - превращает функцию сравнения в key-функцию. Используется с инструментами, принимающие key-функции (sorted(), min(), max(), heapq.nlargest(), heapq.nsmallest(), itertools.groupby()). Эта функция в основном используется в качестве переходного инструмента для программ, преобразованных из Python 2, которые поддерживали использование функций сравнения.

Функция сравнения - функция, принимающая два аргумента, сравнивающая их и возвращающая отрицательное число, если первый аргумент меньше, ноль, если равен и положительное число, если больше. Key-функция - функция, принимающая один аргумент и возвращающая другое значение, определяющее положение аргумента при сортировке.

@**functools.lru\_cache**(maxsize=128, typed=False) - декоратор, который сохраняет результаты maxsize последних вызовов. Это может сэкономить время при дорогих вычислениях, если функция периодически вызывается с теми же аргументами.

Поскольку в качестве кэша используется словарь, все аргументы должны быть хешируемыми.

Если maxsize установлен в None, кэш может возрастать бесконечно. Также функция наиболее эффективна, если maxsize это степень двойки.

Если typed - True, аргументы функции с разными типами будут кэшироваться отдельно. Например, f(3) и f(3.0) будут считаться разными вызовами, возвращающие, возможно, различный результат.

Чтобы помочь измерить эффективность кэширования и отрегулировать размер кэша, обёрнутая функция дополняется функцией cache\_info(), возвращающая namedtuple, показывающий попадания в кэш, промахи, максимальный размер и текущий размер. В многопоточном окружении, количество попаданий и промахов приблизительно.

Также имеется функция cache\_clear() для очистки кэша.

Оригинальная функция доступна через атрибут \_\_wrapped\_\_.

from functools import lru\_cache

# Пример получения веб-страниц

import urllib.request

@lru\_cache(maxsize=32)

def get\_pep(num):

'Retrieve text of a Python Enhancement Proposal'

resource = 'http://www.python.org/dev/peps/pep-%04d/' % num

try:

with urllib.request.urlopen(resource) as s:

return s.read()

except urllib.error.HTTPError:

return 'Not Found'

for n in 8, 290, 308, 320, 8, 218, 320, 279, 289, 320, 9991:

pep = get\_pep(n)

print(n, len(pep))

print(get\_pep.cache\_info())

# CacheInfo(hits=3, misses=8, maxsize=32, currsize=8)

# Числа Фибоначчи (попробуйте убрать lru\_cache) :)

@lru\_cache(maxsize=None)

def fib(n):

if n < 2:

return n

return fib(n-1) + fib(n-2)

print([fib(n) for n in range(100)])

# [0, 1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89, 144, 233, 377, 610...

print(fib.cache\_info())

# CacheInfo(hits=196, misses=100, maxsize=None, currsize=100)

@**functools.total\_ordering** - декоратор класса, в котором задан один или более методов сравнения. Этот декоратор автоматически добавляет все остальные методы. Класс должен определять один из методов \_\_lt\_\_(), \_\_le\_\_(), \_\_gt\_\_(), или \_\_ge\_\_(). Кроме того, он должен определять метод \_\_eq\_\_().

Например:

@total\_ordering

class Student:

def \_\_eq\_\_(self, other):

return ((self.lastname.lower(), self.firstname.lower()) ==

(other.lastname.lower(), other.firstname.lower()))

def \_\_lt\_\_(self, other):

return ((self.lastname.lower(), self.firstname.lower()) <

(other.lastname.lower(), other.firstname.lower()))

**functools.partial**(func, \*args, \*\*keywords) - возвращает partial-объект (по сути, функцию), который при вызове вызывается как функция func, но дополнительно передают туда позиционные аргументы args, и именованные аргументы kwargs. Если другие аргументы передаются при вызове функции, то позиционные добавляются в конец, а именованные расширяют и перезаписывают.

Например:

from functools import partial

basetwo = partial(int, base=2)

basetwo.\_\_doc\_\_ = 'Convert base 2 string to an int.'

print(basetwo('10010'))

# 18

**functools.reduce**(function, iterable[, initializer]) - берёт два первых элемента, применяет к ним функцию, берёт значение и третий элемент, и таким образом сворачивает iterable в одно значение. Например, reduce(lambda x, y: x+y, [1, 2, 3, 4, 5]) эквивалентно ((((1+2)+3)+4)+5). Если задан initializer, он помещается в начале последовательности.

**functools.update\_wrapper**(wrapper, wrapped, assigned=WRAPPER\_ASSIGNMENTS, updated=WRAPPER\_UPDATES) - обновляет функцию-оболочку, чтобы она стала похожей на обёрнутую функцию. assigned - кортеж, указывающий, какие атрибуты исходной функции копируются в функцию-оболочку (по умолчанию это WRAPPER\_ASSIGNMENTS (\_\_name\_\_, \_\_module\_\_, \_\_annotations\_\_ и \_\_doc\_\_)). updated - кортеж, указывающий, какие атрибуты обновляются (по умолчанию это WRAPPER\_UPDATES (обновляется \_\_dict\_\_ функции-оболочки)).

@**functools.wraps**(wrapped, assigned=WRAPPER\_ASSIGNMENTS, updated=WRAPPER\_UPDATES) - удобная функция для вызова partial(update\_wrapper, wrapped=wrapped, assigned=assigned, updated=updated) как [декоратора](http://pythonworld.ru/osnovy/dekoratory.html) при определении функции-оболочки. Например:

from functools import wraps

def my\_decorator(f):

@wraps(f)

def wrapper(\*args, \*\*kwds):

print('Calling decorated function')

return f(\*args, \*\*kwds)

return wrapper

@my\_decorator

def example():

"""Docstring"""

print('Called example function')

example()

# Calling decorated function

# Called example function

print(example.\_\_name\_\_)

# example

print(example.\_\_doc\_\_)

# Docstring

# **Модуль os.path**

**os.path** является вложенным модулем в модуль os, и реализует некоторые полезные функции на работы с путями.

**os.path.abspath**(path) - возвращает нормализованный абсолютный путь.

**os.path.basename**(path) - базовое имя пути (эквивалентно os.path.split(path)[1]).

**os.path.commonprefix**(list) - возвращает самый длинный префикс всех путей в списке.

**os.path.dirname**(path) - возвращает имя директории пути path.

**os.path.exists**(path) - возвращает True, если path указывает на существующий путь или дескриптор открытого файла.

**os.path.expanduser**(path) - заменяет ~ или ~user на домашнюю директорию пользователя.

**os.path.expandvars**(path) - возвращает аргумент с подставленными переменными окружения ($name или ${name} заменяются переменной окружения name). Несуществующие имена не заменяет. На Windows также заменяет %name%.

**os.path.getatime**(path) - время последнего доступа к файлу, в секундах.

**os.path.getmtime**(path) - время последнего изменения файла, в секундах.

**os.path.getctime**(path) - время создания файла (Windows), время последнего изменения файла (Unix).

**os.path.getsize**(path) - размер файла в байтах.

**os.path.isabs**(path) - является ли путь абсолютным.

**os.path.isfile**(path) - является ли путь файлом.

**os.path.isdir**(path) - является ли путь директорией.

**os.path.islink**(path) - является ли путь символической ссылкой.

**os.path.ismount**(path) - является ли путь точкой монтирования.

**os.path.join**(path1[, path2[, ...]]) - соединяет пути с учётом особенностей операционной системы.

**os.path.normcase**(path) - нормализует регистр пути (на файловых системах, не учитывающих регистр, приводит путь к нижнему регистру).

**os.path.normpath**(path) - нормализует путь, убирая избыточные разделители и ссылки на предыдущие директории. На Windows преобразует прямые слеши в обратные.

**os.path.realpath**(path) - возвращает канонический путь, убирая все символические ссылки (если они поддерживаются).

**os.path.relpath**(path, start=None) - вычисляет путь относительно директории start (по умолчанию - относительно текущей директории).

**os.path.samefile**(path1, path2) - указывают ли path1 и path2 на один и тот же файл или директорию.

**os.path.sameopenfile**(fp1, fp2) - указывают ли дескрипторы fp1 и fp2 на один и тот же открытый файл.

**os.path.split**(path) - разбивает путь на кортеж (голова, хвост), где хвост - последний компонент пути, а голова - всё остальное. Хвост никогда не начинается со слеша (если путь заканчивается слешем, то хвост пустой). Если слешей в пути нет, то пустой будет голова.

**os.path.splitdrive**(path) - разбивает путь на пару (привод, хвост).

**os.path.splitext**(path) - разбивает путь на пару (root, ext), где ext начинается с точки и содержит не более одной точки.

**os.path.supports\_unicode\_filenames** - поддерживает ли файловая система Unicode.

# **Модуль json**

JSON (JavaScript Object Notation) - простой формат обмена данными, основанный на подмножестве синтаксиса JavaScript. Модуль json позволяет кодировать и декодировать данные в удобном формате.

Кодирование основных объектов Python:

>>> import json

>>> json.dumps(['foo', {'bar': ('baz', None, 1.0, 2)}])

'["foo", {"bar": ["baz", null, 1.0, 2]}]'

>>> print(json.dumps("\"foo\bar"))

"\"foo\bar"

>>> print(json.dumps('\u1234'))

"\u1234"

>>> print(json.dumps('\\'))

"\\"

>>> print(json.dumps({"c": 0, "b": 0, "a": 0}, sort\_keys=True))

{"a": 0, "b": 0, "c": 0}

Компактное кодирование:

>>> import json

>>> json.dumps([1,2,3,{'4': 5, '6': 7}], separators=(',', ':'))

'[1,2,3,{"4":5,"6":7}]'

Красивый вывод:

>>> import json

>>> print(json.dumps({'4': 5, '6': 7}, sort\_keys=True, indent=4))

{

"4": 5,

"6": 7

}

Декодирование (парсинг) JSON:

>>> import json

>>> json.loads('["foo", {"bar":["baz", null, 1.0, 2]}]')

['foo', {'bar': ['baz', None, 1.0, 2]}]

>>> json.loads('"\\"foo\\bar"')

'"foo\x08ar'

## Основы

**json.dump**(obj, fp, skipkeys=False, ensure\_ascii=True, check\_circular=True, allow\_nan=True, cls=None, indent=None, separators=None, default=None, sort\_keys=False, \*\*kw) - сериализует obj как форматированный JSON поток в fp.

Если skipkeys = True, то ключи словаря не базового типа (str, unicode, int, long, float, bool, None) будут проигнорированы, вместо того, чтобы вызывать исключение TypeError.

Если ensure\_ascii = True, все не-ASCII символы в выводе будут экранированы последовательностями \uXXXX, и результатом будет строка, содержащая только ASCII символы. Если ensure\_ascii = False, строки запишутся как есть.

Если check\_circular = False, то проверка циклических ссылок будет пропущена, а такие ссылки будут вызывать OverflowError.

Если allow\_nan = False, при попытке сериализовать значение с запятой, выходящее за допустимые пределы, будет вызываться ValueError (nan, inf, -inf) в строгом соответствии со спецификацией JSON, вместо того, чтобы использовать эквиваленты из JavaScript (NaN, Infinity, -Infinity).

Если indent является неотрицательным числом, то массивы и объекты в JSON будут выводиться с этим уровнем отступа. Если уровень отступа 0, отрицательный или "", то вместо этого будут просто использоваться новые строки. Значение по умолчанию None отражает наиболее компактное представление. Если indent - строка, то она и будет использоваться в качестве отступа.

Если sort\_keys = True, то ключи выводимого словаря будут отсортированы.

**json.dumps**(obj, skipkeys=False, ensure\_ascii=True, check\_circular=True, allow\_nan=True, cls=None, indent=None, separators=None, default=None, sort\_keys=False, \*\*kw) - сериализует obj в строку JSON-формата.

Аргументы имеют то же значение, что и для dump().

Ключи в парах ключ/значение в JSON всегда являются строками. Когда словарь конвертируется в JSON, все ключи словаря преобразовываются в строки. В результате этого, если словарь сначала преобразовать в JSON, а потом обратно в словарь, то можно не получить словарь, идентичный исходному. Другими словами, loads(dumps(x)) != x, если x имеет нестроковые ключи.

**json.load**(fp, cls=None, object\_hook=None, parse\_float=None, parse\_int=None, parse\_constant=None, object\_pairs\_hook=None, \*\*kw) - десериализует JSON из fp.

object\_hook - опциональная функция, которая применяется к результату декодирования объекта (dict). Использоваться будет значение, возвращаемое этой функцией, а не полученный словарь.

object\_pairs\_hook - опциональная функция, которая применяется к результату декодирования объекта с определённой последовательностью пар ключ/значение. Будет использован результат, возвращаемый функцией, вместо исходного словаря. Если задан так же object\_hook, то приоритет отдаётся object\_pairs\_hook.

parse\_float, если определён, будет вызван для каждого значения JSON с плавающей точкой. По умолчанию, это эквивалентно float(num\_str).

parse\_int, если определён, будет вызван для строки JSON с числовым значением. По умолчанию эквивалентно int(num\_str).

parse\_constant, если определён, будет вызван для следующих строк: "-Infinity", "Infinity", "NaN". Может быть использовано для возбуждения исключений при обнаружении ошибочных чисел JSON.

Если не удастся десериализовать JSON, будет возбуждено исключение ValueError.

**json.loads**(s, encoding=None, cls=None, object\_hook=None, parse\_float=None, parse\_int=None, parse\_constant=None, object\_pairs\_hook=None, \*\*kw) - десериализует s (экземпляр str, содержащий документ JSON) в объект Python.

Остальные аргументы аналогичны аргументам в load().

## Кодировщики и декодировщики

Класс **json.JSONDecoder**(object\_hook=None, parse\_float=None, parse\_int=None, parse\_constant=None, strict=True, object\_pairs\_hook=None) - простой декодер JSON.

Выполняет следующие преобразования при декодировании:

| **JSON** | **Python** |
| --- | --- |
| object | dict |
| array | list |
| string | str |
| number (int) | int |
| number (real) | float |
| true | True |
| false | False |
| null | None |

Он также понимает NaN, Infinity, и -Infinity как соответствующие значения float, которые находятся за пределами спецификации JSON.

Класс **json.JSONEncoder**(skipkeys=False, ensure\_ascii=True, check\_circular=True, allow\_nan=True, sort\_keys=False, indent=None, separators=None, default=None)

Расширяемый кодировщик JSON для структур данных Python. Поддерживает следующие объекты и типы данных по умолчанию:

| **Python** | **JSON** |
| --- | --- |
| dict | object |
| list, tuple | array |
| str | string |
| int, float | number |
| True | true |
| False | false |
| None | null |

# **Модуль calendar**

Модуль calendar позволяет напечатать себе календарик (а также содержит некоторые другие полезные функции для работы с календарями).

**calendar.Calendar**(firstweekday=0) - класс календаря. firstweekday - первый день недели (0 - понедельник, 6 - воскресенье).

Методы:

**iterweekdays**() - итератор дней недели, начиная с firstweekday.

**itermonthdates**(year, month) - итератор для месяца month года year. Возвращает все дни этого месяца (как объекты datetime.date), а также дни до и после этого месяца до полной недели.

**itermonthdays2**(year, month) - как itermonthdates, только дни возвращаются не как datetime.date объекты, а кортежи (номер дня, номер дня недели).

**itermonthdays**(year, month) - как itermonthdates, только дни возвращаются не как datetime.date объекты, а номера дней.

**monthdatescalendar**(year, month) - список недель в месяце. Неделя - список из 7 объектов datetime.date.

**monthdays2calendar**(year, month) - как monthdatescalendar, но объекты - кортежи (номер дня, номер дня недели).

**monthdayscalendar**(year, month) - как monthdatescalendar, но объекты - номера дней.

**calendar.TextCalendar**(firstweekday=0) - класс для генерации текстового календаря.

Методы:

**formatmonth**(theyear, themonth, w=0, l=0) - возвращает календарь на месяц в виде строки, с шириной колонки w и высотой l.

**prmonth**(theyear, themonth, w=0, l=0) - печатает календарь на месяц.

**formatyear**(theyear, w=2, l=1, c=6, m=3) - возвращает календарь на год; из m колонок, шириной даты w, высотой недели l и количеством пробелов между месяцами c.

**pryear**(theyear, w=2, l=1, c=6, m=3) - печатает календарь на год.

**calendar.HTMLCalendar**(firstweekday=0) - класс для генерации HTML календаря.

Методы:

**formatmonth**(theyear, themonth, withyear=True) - календарь на месяц в виде HTML таблицы. Если withyear True, номер года будет включен в заголовок.

**formatyear**(theyear, width=3) - календарь на год в виде HTML таблицы. width - количество месяцев в ряду.

**formatyearpage**(theyear, width=3, css="calendar.css", encoding=None) - календарь на год в виде полноценной HTML страницы, с подключением файла css (который вы можете создать сами), и в кодировке encoding.

**calendar.LocaleTextCalendar**(firstweekday=0, locale=None) - позволяет создать текстовый календарь с названиями на родном языке.

**calendar.LocaleHTMLCalendar**(firstweekday=0, locale=None) - позволяет создать HTML календарь с названиями на родном языке.

Например, вот такой календарик получился у меня:

import calendar

a = calendar.LocaleHTMLCalendar(locale='Russian\_Russia')

with open('calendar.html', 'w') as g:

print(a.formatyear(2014, width=4), file=g)

|  |  |  |  |
| --- | --- | --- | --- |
| **2014** | | | |
| |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **Январь** | | | | | | | | **Пн** | **Вт** | **Ср** | **Чт** | **Пт** | **Сб** | **Вс** | |  |  | 1 | 2 | 3 | 4 | 5 | | 6 | 7 | 8 | 9 | 10 | 11 | 12 | | 13 | 14 | 15 | 16 | 17 | 18 | 19 | | 20 | 21 | 22 | 23 | 24 | 25 | 26 | | 27 | 28 | 29 | 30 | 31 |  |  | | |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **Февраль** | | | | | | | | **Пн** | **Вт** | **Ср** | **Чт** | **Пт** | **Сб** | **Вс** | |  |  |  |  |  | 1 | 2 | | 3 | 4 | 5 | 6 | 7 | 8 | 9 | | 10 | 11 | 12 | 13 | 14 | 15 | 16 | | 17 | 18 | 19 | 20 | 21 | 22 | 23 | | 24 | 25 | 26 | 27 | 28 |  |  | | |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **Март** | | | | | | | | **Пн** | **Вт** | **Ср** | **Чт** | **Пт** | **Сб** | **Вс** | |  |  |  |  |  | 1 | 2 | | 3 | 4 | 5 | 6 | 7 | 8 | 9 | | 10 | 11 | 12 | 13 | 14 | 15 | 16 | | 17 | 18 | 19 | 20 | 21 | 22 | 23 | | 24 | 25 | 26 | 27 | 28 | 29 | 30 | | 31 |  |  |  |  |  |  | | |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **Апрель** | | | | | | | | **Пн** | **Вт** | **Ср** | **Чт** | **Пт** | **Сб** | **Вс** | |  | 1 | 2 | 3 | 4 | 5 | 6 | | 7 | 8 | 9 | 10 | 11 | 12 | 13 | | 14 | 15 | 16 | 17 | 18 | 19 | 20 | | 21 | 22 | 23 | 24 | 25 | 26 | 27 | | 28 | 29 | 30 |  |  |  |  | |
| |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **Май** | | | | | | | | **Пн** | **Вт** | **Ср** | **Чт** | **Пт** | **Сб** | **Вс** | |  |  |  | 1 | 2 | 3 | 4 | | 5 | 6 | 7 | 8 | 9 | 10 | 11 | | 12 | 13 | 14 | 15 | 16 | 17 | 18 | | 19 | 20 | 21 | 22 | 23 | 24 | 25 | | 26 | 27 | 28 | 29 | 30 | 31 |  | | |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **Июнь** | | | | | | | | **Пн** | **Вт** | **Ср** | **Чт** | **Пт** | **Сб** | **Вс** | |  |  |  |  |  |  | 1 | | 2 | 3 | 4 | 5 | 6 | 7 | 8 | | 9 | 10 | 11 | 12 | 13 | 14 | 15 | | 16 | 17 | 18 | 19 | 20 | 21 | 22 | | 23 | 24 | 25 | 26 | 27 | 28 | 29 | | 30 |  |  |  |  |  |  | | |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **Июль** | | | | | | | | **Пн** | **Вт** | **Ср** | **Чт** | **Пт** | **Сб** | **Вс** | |  | 1 | 2 | 3 | 4 | 5 | 6 | | 7 | 8 | 9 | 10 | 11 | 12 | 13 | | 14 | 15 | 16 | 17 | 18 | 19 | 20 | | 21 | 22 | 23 | 24 | 25 | 26 | 27 | | 28 | 29 | 30 | 31 |  |  |  | | |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **Август** | | | | | | | | **Пн** | **Вт** | **Ср** | **Чт** | **Пт** | **Сб** | **Вс** | |  |  |  |  | 1 | 2 | 3 | | 4 | 5 | 6 | 7 | 8 | 9 | 10 | | 11 | 12 | 13 | 14 | 15 | 16 | 17 | | 18 | 19 | 20 | 21 | 22 | 23 | 24 | | 25 | 26 | 27 | 28 | 29 | 30 | 31 | |
| |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **Сентябрь** | | | | | | | | **Пн** | **Вт** | **Ср** | **Чт** | **Пт** | **Сб** | **Вс** | | 1 | 2 | 3 | 4 | 5 | 6 | 7 | | 8 | 9 | 10 | 11 | 12 | 13 | 14 | | 15 | 16 | 17 | 18 | 19 | 20 | 21 | | 22 | 23 | 24 | 25 | 26 | 27 | 28 | | 29 | 30 |  |  |  |  |  | | |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **Октябрь** | | | | | | | | **Пн** | **Вт** | **Ср** | **Чт** | **Пт** | **Сб** | **Вс** | |  |  | 1 | 2 | 3 | 4 | 5 | | 6 | 7 | 8 | 9 | 10 | 11 | 12 | | 13 | 14 | 15 | 16 | 17 | 18 | 19 | | 20 | 21 | 22 | 23 | 24 | 25 | 26 | | 27 | 28 | 29 | 30 | 31 |  |  | | |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **Ноябрь** | | | | | | | | **Пн** | **Вт** | **Ср** | **Чт** | **Пт** | **Сб** | **Вс** | |  |  |  |  |  | 1 | 2 | | 3 | 4 | 5 | 6 | 7 | 8 | 9 | | 10 | 11 | 12 | 13 | 14 | 15 | 16 | | 17 | 18 | 19 | 20 | 21 | 22 | 23 | | 24 | 25 | 26 | 27 | 28 | 29 | 30 | | |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **Декабрь** | | | | | | | | **Пн** | **Вт** | **Ср** | **Чт** | **Пт** | **Сб** | **Вс** | | 1 | 2 | 3 | 4 | 5 | 6 | 7 | | 8 | 9 | 10 | 11 | 12 | 13 | 14 | | 15 | 16 | 17 | 18 | 19 | 20 | 21 | | 22 | 23 | 24 | 25 | 26 | 27 | 28 | | 29 | 30 | 31 |  |  |  |  | |

Также модуль calendar предоставляет несколько полезных функций:

**calendar.setfirstweekday**(weekday) - устанавливает первый день недели (0 - понедельник, 6 - воскресенье). Также предоставлены значения calendar.MONDAY, calendar.TUESDAY, calendar.WEDNESDAY, calendar.THURSDAY, calendar.FRIDAY, calendar.SATURDAY и calendar.SUNDAY.

**calendar.firstweekday**() - возвращает первый день недели.

**calendar.isleap**(year) - является ли год високосным.

**calendar.leapdays**(y1, y2) - количество високосных лет в последовательности от y1 до y2.

**calendar.weekday**(year, month, day) - день недели для этой даты.

**calendar.monthrange**(year, month) - день недели первого дня месяца и количество дней в этом месяце.

# **Модуль os**

Модуль os предоставляет множество функций для работы с операционной системой, причём их поведение, как правило, не зависит от ОС, поэтому программы остаются переносимыми. Здесь будут приведены наиболее часто используемые из них.

Будьте внимательны: некоторые функции из этого модуля поддерживаются не всеми ОС.

**os.name** - имя операционной системы. Доступные варианты: 'posix', 'nt', 'mac', 'os2', 'ce', 'java'.

**os.environ** - словарь переменных окружения. Изменяемый (можно добавлять и удалять переменные окружения).

**os.getlogin**() - имя пользователя, вошедшего в терминал (Unix).

**os.getpid**() - текущий id процесса.

**os.uname**() - информация об ОС. возвращает объект с атрибутами: sysname - имя операционной системы, nodename - имя машины в сети (определяется реализацией), release - релиз, version - версия, machine - идентификатор машины.

**os.access**(path, mode, \*, dir\_fd=None, effective\_ids=False, follow\_symlinks=True) - проверка доступа к объекту у текущего пользователя. Флаги: **os.F\_OK** - объект существует, **os.R\_OK** - доступен на чтение, **os.W\_OK** - доступен на запись, **os.X\_OK** - доступен на исполнение.

**os.chdir**(path) - смена текущей директории.

**os.chmod**(path, mode, \*, dir\_fd=None, follow\_symlinks=True) - смена прав доступа к объекту (mode - восьмеричное число).

**os.chown**(path, uid, gid, \*, dir\_fd=None, follow\_symlinks=True) - меняет id владельца и группы (Unix).

**os.getcwd**() - текущая рабочая директория.

**os.link**(src, dst, \*, src\_dir\_fd=None, dst\_dir\_fd=None, follow\_symlinks=True) - создаёт жёсткую ссылку.

**os.listdir**(path=".") - список файлов и директорий в папке.

**os.mkdir**(path, mode=0o777, \*, dir\_fd=None) - создаёт директорию. OSError, если директория существует.

**os.makedirs**(path, mode=0o777, exist\_ok=False) - создаёт директорию, создавая при этом промежуточные директории.

**os.remove**(path, \*, dir\_fd=None) - удаляет путь к файлу.

**os.rename**(src, dst, \*, src\_dir\_fd=None, dst\_dir\_fd=None) - переименовывает файл или директорию из src в dst.

**os.renames**(old, new) - переименовывает old в new, создавая промежуточные директории.

**os.replace**(src, dst, \*, src\_dir\_fd=None, dst\_dir\_fd=None) - переименовывает из src в dst с принудительной заменой.

**os.rmdir**(path, \*, dir\_fd=None) - удаляет пустую директорию.

**os.removedirs(path)** - удаляет директорию, затем пытается удалить родительские директории, и удаляет их рекурсивно, пока они пусты.

**os.symlink**(source, link\_name, target\_is\_directory=False, \*, dir\_fd=None) - создаёт символическую ссылку на объект.

**os.sync**() - записывает все данные на диск (Unix).

**os.truncate**(path, length) - обрезает файл до длины length.

**os.utime**(path, times=None, \*, ns=None, dir\_fd=None, follow\_symlinks=True) - модификация времени последнего доступа и изменения файла. Либо times - кортеж (время доступа в секундах, время изменения в секундах), либо ns - кортеж (время доступа в наносекундах, время изменения в наносекундах).

**os.walk**(top, topdown=True, onerror=None, followlinks=False) - генерация имён файлов в дереве каталогов, сверху вниз (если topdown равен True), либо снизу вверх (если False). Для каждого каталога функция walk возвращает кортеж (путь к каталогу, список каталогов, список файлов).

**os.system**(command) - исполняет системную команду.

**os.urandom**(n) - n случайных байт. Возможно использование этой функции в криптографических целях.

os.path - модуль, реализующий некоторые полезные функции на работы с путями.

# **Модуль pickle**

Модуль pickle реализует мощный алгоритм сериализации и десериализации объектов Python. "Pickling" - процесс преобразования объекта Python в поток байтов, а "unpickling" - обратная операция, в результате которой поток байтов преобразуется обратно в Python-объект. Так как поток байтов легко можно записать в файл, модуль pickle широко применяется для сохранения и загрузки сложных объектов в Python.

Не загружайте с помощью модуля pickle файлы из ненадёжных источников. Это может привести к необратимым последствиям.

Модуль pickle предоставляет следующие функции для удобства сохранения/загрузки объектов:

**pickle.dump**(obj, file, protocol=None, \*, fix\_imports=True) - записывает сериализованный объект в файл. Дополнительный аргумент protocol указывает используемый протокол. По умолчанию равен 3 и именно он рекомендован для использования в Python 3 (несмотря на то, что в Python 3.4 добавили протокол версии 4 с некоторыми оптимизациями). В любом случае, записывать и загружать надо с одним и тем же протоколом.

**pickle.dumps**(obj, protocol=None, \*, fix\_imports=True) - возвращает сериализованный объект. Впоследствии вы его можете использовать как угодно.

**pickle.load**(file, \*, fix\_imports=True, encoding="ASCII", errors="strict") - загружает объект из файла.

**pickle.loads**(bytes\_object, \*, fix\_imports=True, encoding="ASCII", errors="strict") - загружает объект из потока байт.

Модуль pickle также определяет несколько исключений:

* **pickle.PickleError**
  + **pickle.PicklingError** - случились проблемы с сериализацией объекта.
  + **pickle.UnpicklingError** - случились проблемы с десериализацией объекта.

Этих функций вполне достаточно для сохранения и загрузки встроенных типов данных.

import pickle

data = {

'a': [1, 2.0, 3, 4+6j],

'b': ("character string", b"byte string"),

'c': set([None, True, False])

}

with open('data.pickle', 'wb') as f:

pickle.dump(data, f)

with open('data.pickle', 'rb') as f:

data\_new = pickle.load(f)

print(data\_new)

# **Модуль datetime**

Модуль datetime предоставляет классы для обработки времени и даты разными способами. Поддерживается и стандартный способ представления времени, однако больший упор сделан на простоту манипулирования датой, временем и их частями.

## Классы, предоставляемые модулем datetime:

Класс **datetime.date**(year, month, day) - стандартная дата. Атрибуты: year, month, day. Неизменяемый объект.

Класс **datetime.time**(hour=0, minute=0, second=0, microsecond=0, tzinfo=None) - стандартное время, не зависит от даты. Атрибуты: hour, minute, second, microsecond, tzinfo.

Класс **datetime.timedelta** - разница между двумя моментами времени, с точностью до микросекунд.

Класс **datetime.tzinfo** - абстрактный базовый класс для информации о временной зоне (например, для учета часового пояса и / или летнего времени).

Класс **datetime.datetime**(year, month, day, hour=0, minute=0, second=0, microsecond=0, tzinfo=None) - комбинация даты и времени.

Обязательные аргументы:

* datetime.MINYEAR (1) ≤ year ≤ datetime.MAXYEAR (9999)
* 1 ≤ month ≤ 12
* 1 ≤ day ≤ количество дней в данном месяце и году

Необязательные:

* 0 ≤ minute < 60
* 0 ≤ second < 60
* 0 ≤ microsecond < 1000000

Методы класса datetime:

**datetime.today()** - текущая дата, время равно 0.

**datetime.fromtimestamp(timestamp)** - дата из стандартного представления времени.

**datetime.fromordinal(ordinal)** - дата из числа, представляющего собой количество дней, прошедших с 01.01.1970.

**datetime.now**(tz=None) - объект datetime из текущей даты и времени.

**datetime.combine**(date, time) - объект datetime из комбинации объектов date и time.

**datetime.strptime**(date\_string, format) - преобразует строку в datetime (так же, как и функция strptime из модуля time).

**datetime.strftime**(format) - см. функцию strftime из модуля time.

**datetime.date**() - объект даты (с отсечением времени).

**datetime.time**() - объект времени (с отсечением даты).

**datetime.replace**([year[, month[, day[, hour[, minute[, second[, microsecond[, tzinfo]]]]]]]]) - возвращает новый объект datetime с изменёнными атрибутами.

**datetime.timetuple**() - возвращает struct\_time из datetime.

**datetime.toordinal**() - количество дней, прошедших с 01.01.1970.

**datetime.timestamp**() - возвращает время в секундах с начала эпохи.

**datetime.weekday**() - день недели в виде числа, понедельник - 0, воскресенье - 6.

**datetime.isoweekday**() - день недели в виде числа, понедельник - 1, воскресенье - 7.

**datetime.isocalendar**() - кортеж (ISO year, ISO week number, ISO weekday).

**datetime.isoformat**(sep='T') - красивая строка вида "YYYY-MM-DDTHH:MM:SS.mmmmmm" или, если microsecond == 0, "YYYY-MM-DDTHH:MM:SS"

**datetime.ctime**() - см. ctime() из модуля time.

Пример работы с классом datetime:

>>> from datetime import datetime, date, time

>>> # Using datetime.combine()

>>> d = date(2005, 7, 14)

>>> t = time(12, 30)

>>> datetime.combine(d, t)

datetime.datetime(2005, 7, 14, 12, 30)

>>> # Using datetime.now() or datetime.utcnow()

>>> datetime.now()

datetime.datetime(2007, 12, 6, 16, 29, 43, 79043) # GMT +1

>>> datetime.utcnow()

datetime.datetime(2007, 12, 6, 15, 29, 43, 79060)

>>> # Using datetime.strptime()

>>> dt = datetime.strptime("21/11/06 16:30", "%d/%m/%y %H:%M")

>>> dt

datetime.datetime(2006, 11, 21, 16, 30)

>>> # Using datetime.timetuple() to get tuple of all attributes

>>> tt = dt.timetuple()

>>> for it in tt:

... print(it)

...

2006 # year

11 # month

21 # day

16 # hour

30 # minute

0 # second

1 # weekday (0 = Monday)

325 # number of days since 1st January

-1 # dst - method tzinfo.dst() returned None

>>> # Date in ISO format

>>> ic = dt.isocalendar()

>>> for it in ic:

... print(it)

...

2006 # ISO year

47 # ISO week

2 # ISO weekday

>>> # Formatting datetime

>>> dt.strftime("%A, %d. %B %Y %I:%M%p")

'Tuesday, 21. November 2006 04:30PM'

# **Модуль bisect**

Модуль **bisect** - обеспечивает поддержку списка в отсортированном порядке с помощью алгоритма деления пополам.

Набор функций:

**bisect.insort(list, elem)**, он же **bisect.insort\_right(list, elem)** - вставка элемента в отсортированный список, при этом elem располагается как можно правее (все элементы, равные ему, остаются слева).

**bisect.insort\_left(list, elem)** - вставка элемента в отсортированный список, при этом elem располагается как можно левее (все элементы, равные ему, остаются справа).

**bisect.bisect(list, elem)**, он же **bisect.bisect\_right(list, elem)** - поиск места для вставки элемента в отсортированный список, таким образом, чтобы elem располагался как можно правее.

**bisect.bisect\_left(list, elem)** - поиск места для вставки элемента в отсортированный список, таким образом, чтобы elem располагался как можно левее.

Для полного счастья не хватает только функции для проверки наличия элемента в отсортированном списке. К счастью, это легко решаемо.

from bisect import bisect\_left

def contains(l, elem):

index = bisect\_left(l, elem)

if index < len(l):

return l[index] == elem

return False

И пример работы:

>>> contains(list(range(1000)), -10)

False

>>> testlist = (1, 2, 3, 6, 8, 10, 15)

>>> contains(testlist, 10)

True

>>> contains(testlist, 0)

False

>>> contains(testlist, 20)

False

# **Модуль collections**

Модуль **collections** - предоставляет специализированные типы данных, на основе словарей,кортежей, множеств, списков.

Первым рассматриваемым типом данных будет Counter.

## collections.Counter

**collections.Counter** - вид словаря, который позволяет нам считать количество неизменяемых объектов (в большинстве случаев, строк). Пример:

>>> import collections

>>> c = collections.Counter()

>>> for word in ['spam', 'egg', 'spam', 'counter', 'counter', 'counter']:

c[word] += 1

>>> c

Counter({'counter': 3, 'spam': 2, 'egg': 1})

>>> c['counter']

3

>>> c['collections']

0

Но возможности Counter на этом не заканчиваются. У него есть несколько специальных методов:

**elements**() - возвращает список элементов в лексикографическом порядке.

>>> c = Counter(a=4, b=2, c=0, d=-2)

>>> list(c.elements())

['a', 'a', 'a', 'a', 'b', 'b']

**most\_common**([n]) - возвращает n наиболее часто встречающихся элементов, в порядке убывания встречаемости. Если n не указано, возвращаются все элементы.

>>> Counter('abracadabra').most\_common(3)

[('a', 5), ('r', 2), ('b', 2)]

**subtract**([iterable-or-mapping]) - вычитание

>>> c = Counter(a=4, b=2, c=0, d=-2)

>>> d = Counter(a=1, b=2, c=3, d=4)

>>> c.subtract(d)

Counter({'a': 3, 'b': 0, 'c': -3, 'd': -6})

Наиболее часто употребляемые шаблоны для работы с Counter:

* sum(c.values()) - общее количество.
* c.clear() - очистить счётчик.
* list(c) - список уникальных элементов.
* set(c) - преобразовать в множество.
* dict(c) - преобразовать в словарь.
* c.most\_common()[:-n:-1] - n наименее часто встречающихся элементов.
* c += Counter() - удалить элементы, встречающиеся менее одного раза.

Counter также поддерживает сложение, вычитание, пересечение и объединение:

>>> c = Counter(a=3, b=1)

>>> d = Counter(a=1, b=2)

>>> c + d

Counter({'a': 4, 'b': 3})

>>> c - d

Counter({'a': 2})

>>> c & d

Counter({'a': 1, 'b': 1})

>>> c | d

Counter({'a': 3, 'b': 2})

Следующими на очереди у нас очереди (deque)

## collections.deque

**collections.deque**(iterable, [maxlen]) - создаёт очередь из итерируемого объекта с максимальной длиной maxlen. Очереди очень похожи на списки, за исключением того, что добавлять и удалять элементы можно либо справа, либо слева.

Методы, определённые в deque:

**append**(x) - добавляет x в конец.

**appendleft**(x) - добавляет x в начало.

**clear**() - очищает очередь.

**count**(x) - количество элементов, равных x.

**extend**(iterable) - добавляет в конец все элементы iterable.

**extendleft**(iterable) - добавляет в начало все элементы iterable (начиная с последнего элемента iterable).

**pop**() - удаляет и возвращает последний элемент очереди.

**popleft**() - удаляет и возвращает первый элемент очереди.

**remove**(value) - удаляет первое вхождение value.

**reverse**() - разворачивает очередь.

**rotate**(n) - последовательно переносит n элементов из начала в конец (если n отрицательно, то с конца в начало).

## collections.defaultdict

**collections.defaultdict** ничем не отличается от обычного словаря за исключением того, что по умолчанию всегда вызывается функция, возвращающая значение:

>>> import collections

>>> defdict = collections.defaultdict(list)

>>> defdict

defaultdict(<class 'list'>, {})

>>> for i in range(5):

defdict[i].append(i)

>>> defdict

defaultdict(<class 'list'>, {0: [0], 1: [1], 2: [2], 3: [3], 4: [4]})

## collections.OrderedDict

**collections.OrderedDict** - ещё один похожий на словарь объект, но он помнит порядок, в котором ему были даны ключи. Методы:

**popitem**(last=True) - удаляет последний элемент если last=True, и первый, если last=False.

**move\_to\_end**(key, last=True) - добавляет ключ в конец если last=True, и в начало, если last=False.

>>> d = {'banana': 3, 'apple':4, 'pear': 1, 'orange': 2}

>>> OrderedDict(sorted(d.items(), key=lambda t: t[0]))

OrderedDict([('apple', 4), ('banana', 3), ('orange', 2), ('pear', 1)])

>>> OrderedDict(sorted(d.items(), key=lambda t: t[1]))

OrderedDict([('pear', 1), ('orange', 2), ('banana', 3), ('apple', 4)])

>>> OrderedDict(sorted(d.items(), key=lambda t: len(t[0])))

OrderedDict([('pear', 1), ('apple', 4), ('orange', 2), ('banana', 3)])

## collections.namedtuple()

Класс **collections.namedtuple** позволяет создать тип данных, ведущий себя как кортеж, с тем дополнением, что каждому элементу присваивается имя, по которому можно в дальнейшем получать доступ:

>>> Point = namedtuple('Point', ['x', 'y'])

>>> p = point(x=1, y=2)

>>> p

Point(x=1, y=2)

>>> p.x

1

>>> p[0]

1

# **Модуль array. Массивы в python**

Модуль array определяет массивы в python. Массивы очень похожи на списки, но с ограничением на тип данных и размер каждого элемента.

Размер и тип элемента в массиве определяется при его создании и может принимать следующие значения:

| **Код типа** | **Тип в C** | **Тип в python** | **Минимальный размер в байтах** |
| --- | --- | --- | --- |
| 'b' | signed char | int | 1 |
| 'B' | unsigned char | int | 1 |
| 'h' | signed short | int | 2 |
| 'H' | unsigned short | int | 2 |
| 'i' | signed int | int | 2 |
| 'I' | unsigned int | int | 2 |
| 'l' | signed long | int | 4 |
| 'L' | unsigned long | int | 4 |
| 'q' | signed long long | int | 8 |
| 'Q' | unsigned long long | int | 8 |
| 'f' | float | float | 4 |
| 'd' | double | float | 8 |

Класс **array.array**(TypeCode [, инициализатор]) - новый массив, элементы которого ограничены TypeCode, и инициализатор, который должен быть списком, объектом, поддерживающий интерфейс буфера, или итерируемый объект.

**array.typecodes** - строка, содержащая все возможные типы в массиве.

**Массивы изменяемы**. Массивы поддерживают все списковые методы (индексация, срезы, умножения, итерации), и другие методы.

## Методы массивов (array) в python

**array.typecode** - TypeCode символ, использованный при создании массива.

**array.itemsize** - размер в байтах одного элемента в массиве.

**array.append**(х) - добавление элемента в конец массива.

**array.buffer\_info**() - кортеж (ячейка памяти, длина). Полезно для низкоуровневых операций.

**array.byteswap**() - изменить порядок следования байтов в каждом элементе массива. Полезно при чтении данных из файла, написанного на машине с другим порядком байтов.

**array.count**(х) - возвращает количество вхождений х в массив.

**array.extend**(iter) - добавление элементов из объекта в массив.

**array.frombytes**(b) - делает массив array из массива байт. Количество байт должно быть кратно размеру одного элемента в массиве.

**array.fromfile**(F, N) - читает N элементов из файла и добавляет их в конец массива. Файл должен быть открыт на бинарное чтение. Если доступно меньше N элементов, генерируется исключение EOFError , но элементы, которые были доступны, добавляются в массив.

**array.fromlist**(список) - добавление элементов из списка.

**array.index**(х) - номер первого вхождения x в массив.

**array.insert**(n, х) - включить новый пункт со значением х в массиве перед номером n. Отрицательные значения рассматриваются относительно конца массива.

**array.pop**(i) - удаляет i-ый элемент из массива и возвращает его. По умолчанию удаляется последний элемент.

**array.remove**(х) - удалить первое вхождение х из массива.

**array.reverse**() - обратный порядок элементов в массиве.

**array.tobytes**() - преобразование к байтам.

**array.tofile**(f) - запись массива в открытый файл.

**array.tolist**() - преобразование массива в список.

Вот и всё, что можно было рассказать про массивы. Они используются редко, когда нужно достичь высокой скорости работы. В остальных случаях массивы можно заменить другими типами данных:списками, кортежами, строками.

# **Модуль itertools**

Модуль itertools - сборник полезных итераторов.

**itertools.count**(start=0, step=1) - бесконечная арифметическая прогрессия с первым членом start и шагом step.

**itertools.cycle**(iterable) - возвращает по одному значению из последовательности, повторенной бесконечное число раз.

**itertools.repeat**(elem, n=Inf) - повторяет elem n раз.

**itertools.accumulate**(iterable) - аккумулирует суммы.

accumulate([1,2,3,4,5]) --> 1 3 6 10 15

**itertools.chain**(\*iterables) - возвращает по одному элементу из первого итератора, потом из второго, до тех пор, пока итераторы не кончатся.

**itertools.combinations**(iterable, [r]) - комбинации длиной r из iterable без повторяющихся элементов.

combinations('ABCD', 2) --> AB AC AD BC BD CD

**itertools.combinations\_with\_replacement**(iterable, r) - комбинации длиной r из iterable с повторяющимися элементами.

combinations\_with\_replacement('ABCD', 2) --> AA AB AC AD BB BC BD CC CD DD

**itertools.compress**(data, selectors) - (d[0] if s[0]), (d[1] if s[1]), ...

compress('ABCDEF', [1,0,1,0,1,1]) --> A C E F

**itertools.dropwhile**(func, iterable) - элементы iterable, начиная с первого, для которого func вернула ложь.

dropwhile(lambda x: x < 5, [1,4,6,4,1]) --> 6 4 1

**itertools.filterfalse**(func, iterable) - все элементы, для которых func возвращает ложь.

**itertools.groupby**(iterable, key=None) - группирует элементы по значению. Значение получается применением функции key к элементу (если аргумент key не указан, то значением является сам элемент).

from itertools import groupby

things = [("animal", "bear"), ("animal", "duck"), ("plant", "cactus"),

("vehicle", "speed boat"), ("vehicle", "school bus")]

for key, group in groupby(things, lambda x: x[0]):

for thing in group:

print("A %s is a %s." % (thing[1], key))

print()

# A bear is a animal.

# A duck is a animal.

#

# A cactus is a plant.

#

# A speed boat is a vehicle.

# A school bus is a vehicle.

**itertools.islice**(iterable[, start], stop[, step]) - итератор, состоящий из среза.

**itertools.permutations**(iterable, r=None) - перестановки длиной r из iterable.

**itertools.product**(\*iterables, repeat=1) - аналог вложенных циклов.

product('ABCD', 'xy') --> Ax Ay Bx By Cx Cy Dx Dy

**itertools.starmap**(function, iterable) - применяет функцию к каждому элементу последовательности (каждый элемент распаковывается).

starmap(pow, [(2,5), (3,2), (10,3)]) --> 32 9 1000

**itertools.takewhile**(func, iterable) - элементы до тех пор, пока func возвращает истину.

takewhile(lambda x: x<5, [1,4,6,4,1]) --> 1 4

**itertools.tee**(iterable, n=2) - кортеж из n итераторов.

**itertools.zip\_longest**(\*iterables, fillvalue=None) - как встроенная функция zip, но берет самый длинный итератор, а более короткие дополняет fillvalue.

zip\_longest('ABCD', 'xy', fillvalue='-') --> Ax By C- D-

# **Модуль time**

Time - модуль для работы со временем в Python.

**time.altzone** - смещение DST часового пояса в секундах к западу от нулевого меридиана. Если часовой пояс находится восточнее, смещение отрицательно.

**time.asctime**([t]) - преобразовывает кортеж или struct\_time в строку вида "Thu Sep 27 16:42:37 2012". Если аргумент не указан, используется текущее время.

**time.clock**() - в Unix, возвращает текущее время. В Windows, возвращает время, прошедшее с момента первого вызова данной функции.

**time.ctime**([сек]) - преобразует время, выраженное в секундах с начала эпохи в строку вида "Thu Sep 27 16:42:37 2012".

**time.daylight** - не 0, если определено, зимнее время или летнее (DST).

**time.gmtime**([сек]) - преобразует время, выраженное в секундах с начала эпохи в struct\_time, где DST флаг всегда равен нулю.

**time.localtime**([сек]) - как gmtime, но с DST флагом.

**time.mktime**([t]) - преобразует кортеж или struct\_time в число секунд с начала эпохи. Обратна функции time.localtime.

**time.sleep**(сек) - приостановить выполнение программы на заданное количество секунд.

**time.strftime**(формат, [t]) - преобразует кортеж или struct\_time в строку по формату:

| **Формат** | **Значение** |
| --- | --- |
| %a | Сокращенное название дня недели |
| %A | Полное название дня недели |
| %b | Сокращенное название месяца |
| %B | Полное название месяца |
| %c | Дата и время |
| %d | День месяца [01,31] |
| %H | Час (24-часовой формат) [00,23] |
| %I | Час (12-часовой формат) [01,12] |
| %j | День года [001,366] |
| %m | Номер месяца [01,12] |
| %M | Число минут [00,59] |
| %p | До полудня или после (при 12-часовом формате) |
| %S | Число секунд [00,61] (2) |
| %U | Номер недели в году (нулевая неделя начинается с воскресенья) [00,53] |
| %w | Номер дня недели [0(Sunday),6] |
| %W | Номер недели в году (нулевая неделя начинается с понедельника) [00,53] |
| %x | Дата |
| %X | Время |
| %y | Год без века [00,99] |
| %Y | Год с веком |
| %Z | Временная зона |
| %% | Знак '%' |

**time.strptime**(строка [, формат]) - разбор строки, представляющей время в соответствии с форматом. Возвращаемое значение struct\_time. Формат по умолчанию: "%a %b %d %H:%M:%S %Y".

Класс **time.struct\_time** - тип последовательности значения времени. Имеет интерфейс кортежа. Можно обращаться по индексу или по имени.

1. tm\_year
2. tm\_mon
3. tm\_mday
4. tm\_hour
5. tm\_min
6. tm\_sec
7. tm\_wday
8. tm\_yday
9. tm\_isdst

**time.time**() - время, выраженное в секундах с начала эпохи.

**time.timezone** - смещение местного часового пояса в секундах к западу от нулевого меридиана. Если часовой пояс находится восточнее, смещение отрицательно.

**time.tzname** - кортеж из двух строк: первая - имя DST часового пояса, второй - имя местного часового пояса.

# **Модуль sys**

Модуль sys обеспечивает доступ к некоторым переменным и функциям, взаимодействующим с интерпретатором python.

**sys.argv** - список аргументов командной строки, передаваемых сценарию Python. sys.argv[0] является именем скрипта (пустой строкой в интерактивной оболочке).

**sys.byteorder** - порядок байтов. Будет иметь значение 'big' при порядке следования битов от старшего к младшему, и 'little', если наоборот (младший байт первый).

**sys.builtin\_module\_names** - кортеж строк, содержащий имена всех доступных модулей.

**sys.call\_tracing**(функция, аргументы) - вызывает функцию с аргументами и включенной трассировкой, в то время как трассировка включена.

**sys.copyright** - строка, содержащая авторские права, относящиеся к интерпретатору Python.

**sys.\_clear\_type\_cache**() - очищает внутренний кэш типа.

**sys.\_current\_frames**() - возвращает словарь-отображение идентификатора для каждого потока в верхнем кадре стека в настоящее время в этом потоке в момент вызова функции.

**sys.dllhandle** - целое число, определяющее дескриптор DLL Python (Windows).

**sys.exc\_info**() - возвращает кортеж из трех значений, которые дают информацию об исключенях, обрабатывающихся в данный момент.

**sys.exec\_prefix** - каталог установки Python.

**sys.executable** - путь к интерпретатору Python.

**sys.exit**([arg]) - выход из Python. Возбуждает исключение SystemExit, которое может быть перехвачено.

**sys.flags** - флаги командной строки. Атрибуты только для чтения.

**sys.float\_info** - информация о типе данных float.

**sys.float\_repr\_style** - информация о применении встроенной функции repr() для типа float.

**sys.getdefaultencoding**() - возвращает используемую кодировку.

**sys.getdlopenflags**() - значения флагов для вызовов dlopen().

**sys.getfilesystemencoding**() - возвращает кодировку файловой системы.

**sys.getrefcount**(object) - возвращает количество ссылок на объект. Аргумент функции getrefcount - еще одна ссылка на объект.

**sys.getrecursionlimit**() - возвращает лимит рекурсии.

**sys.getsizeof**(object[, default]) - возвращает размер объекта (в байтах).

**sys.getswitchinterval**() - интервал переключения потоков.

**sys.getwindowsversion**() - возвращает кортеж, описывающий версию Windows.

**sys.hash\_info** - информация о параметрах хэширования.

**sys.hexversion** - версия python как шестнадцатеричное число (для 3.2.2 final это будет 30202f0).

**sys.implementation** - объект, содержащий информацию о запущенном интерпретаторе python.

**sys.int\_info** - информация о типе int.

**sys.intern**(строка) - возвращает интернированную строку.

**sys.last\_type, sys.last\_value, sys.last\_traceback** - информация об обрабатываемых исключениях. По смыслу похоже на sys.exc\_info().

**sys.maxsize** - максимальное значение числа типа Py\_ssize\_t (2:sup:31 на 32-битных и 263 на 64-битных платформах).

**sys.maxunicode** - максимальное число бит для хранения символа Unicode.

**sys.modules** - словарь имен загруженных модулей. Изменяем, поэтому можно позабавиться :)

**sys.path** - список путей поиска модулей.

**sys.path\_importer\_cache** - словарь-кэш для поиска объектов.

**sys.platform** - информация об операционной системе.

|  |  |
| --- | --- |
| Linux (2.x and 3.x) | 'linux' |
| Windows | 'win32' |
| Windows/Cygwin | 'cygwin' |
| Mac OS X | 'darwin' |
| OS/2 | 'os2' |
| OS/2 EMX | 'os2emx' |

**sys.prefix** - папка установки интерпретатора python.

**sys.ps1, sys.ps2** - первичное и вторичное приглашение интерпретатора (определены только если интерпретатор находится в интерактивном режиме). По умолчанию sys.ps1 == ">>> ", а sys.ps2 == "... ".

**sys.dont\_write\_bytecode** - если true, python не будет писать .pyc файлы.

**sys.setdlopenflags**(flags) - установить значения флагов для вызовов dlopen().

**sys.setrecursionlimit**(предел) - установить максимальную глубину рекурсии.

**sys.setswitchinterval**(интервал) - установить интервал переключения потоков.

**sys.settrace**(tracefunc) - установить "след" функции.

**sys.stdin** - стандартный ввод.

**sys.stdout** - стандартный вывод.

**sys.stderr** - стандартный поток ошибок.

**sys.\_\_stdin\_\_, sys.\_\_stdout\_\_, sys.\_\_stderr\_\_** - исходные значения потоков ввода, вывода и ошибок.

**sys.tracebacklimit** - максимальное число уровней отслеживания.

**sys.version** - версия python.

**sys.api\_version** - версия C API.

**sys.version\_info** - Кортеж, содержащий пять компонентов номера версии.

**sys.warnoptions** - реализация предупреждений.

**sys.winver** - номер версии python, использующийся для формирования реестра Windows.

# **Модуль random**

Модуль random предоставляет функции для генерации случайных чисел, букв, случайного выбора элементов последовательности.

**random.seed**([X], version=2) - инициализация генератора случайных чисел. Если X не указан, используется системное время.

**random.getstate**() - внутреннее состояние генератора.

**random.setstate**(state) - восстанавливает внутреннее состояние генератора. Параметр state должен быть получен функцией getstate().

**random.getrandbits**(N) - возвращает N случайных бит.

**random.randrange**(start, stop, step) - возвращает случайно выбранное число из последовательности.

**random.randint**(A, B) - случайное целое число N, A ≤ N ≤ B.

**random.choice**(sequence) - случайный элемент непустой последовательности.

**random.shuffle**(sequence, [rand]) - перемешивает последовательность (изменяется сама последовательность). Поэтому функция не работает для неизменяемых объектов.

**random.sample**(population, k) - список длиной k из последовательности population.

**random.random**() - случайное число от 0 до 1.

**random.uniform**(A, B) - случайное число с плавающей точкой, A ≤ N ≤ B (или B ≤ N ≤ A).

**random.triangular**(low, high, mode) - случайное число с плавающей точкой, low ≤ N ≤ high. Mode - распределение.

**random.betavariate**(alpha, beta) - бета-распределение. alpha>0, beta>0. Возвращает от 0 до 1.

**random.expovariate**(lambd) - экспоненциальное распределение. lambd равен 1/среднее желаемое. Lambd должен быть отличным от нуля. Возвращаемые значения от 0 до плюс бесконечности, если lambd положительно, и от минус бесконечности до 0, если lambd отрицательный.

**random.gammavariate**(alpha, beta) - гамма-распределение. Условия на параметры alpha>0 и beta>0.

**random.gauss**(значение, стандартное отклонение) - распределение Гаусса.

**random.lognormvariate**(mu, sigma) - логарифм нормального распределения. Если взять натуральный логарифм этого распределения, то вы получите нормальное распределение со средним mu и стандартным отклонением sigma. mu может иметь любое значение, и sigma должна быть больше нуля.

**random.normalvariate**(mu, sigma) - нормальное распределение. mu - среднее значение, sigma - стандартное отклонение.

**random.vonmisesvariate**(mu, kappa) - mu - средний угол, выраженный в радианах от 0 до 2π, и kappa - параметр концентрации, который должен быть больше или равен нулю. Если каппа равна нулю, это распределение сводится к случайному углу в диапазоне от 0 до 2π.

**random.paretovariate**(alpha) - распределение Парето.

**random.weibullvariate**(alpha, beta) - распределение Вейбулла.

# **Модуль math**

Модуль math – один из наиважнейших в Python. Этот модуль предоставляет обширный функционал для работы с числами.

**math.ceil**(X) – округление до ближайшего большего числа.

**math.copysign**(X, Y) - возвращает число, имеющее модуль такой же, как и у числа X, а знак - как у числа Y.

**math.fabs**(X) - модуль X.

**math.factorial**(X) - факториал числа X.

**math.floor**(X) - округление вниз.

**math.fmod**(X, Y) - остаток от деления X на Y.

**math.frexp**(X) - возвращает мантиссу и экспоненту числа.

**math.ldexp**(X, I) - X \* 2i. Функция, обратная функции math.frexp().

**math.fsum**(последовательность) - сумма всех членов последовательности. Эквивалент встроенной функции sum(), но math.fsum() более точна для чисел с плавающей точкой.

**math.isfinite**(X) - является ли X числом.

**math.isinf**(X) - является ли X бесконечностью.

**math.isnan**(X) - является ли X NaN (Not a Number - не число).

**math.modf**(X) - возвращает дробную и целую часть числа X. Оба числа имеют тот же знак, что и X.

**math.trunc**(X) - усекает значение X до целого.

**math.exp**(X) - eX.

**math.expm1**(X) - eX - 1. При X → 0 точнее, чем math.exp(X)-1.

**math.log**(X, [base]) - логарифм X по основанию base. Если base не указан, вычисляется натуральный логарифм.

**math.log1p**(X) - натуральный логарифм (1 + X). При X → 0 точнее, чем math.log(1+X).

**math.log10**(X) - логарифм X по основанию 10.

**math.log2**(X) - логарифм X по основанию 2. Новое в Python 3.3.

**math.pow**(X, Y) - XY.

**math.sqrt**(X) - квадратный корень из X.

**math.acos**(X) - арккосинус X. В радианах.

**math.asin**(X) - арксинус X. В радианах.

**math.atan**(X) - арктангенс X. В радианах.

**math.atan2**(Y, X) - арктангенс Y/X. В радианах. С учетом четверти, в которой находится точка (X, Y).

**math.cos**(X) - косинус X (X указывается в радианах).

**math.sin**(X) - синус X (X указывается в радианах).

**math.tan**(X) - тангенс X (X указывается в радианах).

**math.hypot**(X, Y) - вычисляет гипотенузу треугольника с катетами X и Y (math.sqrt(x \* x + y \* y)).

**math.degrees**(X) - конвертирует радианы в градусы.

**math.radians**(X) - конвертирует градусы в радианы.

**math.cosh**(X) - вычисляет гиперболический косинус.

**math.sinh**(X) - вычисляет гиперболический синус.

**math.tanh**(X) - вычисляет гиперболический тангенс.

**math.acosh**(X) - вычисляет обратный гиперболический косинус.

**math.asinh**(X) - вычисляет обратный гиперболический синус.

**math.atanh**(X) - вычисляет обратный гиперболический тангенс.

**math.erf**(X) - функция ошибок.

**math.erfc**(X) - дополнительная функция ошибок (1 - math.erf(X)).

**math.gamma**(X) - гамма-функция X.

**math.lgamma**(X) - натуральный логарифм гамма-функции X.

**math.pi** - pi = 3,1415926...

**math.e** - e = 2,718281...

# **Интерпретатор hq9+**

Это всего лишь 4 команды:

* H - выводит "Hello, world!".
* Q - выводит текст исполняемой программы.
* 9 - выводит текст песни "99 Bottles of Beer".
* + - увеличивает никому не нужный счётчик.

Зная это, мы можем написать свой интерпретатор hq9+.

Ввод мы будем осуществлять из файла, вывод на консоль. Для простоты, любые другие символы мы будем просто игнорировать.

f = open(input('Enter file name: '))

s = f.read()

f.close()

И, собственно, сам интерпретатор:

template = '''{} bottles of beer on the wall.

Take one down and pass it around, {} bottles of beer on the wall.'''

count = 0 # Никому не нужный счётчик

for i in s.upper(): # Игнорируем регистр

if i == 'H':

print('Hello, world!') # Выводим 'Hello, world!'

elif i == 'Q':

print(s) # Выводим саму программу

elif i == '9':

for i in range(99, 1, -1):

print(template.format(i, i-1)) # Выводим текст песни

print('1 bottle of beer on the wall.\nTake one down and pass it around, no more bottles of beer on the wall.')

print('No more bottles of beer on the wall.\nGo to the store and buy some more, 99 bottles of beer on the wall.')

elif i == '+':

count += 1

Самое "сложное" здесь - вывод текста песни "99 Bottles of Beer". Можно было запихнуть весь текст, но тогда файл получился бы довольно объёмный. Поэтому вместо этого я использую форматирование строк, и вывожу песню с помощью цикла.

У меня на этом всё, и в конце - онлайн-интерпретатор hq9+.

**Введите программу на hq9+**
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# **Задача про словарь**

Сегодня я разберу одну из олимпиадных задач, довольно простую.

Суть задачи в том, чтобы из англо-латинского словаря сделать латино-английский.

Примеры тестов

Входные данные

3

apple - malum, pomum, popula

fruit - baca, bacca, popum

punishment - malum, multa

Выходные данные

7

baca - fruit

bacca - fruit

malum - apple, punishment

multa - punishment

pomum - apple

popula - apple

popum - fruit

Входные данные черпаются из input.txt, вывод сбрасывается в output.txt. Довольно стандартное требование, про работу с файлами в python я недавно писал. Входные данные лексикографически отсортированы, и выходные данные тоже требуются отсортированными.

Вначале я покажу своё решение, потом начну объяснять. Итак, моё решение:

f = open('input.txt')

N = f.readline()

d = {}

for line in f:

words = line.strip().split(' - ')

en = words[0]

lat = words[1].split(', ')

for key in lat:

if key in d:

d[key].append(en)

else:

d[key] = [en]

f.close()

for key in d:

d[key].sort()

g = open('output.txt', 'w')

g.write(str(len(d)) + '\n')

for lat in sorted(d):

g.write(lat + ' - ' + ', '.join(d[lat]) + '\n')

g.close()

Открываем файл, читаем число N (оно нам не понадобится); создаём пустой словарь.

Отделяем слово от его переводов; из строки с переводами получаем список латинских слов.

Далее смотрим, есть ли латинское слово в нашем словаре. Если есть - дописываем ещё один английский перевод. Если нет - пишем его. После махинаций закрываем файл. Далее нужно все списки переводов отсортировать (требования задачи).

Открываем файл на запись. Первой строкой записываем число получившихся слов. Далее в отсортированном порядке записываем латинские слова, затем их переводы. Закрываем файл.

Задача решена, все тесты пройдены. Несомненно, возможны и другие решения, но это мне показалось наиболее красивым.

# **Пишем блэкджек**

Для реализации нам понадобится колода карт, из которой каждый раз мы будем вынимать по карте и прибавлять к результату.

Далее, сами "карты": шестерка, семерка, восьмерка, девятка, десятка, валет (достоинством 2), дама (3), король (4), и туз (11).

koloda = [6,7,8,9,10,2,3,4,11] \* 4

Случайным образом перемешаем карты, используя функцию shuffle из модуля random.

import random

random.shuffle(koloda)

И, собственно, начинаем играть:

print('Поиграем в очко?')

count = 0

while True:

choice = input('Будете брать карту? y/n\n')

if choice == 'y':

current = koloda.pop()

print('Вам попалась карта достоинством %d' %current)

count += current

if count > 21:

print('Извините, но вы проиграли')

break

elif count == 21:

print('Поздравляю, вы набрали 21!')

break

else:

print('У вас %d очков.' %count)

elif choice == 'n':

print('У вас %d очков и вы закончили игру.' %count)

break

print('До новых встреч!')

Изначально у пользователя 0 очков. Мы его спрашиваем, будет ли он брать карту, на что он должен ответить y или n. Если пользователь ответил n, то мы говорим ему, сколько очков он набрал, и завершаем программу. Если он изъявил желание взять карту (ух, какой нехороший пользователь :)), то мы снимаем ему карту из списка (с помощью [метода pop](http://pythonworld.ru/tipy-dannyx-v-python/spiski-list-funkcii-i-metody-spiskov.html)). Мы снимаем последнюю карту, хотя вообще без разницы, какую снимать, ведь они перемешаны.

Прибавляем к числу очков достоинство снятой карты, а дальше смотрим, сколько всего очков у пользователя. Если количество очков больше 21, то извиняйте, пользователь проиграл. Если число очков равно 21, то пользователь выиграл. Если меньше - еще раз спросим пользователя, будет ли он брать карту.

В конце игры прощаемся с пользователем.

P.S. Кто-нибудь знает, как у этой хреновины 21 набрать? А то уже двадцать раз играю, все время перебор :)

# **Интерпретатор brainfuck**

Для тех, кто не знает, о чем это я говорю, поясняю: язык brainfuck для хранения данных использует ячейки (по-хорошему бесконечное число ячеек) и состоит всего из восьми команд, поэтому выучить его будет легко.

Вот эти команды:

| **Команда Brainfuck** | **Описание команды** |
| --- | --- |
| > | перейти к следующей ячейке |
| < | перейти к предыдущей ячейке |
| + | увеличить значение в текущей ячейке на 1 |
| - | уменьшить значение в текущей ячейке на 1 |
| . | напечатать значение из текущей ячейки |
| , | ввести извне значение и сохранить в текущей ячейке |
| [ | если значение текущей ячейки 0, перейти вперёд по тексту программы на ячейку, следующую за соответствующей ] (с учётом вложенности) |
| ] | если значение текущей ячейки не 0, перейти назад по тексту программы на символ [ (с учётом вложенности) |

Итак, вернемся к интерпретатору. Программный код будем считывать со стандартного ввода (если кто захочет, может переделать на считывание из файла).

Итак, будем считать, что прочитали (с помощью встроенной функции input()), затем обработаем строки, удалив все нежелательные символы.

def parse(code):

new = ''

for c in code:

if c in '><+-.,[]':

new += c

return new

Или проще:

def parse(code):

return ''.join(c for c in code if c in '><+-.,[]')

Далее сопоставим начало и конец каждого цикла (кода, заключенного в []).

def block(code):

opened = []

blocks = {}

for i in range(len(code)):

if code[i] == '[':

opened.append(i)

elif code[i] == ']':

blocks[i] = opened[-1]

blocks[opened.pop()] = i

return blocks

Функция возвращает словарь {начало:конец и конец:начало} для быстрой навигации по программному коду.

Ну и, собственно, сам интерпретатор:

def run(code):

code = parse(code)

blocks = block(code)

x = i = 0

bf = {0: 0}

while i < len(code):

sym = code[i]

if sym == '>':

x += 1

bf.setdefault(x, 0)

elif sym == '<':

x -= 1

elif sym == '+':

bf[x] += 1

elif sym == '-':

bf[x] -= 1

elif sym == '.':

print(chr(bf[x]), end='')

elif sym == ',':

bf[x] = int(input('Input: '))

elif sym == '[':

if not bf[x]: i = blocks[i]

elif sym == ']':

if bf[x]: i = blocks[i]

i += 1

Как это работает? Сначала обрабатывается код, составляется список циклов. Далее ячейки, которые я реализовал в качестве словаря. Далее, разбор brainfuck-программы.

Если символ '>', то увеличиваем x (номер ячейки) на единицу, и, если ячейки с таким номером в словаре нет, инициализируем нулем (методом setdefault).

Если '<', то уменьшаем номер ячейки на 1. Так как вообще отрицательные ячейки не разрешены, то и ячейка всегда найдется (если хотите, можете добавить поддержку и отрицательных номеров ячеек). Если символ '[', то проверяем текущую ячейку, и, если она 0, переходим в конец цикла.

Полный код интерпретатора brainfuck:

def block(code):

opened = []

blocks = {}

for i in range(len(code)):

if code[i] == '[':

opened.append(i)

elif code[i] == ']':

blocks[i] = opened[-1]

blocks[opened.pop()] = i

return blocks

def parse(code):

return ''.join(c for c in code if c in '><+-.,[]')

def run(code):

code = parse(code)

x = i = 0

bf = {0: 0}

blocks = block(code)

l = len(code)

while i < l:

sym = code[i]

if sym == '>':

x += 1

bf.setdefault(x, 0)

elif sym == '<':

x -= 1

elif sym == '+':

bf[x] += 1

elif sym == '-':

bf[x] -= 1

elif sym == '.':

print(chr(bf[x]), end='')

elif sym == ',':

bf[x] = int(input('Input: '))

elif sym == '[':

if not bf[x]: i = blocks[i]

elif sym == ']':

if bf[x]: i = blocks[i]

i += 1

code = input()

run(code)

И напоследок, hello world на brainfuck. Заодно можете проверить работу интерпретатора :)
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