**Appendix**

## Data description and preparation

The data are obtained from [CNNpred: CNN-based stock market prediction using a diverse set of variables Data Set](https://archive.ics.uci.edu/ml/datasets/CNNpred%3A+CNN-based+stock+market+prediction+using+a+diverse+set+of+variables). There are 1985 rows (including header) and 84 columns in the data set.

The second column Close in this data set represents the index value S&P 500 at market close in each trading day. We create a new column called Close30. Close30 is the Close value stored in the second column and is shifted backwards by 30 rows. Therefore, it shows the Close after 30 trading days for each row and this is our response variable. Now, we have 85 columns in the data set. In these 85 columns, we have excluded Name, Date and Close30 as our explanatory variables. The reason is as follows. First, since all the values in the Name column are “S & P”, we can remove them to simplify the data set. Second, for simplicity, we use the number of consecutive trading days missed rather than consecutive calendar days missed for visualization in data cleansing sessions. Therefore, we can also remove the Date column to simplify the data set. Lastly, reminding that Close30 is our response variable, thus only 82 columns are used as predictor variables to estimate the price of S&P 500 in the near future, indicated by Close30.

## Data Cleansing
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**Figure 1**

| **Number of consecutive trading days missed** | 1 | 2 | 3 | 4 | 5 |
| --- | --- | --- | --- | --- | --- |
| **Count** | 6 | 148 | 39 | 15 | 1 |

| **Number of consecutive trading days missed** | 6 | 7 | 8 | 9 | 10 |
| --- | --- | --- | --- | --- | --- |
| **Count** | 6 | 2 | 7 | 1 | 1 |

**Table 1: Count data for Figure 1**

Before data cleansing, a total of 870 trading days were missed due to missing values in the data set. It is worth noting that the total number of trading days missed in the above table is only 609. However, 201 and 60 trading days at the beginning and the end of the data set are also excluded respectively. Adding 201 and 60 to 609 makes the total number of missing trading days 870.

EMA\_200 is one of the main reasons that the first 201 trading days cannot be used. EMA\_200 is the 200 days exponential moving average of the index. Therefore, we cannot use the first 199 trading days in the data set if we would like to use this predictor for machine learning. Besides, the last 60 trading days also cannot be used. One of the main reasons is due to missing data of SSEC (Shanghai Composite Index) in this dataset. Therefore, we cannot use the last 60 trading days too.
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**Figure 2**

| **Number of consecutive trading days missed** | 1 | 2 | 3 |
| --- | --- | --- | --- |
| **Count** | 3 | 20 | 1 |

**Table 2: Count data for Figure 2**

Due to the fact that there are 870 missing trading days in Figure 1 which cannot be used in machine learning, we decided to eliminate the predictors with more than 50 missing values. After data cleansing, 11 predictors including but not limited to EMA\_200 and SSEC, which is mentioned in Figure 1, are eliminated.

After data cleansing, only 125 trading days were missed due to missing values in the data set. The total number of trading days missed in the above table is only 46, which is greatly reduced compared with before data cleansing. However, the 49 and 30 trading days at the beginning and the end of the data set are also excluded respectively. The first 49 trading days cannot be used mainly due to EMA\_50. EMA\_50 is the 50 days exponential moving average of the index. The last 30 trading days cannot be used as the data set does not provide further Close value after 30 trading days. Therefore, we cannot use the first 49 trading days and the last 30 trading days in the data set for doing our analysis.

**---R Code---**

import necessary library

*# glmnet for lasso and ridge*  
*# leaps for subset selection*  
*#install.packages("glmnet")*  
*#install.packages("leaps")*  
require(glmnet)

## Loading required package: glmnet

## Warning: package 'glmnet' was built under R version 4.0.5

## Loading required package: Matrix

## Loaded glmnet 4.1-3

library(leaps)

## Warning: package 'leaps' was built under R version 4.0.5

read dataset

file\_path = "D:/HKU/Year3 Sem1/STAT3612/Project/Processed\_S&P.csv" *# replace it with actual path*  
  
*# SP500: original dataset*  
*# Close\_after30: vector of Close after 30 days*  
*# SP500Num: SP500 with added column Close\_after30 and without string columns, i.e. Date and Name*  
*# SPNONA: SP500Num without rows with missing data*  
SP500 <- read.csv(file\_path)  
SP500Num <- subset(SP500, select = -c(Date, Name) )  
Close\_after30 = SP500Num[31:1984, 1]  
SP500Num["Close30"] <- c(Close\_after30, rep(NA, nrow(SP500Num)-length(Close\_after30)))  
SP500NONA <- SP500Num[complete.cases(SP500Num), ]  
head(SP500NONA)

## Close Volume mom mom1 mom2 mom3  
## 202 1165.90 0.258439793 -1.587725e-02 7.243745e-03 2.027485e-03 -0.003641386  
## 203 1178.17 -0.102183525 1.052408e-02 -1.587725e-02 7.243745e-03 0.002027485  
## 204 1180.26 -0.080035721 1.773909e-03 1.052408e-02 -1.587725e-02 0.007243745  
## 207 1185.64 -0.004192942 1.688568e-05 2.146971e-03 2.389258e-03 0.001773909  
## 208 1182.45 0.031398679 -2.690584e-03 1.688568e-05 2.146971e-03 0.002389258  
## 209 1183.78 -0.012041968 1.124849e-03 -2.690584e-03 1.688568e-05 0.002146971  
## ROC\_5 ROC\_10 ROC\_15 ROC\_20 EMA\_10 EMA\_20 EMA\_50  
## 202 -0.330833919 0.4436807 1.585787 2.291670 1168.304 1156.447 1132.269  
## 203 0.005947543 1.5690124 2.921219 3.869416 1170.097 1158.516 1134.069  
## 204 0.549488476 1.9169948 3.422718 4.927861 1171.945 1160.586 1135.881  
## 207 1.693111810 1.3566765 2.144305 3.305748 1177.825 1166.883 1141.415  
## 208 0.363267342 0.3692365 1.937979 3.295098 1178.666 1168.366 1143.024  
## 209 0.298240978 0.8493683 2.220953 3.731167 1179.596 1169.834 1144.622  
## EMA\_200 DTB4WK DTB3 DTB6 DGS5 DGS10 Oil Gold DAAA DBAA  
## 202 1121.503 0.14 0.14 0.18 1.11 2.50 -0.042017818 -0.020661913 4.70 5.75  
## 203 1122.066 0.14 0.14 0.17 1.11 2.51 0.029659419 0.000000000 4.69 5.74  
## 204 1122.645 0.13 0.13 0.18 1.15 2.57 -0.023190529 0.003360717 4.71 5.77  
## 207 1124.482 0.14 0.14 0.18 1.27 2.67 0.007317073 -0.005981308 4.78 5.80  
## 208 1125.059 0.14 0.14 0.18 1.34 2.75 -0.008474576 -0.003760812 4.80 5.84  
## 209 1125.643 0.14 0.13 0.18 1.23 2.69 0.003663004 0.006795017 4.81 5.85  
## GBP JPY CAD CNY AAPL  
## 202 -0.012013369 0.004236582 0.015602725 6.029363e-05 -0.0267610008  
## 203 0.009047941 -0.005972382 -0.010358180 8.892774e-04 0.0033603574  
## 204 -0.008405753 0.003022676 0.003521471 -2.560048e-04 -0.0032524427  
## 207 0.008939069 0.006334686 0.004120071 4.963750e-04 -0.0025579783  
## 208 -0.004794916 0.004204765 0.004337632 2.691122e-03 -0.0007140887  
## 209 0.000000000 0.000000000 0.000000000 1.064564e-03 -0.0084138027  
## AMZN GE JNJ JPM MSFT  
## 202 -0.029897286 -0.011076923 -0.0089257750 -0.0133508373 -0.027885360  
## 203 0.000000000 -0.001244617 0.0048980407 0.0108781908 0.008366494  
## 204 0.039705068 0.003115327 0.0061321386 -0.0104986095 0.004346148  
## 207 0.005621284 0.006226713 -0.0021881838 0.0035069059 0.028185747  
## 208 -0.014357176 -0.003093997 -0.0042293233 0.0091397847 0.005791467  
## 209 -0.003999755 -0.001862259 -0.0001572912 -0.0007992275 0.008829252  
## WFC XOM FCHI FTSE GDAXI  
## 202 -0.012866988 -0.017501449 -0.007127416 -0.006721828 -0.003980576  
## 203 0.042769900 0.013667060 0.005510650 0.004382966 0.005216682  
## 204 0.016796914 0.004696228 0.013092517 0.005062054 0.013251483  
## 207 0.007387286 0.004984925 -0.004480643 -0.007771244 -0.003827286  
## 208 -0.006175222 -0.012926514 -0.009575175 -0.010740597 -0.006924885  
## 209 0.007378680 0.008375255 0.004997698 0.005650000 0.004153439  
## DJI HSI IXIC SSEC RUT  
## 202 -0.0148128947 0.012541857 -0.0176202956 0.0157774598 -0.022502895  
## 203 0.0117819552 -0.008720452 0.0083875100 0.0006988687 0.011467205  
## 204 0.0034750352 0.003947126 0.0009278255 -0.0067973634 -0.005682856  
## 207 0.0004846051 -0.001128747 0.0025854390 -0.0032362004 -0.001356174  
## 208 -0.0038658707 -0.018501577 0.0023905798 -0.0146290463 -0.003819350  
## 209 -0.0011081941 0.001997847 0.0016419018 -0.0014911319 -0.004543901  
## NYSE TE1 TE2 TE3 TE5 TE6 DE1 DE2 DE4 DE5 DE6 CTB3M  
## 202 -0.019475399 2.36 2.36 2.32 0.00 0.04 1.05 3.25 5.57 5.61 5.61 0.00000000  
## 203 0.013492037 2.37 2.37 2.34 0.00 0.03 1.05 3.23 5.57 5.60 5.60 -0.05555556  
## 204 -0.001081917 2.44 2.44 2.39 0.00 0.05 1.06 3.20 5.59 5.64 5.64 0.05882353  
## 207 -0.002064576 2.53 2.53 2.49 0.00 0.04 1.02 3.13 5.62 5.66 5.66 0.00000000  
## 208 -0.006630064 2.61 2.61 2.57 0.00 0.04 1.04 3.09 5.66 5.70 5.70 0.00000000  
## 209 0.003205507 2.55 2.56 2.51 -0.01 0.04 1.04 3.16 5.67 5.72 5.71 0.00000000  
## CTB6M CTB1Y AUD Brent CAC.F copper.F WIT.oil DAX.F DJI.F  
## 202 -0.02631579 -0.02631579 -2.09 -3.88 -0.73 -2.47 -4.32 -0.44 -0.92  
## 203 -0.05405405 0.00000000 1.83 3.08 0.58 0.88 2.87 0.61 1.10  
## 204 0.05714286 0.03603604 -0.89 -2.12 1.31 -0.32 -1.48 1.16 0.18  
## 207 0.08108108 0.05833333 -0.56 0.14 -0.57 0.18 0.04 -0.25 0.08  
## 208 0.00000000 0.05511811 -1.37 -0.51 -0.94 -2.36 -0.74 -0.80 -0.47  
## 209 -0.07500000 -0.08208955 0.70 0.43 0.62 0.32 0.29 0.48 -0.21  
## EUR FTSE.F gold.F HSI.F KOSPI.F NASDAQ.F GAS.F Nikkei.F NZD silver.F  
## 202 -1.53 -0.72 -2.63 1.55 -1.21 -1.29 2.39 0.42 -1.84 -2.59  
## 203 1.69 0.39 0.61 -1.05 0.79 0.79 0.74 -1.57 1.40 1.03  
## 204 -0.34 0.60 -1.38 0.50 0.41 -0.18 -4.83 -0.11 -0.98 -3.69  
## 207 -0.75 -0.79 -0.02 -0.56 -0.08 0.36 1.12 -0.74 -0.52 2.42  
## 208 -0.66 -1.04 -1.18 -2.12 -0.74 0.37 -1.85 0.53 0.03 -2.97  
## 209 1.18 0.55 1.51 0.23 0.06 0.09 18.17 -0.43 0.86 2.02  
## RUSSELL.F S.P.F CHF Dollar.index.F Dollar.index wheat.F XAG XAU  
## 202 -1.74 -1.23 1.27 1.66 1.62 -2.58 -4.14 -2.51  
## 203 0.91 0.94 -1.01 -1.29 -1.29 2.52 2.44 0.82  
## 204 -0.53 0.09 0.64 0.28 0.32 -3.09 -3.26 -1.55  
## 207 -0.23 0.00 1.17 0.79 0.79 3.65 0.85 -0.04  
## 208 -0.26 -0.34 0.47 0.60 0.57 0.61 -1.22 -1.09  
## 209 -0.84 0.04 -0.53 -1.12 -1.07 2.06 1.95 1.44  
## Close30  
## 202 1206.07  
## 203 1221.53  
## 204 1224.71  
## 207 1228.28  
## 208 1233.00  
## 209 1240.40

data cleansing: view consecutive rows with missing data

*# has\_NAs: vector of whether the row in SP500Num has missing data*  
*# skipped\_dates: vector of numbers of consecutive days that has any missing data*  
has\_NAs <- !complete.cases(SP500Num)  
count <- 0  
skipped\_dates <- c()  
**for** (has\_NA **in** has\_NAs) {  
 **if**(!has\_NA){  
 **if**(count != 0){  
 skipped\_dates <- c(skipped\_dates, count)  
 count = 0  
 }   
 } **else** {  
 count = count + 1  
 }  
}  
  
plot(skipped\_dates[-1], ylab = "Number of consecutive trading days missed")
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table(skipped\_dates[-1])

##   
## 1 2 3 4 5 6 7 8 9 10   
## 6 148 39 15 1 6 2 7 1 1

data cleansing: remove columns that have many missing data (>50)

*# SP500NumFew: SP500Num with columns that have few missing data*  
SP500NumFew <- SP500Num[,colSums(is.na(SP500Num))<50]  
SP500NONAFew <- SP500NumFew[complete.cases(SP500NumFew), ]  
has\_NAs <- !complete.cases(SP500NumFew)  
count <- 0  
skipped\_dates <- c()  
**for** (has\_NA **in** has\_NAs) {  
 **if**(!has\_NA){  
 **if**(count != 0){  
 skipped\_dates <- c(skipped\_dates, count)  
 count = 0  
 }   
 } **else** {  
 count = count + 1  
 }  
}  
  
plot(skipped\_dates[-1], ylab = "Number of consecutive trading days missed")

![](data:image/png;base64,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)

table(skipped\_dates[-1])

##   
## 1 2 3   
## 3 20 1

train/test split: 80/20

train\_set <- SP500NONAFew[1:round(nrow(SP500NONAFew)\*0.8),]  
test\_set <- SP500NONAFew[(round(nrow(SP500NONAFew)\*0.8)+1):nrow(SP500NONAFew),]  
x\_train <- data.matrix(train\_set[, !names(train\_set) %in% c("Close30")])  
y\_train <- train\_set[["Close30"]]  
x\_test <- data.matrix(test\_set[, !names(test\_set) %in% c("Close30")])  
y\_test <- test\_set[["Close30"]]

apply Lasso to find the best lambda, test MSE and number of variables

set.seed(1)  
model\_l1 <- glmnet(x\_train, y\_train,family = "gaussian", alpha = 1)  
plot(model\_l1, xvar='lambda', main="Lasso")  
model\_l1\_cv <- cv.glmnet(x\_train,y\_train,family = "gaussian", alpha = 1)  
best\_l1\_lambda <- model\_l1\_cv$lambda.min  
plot(model\_l1, xvar='lambda', main="Lasso")  
abline(v=log(best\_l1\_lambda), col="blue", lty=5.5 )
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plot(model\_l1\_cv)
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l1\_predict <- predict(model\_l1, s = best\_l1\_lambda, newx = x\_test)  
selected\_index = which(coef(model\_l1\_cv, s = "lambda.min") != 0)  
selected\_variables = colnames(x\_train)[selected\_index]  
message("best lambda = ", best\_l1\_lambda)

## best lambda = 0.661972359185739

message("test\_set MSE = ", mean((l1\_predict-y\_test)^2))

## test\_set MSE = 8154.62740354259

message("number of variables selected = ", length(selected\_variables))

## number of variables selected = 25

apply Ridge to find the best lambda and test MSE

set.seed(1)  
model\_l2 <- glmnet(x\_train,y\_train,family = "gaussian", alpha = 0)  
plot(model\_l2, xvar='lambda', main="Ridge")  
model\_l2\_cv <- cv.glmnet(x\_train,y\_train,family = "gaussian", alpha = 0)  
best\_l2\_lambda <- model\_l2\_cv$lambda.min  
plot(model\_l2, xvar='lambda', main="Ridge")  
abline(v=log(best\_l2\_lambda), col="blue", lty=5.5 )

![](data:image/png;base64,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)

plot(model\_l2\_cv)
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l2\_predict <- predict(model\_l2, s = best\_l2\_lambda, newx = x\_test)  
message("best lambda = ", best\_l2\_lambda)

## best lambda = 33.7217855968576

message("test\_set MSE = ", mean((l2\_predict-y\_test)^2))

## test\_set MSE = 3000.20264242421

cannot apply best subset selection directly due to large number of predictors

*#selection\_full <- regsubsets (Close30 ~ .,data = train\_set, nvmax=10)*  
*# returns error*

preform forward stepwise selection and use adjusted R-squared, BIC and Cp to find the optimal model

selection\_forward <- regsubsets (Close30 ~ .,data=train\_set ,nvmax=50, method ="forward")

## Warning in leaps.setup(x, y, wt = wt, nbest = nbest, nvmax = nvmax, force.in =  
## force.in, : 10 linear dependencies found

## Reordering variables and trying again:

summary\_ <- summary(selection\_forward)  
plot(summary\_$adjr2, xlab="Number of Variables ", ylab="Adj R2", type="l")  
varF.adjr2 <- which.max(summary\_$adjr2)  
points(varF.adjr2,summary\_$adjr2[varF.adjr2], col="red",cex=2,pch=20)
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plot(summary\_$bic, xlab="Number of Variables ", ylab="BIC", type="l")  
varF.bic <- which.min(summary\_$bic)  
points(varF.bic,summary\_$bic[varF.bic], col="red",cex=2,pch=20)
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plot(summary\_$cp, xlab="Number of Variables ", ylab="Cp", type="l")  
varF.cp <- which.min(summary\_$cp)  
points(varF.cp,summary\_$cp[varF.cp], col="red",cex=2,pch=20)
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message("number of variables for best adjusted R-squared = ", varF.adjr2)

## number of variables for best adjusted R-squared = 20

message("number of variables for best BIC = ", varF.bic)

## number of variables for best BIC = 9

message("number of variables for best Cp = ", varF.cp)

## number of variables for best Cp = 14

preform backward stepwise selection and use adjusted R-squared, BIC and Cp to find the optimal model

selection\_backward <- regsubsets (Close30 ~ .,data=train\_set ,nvmax=50, method ="backward")

## Warning in leaps.setup(x, y, wt = wt, nbest = nbest, nvmax = nvmax, force.in =  
## force.in, : 10 linear dependencies found

## Reordering variables and trying again:

summary\_ <- summary(selection\_backward)  
plot(summary\_$adjr2, xlab="Number of Variables ", ylab="Adj R2", type="l")  
varB.adjr2 <- which.max(summary\_$adjr2)  
points(varB.adjr2,summary\_$adjr2[varB.adjr2], col="red",cex=2,pch=20)
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plot(summary\_$bic, xlab="Number of Variables ", ylab="BIC", type="l")  
varB.bic <- which.min(summary\_$bic)  
points(varB.bic,summary\_$bic[varB.bic], col="red",cex=2,pch=20)
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plot(summary\_$cp, xlab="Number of Variables ", ylab="Cp", type="l")  
varB.cp <- which.min(summary\_$cp)  
points(varB.cp,summary\_$cp[varB.cp], col="red",cex=2,pch=20)
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message("number of variables for best adjusted R-squared = ", varB.adjr2)

## number of variables for best adjusted R-squared = 18

message("number of variables for best BIC = ", varB.bic)

## number of variables for best BIC = 7

message("number of variables for best Cp = ", varB.cp)

## number of variables for best Cp = 10

calculate test MSE with the best forward model

test\_mat <- model.matrix(Close30 ~ ., data = test\_set)  
coef = coef(selection\_forward, varF.adjr2)  
pred = test\_mat[,names(coef)]%\*%coef  
forward\_errors.adjr2 = mean((y\_test-pred)^2)  
coef = coef(selection\_forward, varF.bic)  
pred = test\_mat[,names(coef)]%\*%coef  
forward\_errors.bic = mean((y\_test-pred)^2)  
coef = coef(selection\_forward, varF.cp)  
pred = test\_mat[,names(coef)]%\*%coef  
forward\_errors.cp = mean((y\_test-pred)^2)  
message("test\_set MSE with best adjusted R-squared = ", forward\_errors.adjr2)

## test\_set MSE with best adjusted R-squared = 12843.515687094

message("test\_set MSE with best BIC = ", forward\_errors.bic)

## test\_set MSE with best BIC = 3914.04291247753

message("test\_set MSE with best Cp = ", forward\_errors.cp)

## test\_set MSE with best Cp = 3914.09462818934

val.errors=rep(NA,50)  
**for** (i **in** 1:50){  
 coefi = coef(selection\_forward, id=i)  
 pred = test\_mat[,names(coefi)]%\*%coefi  
 *# MSE*  
 val.errors[i] = mean((y\_test-pred)^2)  
}  
plot(val.errors ,type='b', main="forward selection test error")
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calculate test MSE with the best backward model

test\_mat <- model.matrix(Close30 ~ ., data = test\_set)  
coef = coef(selection\_backward, varB.adjr2)  
pred = test\_mat[,names(coef)]%\*%coef  
backward\_errors.adjr2 = mean((y\_test-pred)^2)  
coef = coef(selection\_backward, varB.bic)  
pred = test\_mat[,names(coef)]%\*%coef  
backward\_errors.bic = mean((y\_test-pred)^2)  
coef = coef(selection\_backward, varB.cp)  
pred = test\_mat[,names(coef)]%\*%coef  
backward\_errors.cp = mean((y\_test-pred)^2)  
message("test\_set MSE with best adjusted R-squared = ", backward\_errors.adjr2)

## test\_set MSE with best adjusted R-squared = 11746.5286164661

message("test\_set MSE with best BIC = ", backward\_errors.bic)

## test\_set MSE with best BIC = 12288.8326369765

message("test\_set MSE with best Cp = ", backward\_errors.cp)

## test\_set MSE with best Cp = 12083.813122192

val.errors=rep(NA,50)  
**for** (i **in** 1:50){  
 coefi = coef(selection\_backward, id=i)  
 pred = test\_mat[,names(coefi)]%\*%coefi  
 *# MSE*  
 val.errors[i] = mean((y\_test-pred)^2)  
}  
plot(val.errors ,type='b', main="backward selection test error")
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calculate mean cv errors(10-fold)

k=10  
set.seed(1)  
folds = sample(1:k, nrow(train\_set), replace=TRUE)  
cv.errors=matrix(NA, k, 50, dimnames=list(NULL, paste(1:50)))  
  
predict.regsubsets = **function** (object, newdata, id ,...){  
 form=as.formula(object$call [[2]])  
 mat=model.matrix(form,newdata)  
 coefi=coef(object ,id=id)  
 xvars=names(coefi)  
 mat[,xvars]%\*%coefi  
 }  
  
**for**(j **in** 1:k){  
 best.fit = regsubsets(Close30~., data=train\_set[folds!=j,], nvmax=50, method ="forward")  
 **for**(i **in** 1:50){  
 pred = predict(best.fit, train\_set[folds==j,], id=i)  
 cv.errors[j, i] = mean((train\_set$Close30[folds==j]-pred)^2)  
 }  
}

## Warning in leaps.setup(x, y, wt = wt, nbest = nbest, nvmax = nvmax, force.in =  
## force.in, : 10 linear dependencies found

## Reordering variables and trying again:
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## force.in, : 10 linear dependencies found

## Reordering variables and trying again:
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## Reordering variables and trying again:
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## Reordering variables and trying again:

## Warning in leaps.setup(x, y, wt = wt, nbest = nbest, nvmax = nvmax, force.in =  
## force.in, : 10 linear dependencies found

## Reordering variables and trying again:

## Warning in leaps.setup(x, y, wt = wt, nbest = nbest, nvmax = nvmax, force.in =  
## force.in, : 10 linear dependencies found

## Reordering variables and trying again:

## Warning in leaps.setup(x, y, wt = wt, nbest = nbest, nvmax = nvmax, force.in =  
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## Reordering variables and trying again:

## Warning in leaps.setup(x, y, wt = wt, nbest = nbest, nvmax = nvmax, force.in =  
## force.in, : 10 linear dependencies found

## Reordering variables and trying again:

mean.cv.errors = apply(cv.errors, 2, mean)  
plot(mean.cv.errors ,type='b', main="forward selection mean cv error")
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**for**(j **in** 1:k){  
 best.fit = regsubsets(Close30~., data=train\_set[folds!=j,], nvmax=50, method ="backward")  
 **for**(i **in** 1:50){  
 pred = predict(best.fit, train\_set[folds==j,], id=i)  
 cv.errors[j, i] = mean((train\_set$Close30[folds==j]-pred)^2)  
 }  
}

## Warning in leaps.setup(x, y, wt = wt, nbest = nbest, nvmax = nvmax, force.in =  
## force.in, : 10 linear dependencies found

## Reordering variables and trying again:
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## Reordering variables and trying again:

mean.cv.errors = apply(cv.errors, 2, mean)  
plot(mean.cv.errors ,type='b', main="backward selection mean cv error")
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message("backward selection mean cv error of 7 variables = ", mean.cv.errors[7])

## backward selection mean cv error of 7 variables = 3246.21484113369

final selected model

coefs <- coef(selection\_backward, 7)  
names\_ <- names(coefs)  
names\_ <- names\_[!names\_ %in% "(Intercept)"]  
response <- as.character(as.formula(selection\_forward$call[[2]])[[2]])  
form <- as.formula(paste(response, paste(names\_, collapse = " + "), sep = " ~ "))  
model\_best\_forward <- glm(form, data = train\_set)  
summary(model\_best\_forward)

##   
## Call:  
## glm(formula = form, data = train\_set)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -229.386 -29.415 7.857 37.719 171.703   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -3.686e+00 1.795e+01 -0.205 0.837   
## ROC\_15 3.078e+00 7.646e-01 4.025 5.99e-05 \*\*\*  
## ROC\_20 3.174e+00 6.853e-01 4.631 3.95e-06 \*\*\*  
## EMA\_50 1.035e+00 5.368e-03 192.790 < 2e-16 \*\*\*  
## DTB3 1.083e+03 6.083e+01 17.797 < 2e-16 \*\*\*  
## DTB6 -8.316e+02 4.176e+01 -19.914 < 2e-16 \*\*\*  
## DGS10 -5.447e+01 6.486e+00 -8.399 < 2e-16 \*\*\*  
## DAAA 3.177e+01 6.361e+00 4.994 6.61e-07 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for gaussian family taken to be 3207.334)  
##   
## Null deviance: 175952061 on 1486 degrees of freedom  
## Residual deviance: 4743647 on 1479 degrees of freedom  
## AIC: 16235  
##   
## Number of Fisher Scoring iterations: 2

use principal component to view variance explained

pc <- prcomp(x\_train, scale = T, center = T)  
var <- pc$sdev^2  
pve <- var / sum(var)  
plot(pve, xlab = "Principal Component", ylab = "Proportion of Variance Explained", ylim = c(0, 1), type = "b")
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plot(cumsum(pve), xlab = "Principal Component", ylab = "Cumulative Proportion of Variance Explained", ylim = c(0, 1), type = "b")  
abline(h=0.8, col="blue", lty=5.5 )
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