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1. **Цели и задачи проекта**

Получить представление о видах таблиц, используемых при трансляции программ. Изучить множество операций с таблицами и особенности реализации этих операций для таблиц, используемых на этапе лексического анализа. Реализовать классы таблиц, используемых сканером.

1. **Вид, объем и источник исходных данных;**

Исходными данными для постоянных таблиц являются файлы, где перечислены элементы этих таблиц. В файлах каждый идентификатор начинается с новой строки.

Для переменных таблиц явных исходных данных нет. Они формируются динамически.

1. **Структура таблиц**

*Класс для работы с постоянными таблицами*

*Имя класса:* const\_table

Методы класса:

|  |  |
| --- | --- |
| Имя метода | Описание |
| const\_table(string filename) | Конструктор, генерирует таблицу из файла с именем filename |
| const\_table(); | Конструктор по умолчанию |
| string get(int number); | Возвращает элемент по номеру в таблице |
| int search(string value); | Проверяет наличие элемента в таблице. Возвращает номер элемента в таблице, если элемент есть в таблице, иначе -1. |

*Класс для работы с переменными таблицами*

*Имя класса:* variable\_table

Структура данных представляет хэш-таблицу с цепочками

Методы класса:

|  |  |
| --- | --- |
| Имя метода | Описание |
| variable\_table(); | Конструктор, генерирует пустую хэш-таблицу размером 32. |
| void settype(int type, int hash, int i); | Устанавливает тип type элементу с хэшем hash и индексом в цепочке i. |
| pair <int, int> set(identifier id); | Добавляет элемент в таблицу и возвращает хэш и номер в цепочке |
| pair <int, int> setname(string name); | Добавляет элемент по имени name в таблицу и возвращает хэш и номер в цепочке |
| void setvalue(string name, string value); | Устанавливает значение value элементу с именем name |
| pair <int, int> search(string name); | Ищет элемент с именем name и возвращает хэш и номер в цепочке |
| pair <int, int> search(identifier id); | Ищет элемент id и возвращает хэш и номер в цепочке |
| int gettype( int hash, int i); | Возвращает тип элемента с хэшем hash и номером в цепочке i |
| string getvalue(int hash, int i); | Возвращает значение элемента с хэшем hash и номером в цепочке i |
| int calc\_hash(string name); | Возвращает хэш по имени элемента |

*Класс для работы со всеми таблицами*

*Имя класса:* Tables

Хранит в себе таблицы

const\_table words, operations, separators, alphabet, digits;

variable\_table constants, variables;

Методы класса:

|  |  |
| --- | --- |
| Имя метода | Описание |
| Tables(); | Конструктор, создает все таблицы с помощью конструкторов |
| trio find(string c); | Ищет элемент во всех таблицах, возвращает номер таблицы, номер хэша и номер в цепочке |

1. **Тексты программ**

*Tables.h*

#pragma once

#include <string>

#include <vector>

#include <iostream>

#include <fstream>

using namespace std;

struct identifier

{

string name;

int type;

string value;

identifier(string name, int type, string value);

identifier();

};

class const\_table

{

public:

vector<string> table;

const\_table(string filename);// читать из файла

const\_table();

string get(int number);

int search(string value);

};

struct trio

{

int table;

int ind;

int sind;

trio(int t, int i, int si = 0);

trio(int t, pair <int, int> par\_index);

};

/\*---------------------------------\*/

class variable\_table

{

public:

vector<vector<identifier>> table;

variable\_table();

void settype(int type, int hash, int i);

pair <int, int> set(identifier id);

pair <int, int> setname(string name);

void setvalue(string name, string value);

pair <int, int> search(string name);

pair <int, int> search(identifier id);

int gettype( int hash, int i);

string getvalue(int hash, int i);

int calc\_hash(string name);

};

class Tables

{

public:

const\_table words, operations, separators, alphabet, digits;

variable\_table constants, variables;

Tables();

trio find(string c);

};

*Tables.cpp*

#include "Tables.h"

const\_table::const\_table(string filename)

{

ifstream rfile (filename);

if (rfile.is\_open()) {

string s;

while (!rfile.eof()) { // keep reading until end-of-file

getline(rfile, s);

table.push\_back(s);

}

}

rfile.close();

}

const\_table::const\_table()

{

}

string const\_table::get(int number)

{

return table[number];

}

int const\_table::search(string value)

{

for (int i = 0; i < table.size(); i++)

{

if (value == table[i])

{

return i;

}

}

return -1;

}

/\*------------------------------------------\*/

variable\_table::variable\_table()

{

table.resize(32);

}

void variable\_table::settype(int type, int hash, int i)

{

table[hash][i].type = type;

}

pair <int, int> variable\_table::set(identifier id)

{

unsigned int hash = calc\_hash(id.name) % table.size();

pair <int, int> index = search(id.name);

if (index.first == -1)

{

table[hash].push\_back(id);

return { hash, table[hash].size() - 1 };

}

return { index.first, index.second };

}

pair <int, int> variable\_table::setname(string name)

{

unsigned int hash = calc\_hash(name) % table.size();

pair <int, int> index = search(name);

identifier id(name, 0, "");

if (index.first == -1)

{

table[hash].push\_back(id);

return { hash, table[hash].size() - 1 };

}

return { index.first, index.second };

}

void variable\_table::setvalue(string name, string value)

{

pair <int, int> index = search(name);

if (index.first != -1)

{

table[index.first][index.second].value=value;

}

}

pair <int, int> variable\_table::search(string name)

{

int hash = calc\_hash(name) % table.size();

if (table[hash].size() == 0)

{

return { -1, 0 };

}

for (int i = 0; i < table[hash].size(); ++i)

{

if (table[hash][i].name == name)

{

return { hash, i };

}

}

return { -1, 0 };

}

pair<int, int> variable\_table::search(identifier id)

{

return search(id.name);

}

int variable\_table::gettype( int hash, int i)

{

return table[hash][i].type;

}

string variable\_table::getvalue( int hash, int i)

{

return table[hash][i].value;

}

int variable\_table::calc\_hash(string name)

{

unsigned int b = 378551;

unsigned int a = 63689;

unsigned int hash = 0;

for (unsigned int i = 0; i < name.length(); i++)

{

hash = hash \* a + name[i];

a = a \* b;

}

return (hash & 0x7FFFFFFF);

}

/\*------------------------------------------\*/

identifier::identifier(string nam, int typ, string valu)

{

name = nam;

type = typ;

value = valu;

}

identifier::identifier()

{

name = "";

type = 0;

value = "0";

}

/\*------------------------------------------\*/

Tables::Tables()

{

words = const\_table("words.txt");

operations= const\_table("operations.txt");

separators = const\_table("separators.txt");

alphabet = const\_table("alphabet.txt");

digits = const\_table("digits.txt");

variables = variable\_table();

constants = variable\_table();

}

trio Tables::find(string c)

{

int p;

p = separators.search(c);

if (p != -1)

return trio(0, p);

p = words.search(c);

if ( p!= -1)

return trio(1, p);

p = operations.search(c);

if ( p!= -1)

return trio(2, p);

pair <int, int> pa;

pa = variables.search(c);

if (pa.first != -1)

return trio(3, pa);

pa = constants.search(c);

if (pa.first != -1)

return trio(4, pa);

return trio(-1, 0);

}

/\*------------------------------------------\*/

trio::trio(int t, int i, int si)

{

table = t;

ind = i;

sind = si;

}

trio::trio(int t, pair<int, int> par\_index)

{

table = t;

ind = par\_index.first;

sind = par\_index.second;

}

*Lab1.cpp*

#include <iostream>

#include "Tables.h"

int main()

{

Tables tables = Tables();

string c = tables.separators.get(2);

int i = tables.separators.search("{");

trio id = tables.find("{");

id = tables.find("a");

id = tables.find("if");

id = tables.find("for");

string v = "hello";

identifier var = identifier("a", 0,v );

tables.variables.set(var);

var = identifier("a", 0, v);

tables.variables.search("a");

id = tables.find("a");

tables.variables.setvalue("a", "bi");

tables.variables.getvalue(1, 0);

tables.variables.settype(2, 1,0);

tables.variables.gettype(1, 0);

}

1. **Тестовые примеры**

*Тест для постоянных таблиц*

Исходный файл с именем “separators.txt”:

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| Шаг | Описание | Результат |
| separators = const\_table("separators.txt"); | Создание таблицы из файла |  |
| string c = tables.separators.get(2); | Вернуть элемент под номером 2 в таблице | c = ; |
| int i = tables.separators.search("{"); | Вернуть позицию элемента '{' в таблице, если найден | I = 3 |
| id = tables.find("if"); | Вернуть -1, если не найден | Id = -1 |

*Тест для переменных таблиц*

|  |  |  |
| --- | --- | --- |
| Шаг | Описание | Результат |
| variables = variable\_table(); | Создание пустой таблицы variables |  |
| identifier var = identifier("a", 0, "hello" ); tables.variables.set(var); | Добавить идентификатор в таблицу. |  |
| tables.variables.search("a"); | Поиск элемента по имени | (1, 0) |
| tables.variables.setvalue("a", "bi"); | Установить значение "bi" для переменной a |  |
| tables.variables.getvalue(1, 0); | Возвратить значение переменной а | bi |
| tables.variables.settype(1, 1, 0); | Установить тип 1 для переменной а |  |
| tables.variables.gettype(1, 0); | Вернуть тип переменной а | 1 |

*Тест для всех таблиц*

|  |  |  |
| --- | --- | --- |
| Шаг | Описание | Результат |
| Tables tables = Tables(); | Создание всех таблиц |  |
| trio id = tables.find("{"); | Найти элемент "{" и вернуть индексы | (0,3,0) |
| id = tables.find("a"); | Найти элемент "a" и вернуть индексы | (1,0,0) |
| id = tables.find("if"); | Найти элемент "if" и вернуть индексы | (-1,0,0) |
| id = tables.find("for"); | Найти элемент "for" и вернуть индексы | (1,2,0) |