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**1.引言**

**1.1. 编写**目的

本说明文档旨在系统性地阐述博客系统的项目背景与开发意义，明确系统的功能目标与技术实现路径，为后续的系统设计、数据库建模、功能开发及测试部署提供统一的规范与指导依据。文档内容包括：

* 系统需求分析与功能模块划分
* 技术选型与系统架构说明
* 数据库逻辑模型与物理模型设计
* 统实现目标与接口说明
* 系统测试范围与上线验收标准

通过本需求分析文档的编写，可为前后端开发人员提供准确的接口契约与设计指南，为数据库设计人员提供清晰的数据结构定义，同时为测试与部署工作提供基础参考。

**1.2. 项目范围**

博客（Blog，全称 Weblog）最初被设计用于用户在线发布日志与文章，经过多年发展已逐步成为创作者记录知识、表达观点、互动交流的重要媒介。

本博客系统为一个轻量级的内容管理平台，支持：

* 用户注册与登录
* 博文发布、分类、标签管理
* 评论与用户中心功能

系统采用当前流行的 Rust 语言进行开发，后端使用 Axum 框架 构建 Web 服务，SeaORM 作为 ORM 工具操作数据库，默认使用 SQLite，也可灵活切换为 MySQL。系统接口设计遵循 RESTful API 规范，前端可独立开发，也可通过 Postman等工具测试接口功能。

系统设计风格注重模块化、轻量级、高性能，适合个人博主或小型团队部署使用。

**1.3. 术语定义**

|  |  |
| --- | --- |
| **术语** | **定义** |
| 博主 | 拥有账号并具有管理内容权限的用户 |
| 文章 | 博主撰写的博客内容 |
| 标签 | 用于对文章进行分类和筛选的关键词 |
| JWT | JSON Web Token，用于用户身份认证 |

**1.4. 引用文件**

[1] Steve Klabnik, Carol Nichols. *The Rust Programming Language*（Rust官方权威书籍）  
[2] Mitchell, David. *Programming Web Services with Rust using Axum*（Axum 实战参考）  
[3] SeaQL. *SeaORM 官方文档*：https://www.sea-ql.org/SeaORM/  
[4] SQLite. *SQLite Documentation*：https://www.sqlite.org/docs.html

**2. 总体描述**

**2.1. 产品背景**

随着 Web 技术的发展与内容创作生态的成熟，传统的博客平台（如 CSDN、博客园、简书等）逐渐趋于中心化，限制了用户对内容的自主掌控权。越来越多的内容创作者、程序员及技术博主，开始寻求一种 “去平台化、自托管、高自由度” 的内容发布解决方案。

本项目即在此背景下提出，旨在构建一个以技术用户为核心、支持自定义部署、结构简洁的轻量级博客系统，帮助用户在私有服务器或本地环境中轻松搭建自己的博客。

该博客系统采用 Rust 语言构建，具备出色的性能与安全特性，同时结合 Axum 框架实现现代化 Web 架构，简化接口开发，提升系统扩展能力。

**2.2. 产品描述**

博客系统作为一种内容管理系统（CMS），旨在帮助用户记录、展示与传播信息，是开发者学习记录、内容创作者发布观点的重要工具。为更好满足现代用户对性能、安全、自主可控的需求，本系统在传统博客功能的基础上，采用 Rust 编程语言进行开发，构建出一个轻量级、高性能、可扩展的现代博客平台。

本系统基于 Rust + Axum 框架搭建后端，SeaORM 提供 ORM 支持，前端未强依赖特定框架，便于与 Vue、React 或移动端集成。采用 JWT 实现用户身份认证，接口遵循 RESTful 规范，支持 Postman、Swagger 等自动化测试工具。

系统包括前端展示、后台管理、评论互动三大核心部分，适配桌面和移动设备，支持浏览器直接访问和第三方 API 消费。

**2.2.1 系统接口**

**首页相关接口**

* GET /blogs: 分页获取所有博客（支持按时间排序）
* GET /categories?limit=n: 获取前 n 个分类
* GET /tags?limit=n: 获取前 n 个标签
* GET /blogs/latest?limit=n: 获取最新发布的 n 篇博客

**用户认证接口**

* POST /user/register: 用户注册
* POST /user/login: 用户登录，返回 JWT
* GET /user/profile: 获取当前用户信息
* POST /user/logout: 用户注销（Token 失效）

**博客管理接口**

* GET /admin/blogs: 后台分页查询博客
* GET /admin/blogs/search?title=...: 按标题查询
* GET /admin/blogs/category/:id: 根据分类查询
* POST /admin/blogs: 新增博客
* PUT /admin/blogs/:id: 修改博客
* DELETE /admin/blogs/:id: 删除博客

**标签接口**

* POST /admin/tags: 新增标签
* GET /admin/tags: 查询所有标签
* PUT /admin/tags/:id: 更新标签
* DELETE /admin/tags/:id: 删除标签
* GET /admin/tags/search?name=...: 查询标签

**分类接口**

* POST /admin/categories: 新增分类
* GET /admin/categories: 查询所有分类
* PUT /admin/categories/:id: 修改分类
* DELETE /admin/categories/:id: 删除分类
* GET /admin/categories/search?name=...: 查询分类

**评论接口**

* GET /comments?blog\_id=...: 查询博客下所有评论
* POST /comments: 发表评论
* GET /comments/search?title=...: 根据标题查评论

**归档页接口**

* GET /archive: 根据时间归档返回博客列表

**2.2.2 用户界面**

**管理员用户：**

* 登录后台系统
* 发布/修改/删除博客
* 管理博客的分类与标签
* 评论审核与管理
* 基于标题、分类、标签快速查询博客

**普通访客：**

* 浏览首页博客列表（分页）
* 查看某一分类或标签下的所有博客
* 查看年度归档、热门博客
* 全文搜索支持关键词模糊匹配
* 查看博客详情与评论列表
* 对博客发表评论

**2.2.3 硬件接口**

 适配 x86\_64、ARM 架构

 支持 PC 浏览器与移动端访问

 屏幕分辨率兼容范围：最小 360×640，最大 4096×2160

**2.2.4 软件接口**

 后端语言：Rust 1.70+

 Web 框架：Axum + Tokio + Tower

 数据库：SQLite（开发）、MySQL（部署）

 ORM 工具：SeaORM

 环境依赖：支持 Linux、Windows、macOS

**2.2.5 通信接口**

 支持 HTTP/1.1 和 HTTPS（推荐）

 接口基于 JSON 格式传输

 后端对外提供 RESTful API 接口

 认证方式采用 Bearer Token（JWT）

**2.2.6 内存约束**

 最小运行内存建议 ≥ 512MB

 磁盘空间需求 ≥ 100MB（SQLite）

**2.3. 产品功能**

现阶段功能：

 支持用户注册、登录、Token 认证机制

 博客文章管理：CRUD、Markdown 编辑、标签分类

 评论系统：访客可评论，管理员可审阅

 分类/标签系统：支持嵌套结构与统计

 首页、归档页、标签页、分类页的展示

 关键词全文搜索

 RESTful API 接口规范，方便前后端分离

**2.5. 应用目标与作用范围**

本系统面向对内容创作有持续需求的技术用户，包括：

* 青年开发者：记录成长路径与学习笔记
* 高校学生：展示项目成果、研究内容
* 自媒体创作者：搭建独立博客品牌
* 小型组织：发布技术公告与知识沉淀

他们重视系统性能、安全性以及对数据的自主可控，倾向使用命令行或 Git 工作流，乐于自建服务，适合 Rust 提供的精致控制与部署方式。

**2.6. 约束**

法律约束：系统部署与运营应遵守《中华人民共和国网络安全法》

安全性要求：接口需校验用户身份；数据库不得暴露公网

硬件要求：服务器推荐配置为 1核2G 内存、1G以上硬盘空间

编码语言：仅使用 Rust 实现后端逻辑，避免混合语言引入复杂性

可维护性：系统结构清晰、接口模块独立，易于后期扩展

**2.7. 假设与依赖关系**

 假设部署环境已具备 Rust 编译工具链及数据库运行条件

 假设前端开发人员熟悉与 RESTful API 对接方式

 系统开发依赖 tokio 异步运行时、axum 路由框架、SeaORM ORM

 假设使用者对基础命令行、JWT 身份认证机制有所了解

 项目开发团队熟悉 Git、VS Code 或 JetBrains RustRover 等工具链

**3. 具体需求**

**3.1外部接口**

本博客系统采用典型前后端分离架构，所有外部交互均通过 RESTful API 实现。接口请求与响应均使用 JSON 格式，通过 HTTP/HTTPS 传输。系统支持如下外部对接方式：

 Web 前端通过 HTTP 请求调用后端 API

 可集成 Swagger/Postman 接口文档测试平台

 支持接入第三方系统进行内容同步（预留 Webhook 接口）

无图形化 GUI 输入输出接口要求，CLI 或 GUI 客户端均可基于 API 实现交互。

**3.2. 功能需求**

**3.2.1 用例描述（Use Case）**

功能总览：

|  |  |  |
| --- | --- | --- |
| 用例名称 | 参与者 | 概要说明 |
| 用户注册/登录 | 访客 | 提供凭证注册账号，登录后返回 JWT |
| 创建/编辑博客 | 管理员 | 提交博客内容、分类、标签，存入数据库 |
| 浏览博客列表 | 访客/用户 | 分页获取博客概览信息 |
| 博客详情查看 | 访客/用户 | 根据 ID 查看博客全文及评论 |
| 博客评论 | 注册用户 | 登录后评论目标博客 |
| 管理标签/分类 | 管理员 | 维护分类/标签字典 |
| 搜索与归档浏览 | 所有用户 | 支持关键字搜索、时间归档过滤 |

**3.2.2 顺序图**

可包含以下关键业务顺序图（UML 可手动绘制）：

 管理员登录顺序图

 博客内容发布顺序图

 用户访问与评论顺序图

 博客分类、标签维护流程图

 归档与搜索流程顺序图

**3.2.3 分析类图（逻辑建模）**

主要实体类（即数据模型）：

 User 用户类

 Blog 博客类

 Comment 评论类

 Tag 标签类

 Category 分类类

 BlogTag 博客与标签多对多关联类

这些类可用于生成 SeaORM 实体模型，统一数据库设计与逻辑表示。

**3.2.4 功能模块划分**

|  |  |
| --- | --- |
| 模块 | **功能描述** |
| 首页 | 显示博客分页列表、分类/标签排行、推荐文章、最新文章 |
| 博客详情页 | 展示单篇博客详细内容，支持评论展示与发布 |
| 分类页 | 浏览全部分类及其下的博客文章 |
| 标签页 | 浏览全部标签及其下的博客文章 |
| 归档页 | 按时间归档展示博客，按年份统计 |
| 关于我页 | 展示博主简介与联系信息，可使用标签形式列出技能爱好 |
| 管理员登录页 | 登录后台系统（基于 Token 身份认证） |
| 博客管理模块 | 发布/修改/删除博客，支持搜索与过滤 |
| 标签管理模块 | 标签新增、修改、删除与查询 |
| 分类管理模块 | 分类新增、修改、删除与查询 |
| 评论管理模块 | 按时间或文章标题查看与管理评论（后端预留） |

**3.3. 性能需求**

**3.3.1. 精度需求**

|  |  |  |
| --- | --- | --- |
| 类别 | 字段 | 精度 |
| 用户 | 手机号 | 11位数字 |
| 用户名 | 6-18 位数字或字母 |
| 密码 | 6-18 位数字或字母 |
| 文章 | 书名 | 不超过 64 个字符 |
| 作者 | 不超过 64 个字符 |
| 简介 | 不超过 10000 个字符 |
| 连接 | 不超过 128 个字符 |
| 记录 | 借出时间 | 16 位数字或字母 |
| 归还时间 | 16 位数字或字母 |
| 借阅者 | 不超过 64 个字符 |
| 借阅状态 | 布尔型 |

**3.4 设计约束**

**3.4.1 标准依从性**

 参照《计算机软件开发规范 CB8566-88》《软件文件编制指南 CBB567-88》

 REST API 符合 OpenAPI 3.0 标准

 数据模型生成遵循 SeaORM 实体建模规范

 JWT 实现符合 RFC 7519 标准

 编码规范参照 Rust 官方及《Rust API Design Guidelines》

**3.5软件系统属性**

**3.5.1 观感需求**

整体页面简洁清新，模块布局合理，博客排版规范。推荐使用 TailwindCSS + Markdown 渲染器实现前端样式，支持代码高亮、图片嵌入等。

**3.5.2 易用性需求**

 操作简洁：后台功能一目了然

 Markdown 编辑器支持实时预览

 游客可直接浏览、评论需登录后操作

**3.5.3可执行性需求**

 首页加载时间不超过 200ms

 博客详情页加载不超过 500ms

 数据传输 JSON 格式，采用 GZIP 压缩优化带宽

**3.5.4安全性**

 所有数据接口均要求身份认证（JWT）

 管理端需配置 IP 白名单

 密码加密存储，禁止明文传输

**3.5.5 系统完整性**

 支持文章发布、归档、分类、标签、评论、权限控制等基本功能

 所有核心操作具备接口与后端落地实现

 数据结构支持后续导出、迁移、备份

**3.5.6 可扩展性与可维护性**

 模块划分清晰，接口注释完整，符合微服务拆分原则

 日志记录使用统一中间件（如 tracing）

 可通过 feature flag 或配置文件启用额外功能（如“点赞”）