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**Q1. Write a program to implement Bresenham’s line drawing algorithm**.

**Code:**

#include <iostream>

#include <graphics.h>

using namespace std;

void bresenhamLine(int x1, int y1, int x2, int y2) {

int dx = x2 - x1;

int dy = y2 - y1;

int p = 2 \* dy - dx;

int x = x1, y = y1;

while (x <= x2) {

putpixel(x, y, WHITE);

if (p >= 0) {

y++;

p += 2 \* dy - 2 \* dx;

} else {

p += 2 \* dy;

}

x++;

}

}

int main() {

int gd = DETECT, gm;

char data[] = "C:\\MinGW\\lib\\libbgi.a";

initgraph(&gd, &gm, data);

int x1 = 100, y1 = 100, x2 = 200, y2 = 150;

bresenhamLine(x1, y1, x2, y2);

getch();

closegraph();

return 0;

}

**Output:**

**![A white line in a black background

Description automatically generated](data:image/png;base64,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)**

**Q2. Write a program to implement a midpoint circle drawing algorithm.**

**Code:**

#include <iostream>

#include <graphics.h>

using namespace std;

void midpointCircle(int xc, int yc, int r) {

    int x = 0, y = r;

    int p = 1 - r;

    while (x <= y) {

        putpixel(xc + x, yc + y, WHITE);

        putpixel(xc - x, yc + y, WHITE);

        putpixel(xc + x, yc - y, WHITE);

        putpixel(xc - x, yc - y, WHITE);

        putpixel(xc + y, yc + x, WHITE);

        putpixel(xc - y, yc + x, WHITE);

        putpixel(xc + y, yc - x, WHITE);

        putpixel(xc - y, yc - x, WHITE);

        if (p < 0) {

            p += 2 \* x + 3;

        } else {

            p += 2 \* (x - y) + 5;

            y--;

        }

        x++;

    }

}

int main() {

    int gd = DETECT, gm;

    initgraph(&gd, &gm, "");

    int xc = 200, yc = 200, r = 100;

    midpointCircle(xc, yc, r);

    getch();

    closegraph();

    return 0;

}

**Output:**

![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

**Q3. Write a program to clip a line using Cohen and Sutherland line clipping algorithm.**

**Code:**

#include <iostream>

#include <graphics.h>

using namespace std;

const int INSIDE = 0;

const int LEFT = 1;

const int RIGHT = 2;

const int BOTTOM = 4;

const int TOP = 8;

int xmin = 100, ymin = 100, xmax = 300, ymax = 300;

int computeCode(int x, int y) {

    int code = INSIDE;

    if (x < xmin) code |= LEFT;

    else if (x > xmax) code |= RIGHT;

    if (y < ymin) code |= BOTTOM;

    else if (y > ymax) code |= TOP;

    return code;

}

void cohenSutherlandClip(int x1, int y1, int x2, int y2) {

    int code1 = computeCode(x1, y1);

    int code2 = computeCode(x2, y2);

    bool accept = false;

    while (true) {

        if ((code1 == 0) && (code2 == 0)) {

            accept = true;

            break;

        } else if (code1 & code2) {

            break;

        } else {

            int x, y;

            int outcode = code1 ? code1 : code2;

            if (outcode & TOP) {

                x = x1 + (x2 - x1) \* (ymax - y1) / (y2 - y1);

                y = ymax;

            } else if (outcode & BOTTOM) {

                x = x1 + (x2 - x1) \* (ymin - y1) / (y2 - y1);

                y = ymin;

            } else if (outcode & RIGHT) {

                y = y1 + (y2 - y1) \* (xmax - x1) / (x2 - x1);

                x = xmax;

            } else {

                y = y1 + (y2 - y1) \* (xmin - x1) / (x2 - x1);

                x = xmin;

            }

            if (outcode == code1) {

                x1 = x;

                y1 = y;

                code1 = computeCode(x1, y1);

            } else {

                x2 = x;

                y2 = y;

                code2 = computeCode(x2, y2);

            }

        }

    }

    if (accept) {

        setcolor(WHITE);

        rectangle(xmin, ymin, xmax, ymax);

        setcolor(GREEN);

        line(x1, y1, x2, y2);

    }

}

int main() {

    int gd = DETECT, gm;

    char data[] = "C:\\MinGW\\lib\\libbgi.a";

    initgraph(&gd, &gm, data);

    int x1 = 50, y1 = 150, x2 = 250, y2 = 350;

    cohenSutherlandClip(x1, y1, x2, y2);

    getch();

    closegraph();

    return 0;

}**Output:** ![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

**4. Write a program to clip a polygon using Sutherland Hodgemann algorithm.**

**Code:**

#include <graphics.h>

#include <iostream>

#include <vector>

using namespace std;

struct Point {

    int x, y;

};

// Clip boundary values

int x\_min = 100, y\_min = 100;

int x\_max = 400, y\_max = 400;

// Function to check if a point is inside the clipping window

bool inside(Point p, int edge) {

    switch (edge) {

        case 1: return p.x >= x\_min; // Left edge

        case 2: return p.x <= x\_max; // Right edge

        case 3: return p.y >= y\_min; // Bottom edge

        case 4: return p.y <= y\_max; // Top edge

    }

    return false;

}

// Function to find the intersection point between polygon edge and window boundary

Point intersection(Point p1, Point p2, int edge) {

    Point i;

    float m = (float)(p2.y - p1.y) / (p2.x - p1.x);

    switch (edge) {

        case 1: // Left edge

            i.x = x\_min;

            i.y = p1.y + (x\_min - p1.x) \* m;

            break;

        case 2: // Right edge

            i.x = x\_max;

            i.y = p1.y + (x\_max - p1.x) \* m;

            break;

        case 3: // Bottom edge

            i.y = y\_min;

            i.x = p1.x + (y\_min - p1.y) / m;

            break;

        case 4: // Top edge

            i.y = y\_max;

            i.x = p1.x + (y\_max - p1.y) / m;

            break;

    }

    return i;

}

// Sutherland-Hodgman clipping algorithm

vector<Point> clipPolygon(vector<Point> polygon, int edge) {

    vector<Point> clippedPolygon;

    int n = polygon.size();

    Point s = polygon[n - 1]; // Starting point (previous vertex)

    for (int i = 0; i < n; i++) {

        Point p = polygon[i]; // Current vertex

        if (inside(p, edge)) {

            if (inside(s, edge)) {

                // Both points are inside, add the current point

                clippedPolygon.push\_back(p);

            } else {

                // Previous point is outside, current point is inside, add intersection and current point

                clippedPolygon.push\_back(intersection(s, p, edge));

                clippedPolygon.push\_back(p);

            }

        } else {

            if (inside(s, edge)) {

                // Previous point is inside, current point is outside, add intersection

                clippedPolygon.push\_back(intersection(s, p, edge));

            }

        }

        s = p; // Update previous point

    }

    return clippedPolygon;

}

// Function to draw a polygon

void drawPolygon(vector<Point> polygon, int color) {

    int n = polygon.size();

    setcolor(color);

    for (int i = 0; i < n; i++) {

        line(polygon[i].x, polygon[i].y, polygon[(i + 1) % n].x, polygon[(i + 1) % n].y);

    }

}

int main() {

    int gd = DETECT, gm;

    char data[] = "C:\\MinGW\\lib\\libbgi.a";

    initgraph(&gd, &gm, data);

    // Original polygon vertices

    vector<Point> polygon = {{150, 150}, {300, 50}, {450, 150}, {350, 250}, {200, 250}};

    // Draw clipping window

    rectangle(x\_min, y\_min, x\_max, y\_max);

    // Draw the original polygon in RED

    drawPolygon(polygon, RED);

    getch();

    // Clip polygon against the four edges of the clipping window

    for (int edge = 1; edge <= 4; edge++) {

        polygon = clipPolygon(polygon, edge);

    }

    // Clear the screen and draw the clipped polygon in GREEN

    cleardevice();

    rectangle(x\_min, y\_min, x\_max, y\_max);

    drawPolygon(polygon, GREEN);

    getch();

    closegraph();

    return 0;

}

**Output:**
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**5. Write a program to fill a polygon using the Scan line fill algorithm.**

**Code:**

#include <iostream>

#include <graphics.h>

using namespace std;

struct Point {

    int x, y;

};

void scanLine(Point polygon[], int n) {

    int ymin = polygon[0].y, ymax = polygon[0].y;

    for (int i = 1; i < n; i++) {

        if (polygon[i].y < ymin) ymin = polygon[i].y;

        if (polygon[i].y > ymax) ymax = polygon[i].y;

    }

    for (int y = ymin; y <= ymax; y++) {

        int xIntersections[20], k = 0;

        for (int i = 0; i < n; i++) {

            int x1 = polygon[i].x, y1 = polygon[i].y;

            int x2 = polygon[(i + 1) % n].x, y2 = polygon[(i + 1) % n].y;

            if (y1 != y2) {

                if (y >= min(y1, y2) && y <= max(y1, y2)) {

                    int x = x1 + (y - y1) \* (x2 - x1) / (y2 - y1);

                    xIntersections[k++] = x;

                }

            }

        }

        for (int i = 0; i < k - 1; i += 2) {

            line(xIntersections[i], y, xIntersections[i + 1], y);

        }

    }

}

int main() {

    int gd = DETECT, gm;

    char data[] = "C:\\MinGW\\lib\\libbgi.a";

    initgraph(&gd, &gm, data);

    Point polygon[] = {{200, 100}, {300, 200}, {250, 300}, {150, 300}, {100, 200}};

    int n = sizeof(polygon) / sizeof(polygon[0]);

    setcolor(WHITE);

    for (int i = 0; i < n; i++) {

        line(polygon[i].x, polygon[i].y, polygon[(i + 1) % n].x, polygon[(i + 1) % n].y);

    }

    scanLine(polygon, n);

    getch();

    closegraph();

    return 0;

}

**Output:**

**![A white hexagon on a black background
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**Q6. Write a program to apply various 2D transformations on a 2D object (use homogeneous Coordinates).**

**Code:**

#include <iostream>

#include <graphics.h>

#include <cmath>

using namespace std;

void applyTransformation(float matrix[3][3], int &x, int &y) {

    int xNew = matrix[0][0] \* x + matrix[0][1] \* y + matrix[0][2];

    int yNew = matrix[1][0] \* x + matrix[1][1] \* y + matrix[1][2];

    x = xNew;

    y = yNew;

}

void drawTransformedObject(float matrix[3][3]) {

    int x1 = 100, y1 = 100;

    int x2 = 200, y2 = 100;

    int x3 = 200, y3 = 200;

    int x4 = 100, y4 = 200;

    applyTransformation(matrix, x1, y1);

    applyTransformation(matrix, x2, y2);

    applyTransformation(matrix, x3, y3);

    applyTransformation(matrix, x4, y4);

    line(x1, y1, x2, y2);

    line(x2, y2, x3, y3);

    line(x3, y3, x4, y4);

    line(x4, y4, x1, y1);

}

void translate(int tx, int ty) {

    float translationMatrix[3][3] = {

        {1, 0, static\_cast<float>(tx)},

        {0, 1, static\_cast<float>(ty)},

        {0, 0, 1}

    };

    drawTransformedObject(translationMatrix);

}

void scale(float sx, float sy) {

    float scaleMatrix[3][3] = {

        {sx, 0, 0},

        {0, sy, 0},

        {0,  0, 1}

    };

    drawTransformedObject(scaleMatrix);

}

void rotate(float angle) {

    float rad = angle \* M\_PI / 180.0;

    float rotationMatrix[3][3] = {

        {cos(rad), -sin(rad), 0},

        {sin(rad), cos(rad), 0},

        {0, 0, 1}

    };

    drawTransformedObject(rotationMatrix);

}

int main() {

    int gd = DETECT, gm;

    char data[] = "C:\\MinGW\\lib\\libbgi.a";

    initgraph(&gd, &gm, data);

    // Original object

    setcolor(WHITE);

    int x1 = 100, y1 = 100, x2 = 200, y2 = 100, x3 = 200, y3 = 200, x4 = 100, y4 = 200;

    line(x1, y1, x2, y2);

    line(x2, y2, x3, y3);

    line(x3, y3, x4, y4);

    line(x4, y4, x1, y1);

    // Apply transformations

    setcolor(YELLOW);

    translate(50, 50);

    setcolor(RED);

    scale(0.5, 0.5);

    setcolor(GREEN);

    rotate(45);

    getch();

    closegraph();

    return 0;}

**Output: ![A screenshot of a computer
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**Q7.Write a program to apply various 3D transformations on a 3D object and then apply parallel and perspective projection on it.**

**Code: parallel projection**

#include <iostream>

#include <graphics.h>

#include <cmath>

using namespace std;

// Function to apply 3D transformations and then parallel projection

void apply3DTransformation(float matrix[4][4], int &x, int &y, int &z) {

    int xNew = matrix[0][0] \* x + matrix[0][1] \* y + matrix[0][2] \* z + matrix[0][3];

    int yNew = matrix[1][0] \* x + matrix[1][1] \* y + matrix[1][2] \* z + matrix[1][3];

    int zNew = matrix[2][0] \* x + matrix[2][1] \* y + matrix[2][2] \* z + matrix[2][3];

    x = xNew;

    y = yNew;

    z = zNew;

}

// Function to project 3D points onto a 2D plane (Parallel Projection)

void parallelProjection(int x, int y, int z, int &x2D, int &y2D) {

    // In parallel projection, the z-coordinate is ignored

    x2D = x;

    y2D = y;

}

// Draw a transformed 3D object projected in 2D

void drawTransformed3DObject(float matrix[4][4]) {

    // Cube vertices

    int x1 = 100, y1 = 100, z1 = 100;

    int x2 = 200, y2 = 100, z2 = 100;

    int x3 = 200, y3 = 200, z3 = 100;

    int x4 = 100, y4 = 200, z4 = 100;

    int x5 = 100, y5 = 100, z5 = 200;

    int x6 = 200, y6 = 100, z6 = 200;

    int x7 = 200, y7 = 200, z7 = 200;

    int x8 = 100, y8 = 200, z8 = 200;

    // Apply transformation

    apply3DTransformation(matrix, x1, y1, z1);

    apply3DTransformation(matrix, x2, y2, z2);

    apply3DTransformation(matrix, x3, y3, z3);

    apply3DTransformation(matrix, x4, y4, z4);

    apply3DTransformation(matrix, x5, y5, z5);

    apply3DTransformation(matrix, x6, y6, z6);

    apply3DTransformation(matrix, x7, y7, z7);

    apply3DTransformation(matrix, x8, y8, z8);

    // Project 3D points to 2D (Parallel Projection)

    int x1\_2D, y1\_2D, x2\_2D, y2\_2D, x3\_2D, y3\_2D, x4\_2D, y4\_2D;

    int x5\_2D, y5\_2D, x6\_2D, y6\_2D, x7\_2D, y7\_2D, x8\_2D, y8\_2D;

    parallelProjection(x1, y1, z1, x1\_2D, y1\_2D);

    parallelProjection(x2, y2, z2, x2\_2D, y2\_2D);

    parallelProjection(x3, y3, z3, x3\_2D, y3\_2D);

    parallelProjection(x4, y4, z4, x4\_2D, y4\_2D);

    parallelProjection(x5, y5, z5, x5\_2D, y5\_2D);

    parallelProjection(x6, y6, z6, x6\_2D, y6\_2D);

    parallelProjection(x7, y7, z7, x7\_2D, y7\_2D);

    parallelProjection(x8, y8, z8, x8\_2D, y8\_2D);

    // Draw cube edges

    setcolor(WHITE);

    line(x1\_2D, y1\_2D, x2\_2D, y2\_2D);

    line(x2\_2D, y2\_2D, x3\_2D, y3\_2D);

    line(x3\_2D, y3\_2D, x4\_2D, y4\_2D);

    line(x4\_2D, y4\_2D, x1\_2D, y1\_2D);

    line(x5\_2D, y5\_2D, x6\_2D, y6\_2D);

    line(x6\_2D, y6\_2D, x7\_2D, y7\_2D);

    line(x7\_2D, y7\_2D, x8\_2D, y8\_2D);

    line(x8\_2D, y8\_2D, x5\_2D, y5\_2D);

    line(x1\_2D, y1\_2D, x5\_2D, y5\_2D);

    line(x2\_2D, y2\_2D, x6\_2D, y6\_2D);

    line(x3\_2D, y3\_2D, x7\_2D, y7\_2D);

    line(x4\_2D, y4\_2D, x8\_2D, y8\_2D);

}

// 3D Translation

void translate3D(int tx, int ty, int tz) {

    float translationMatrix[4][4] = {

        {1, 0, 0, tx},

        {0, 1, 0, ty},

        {0, 0, 1, tz},

        {0, 0, 0, 1}

    };

    drawTransformed3DObject(translationMatrix);

}

// 3D Scaling

void scale3D(float sx, float sy, float sz) {

    float scaleMatrix[4][4] = {

        {sx, 0, 0, 0},

        {0, sy, 0, 0},

        {0, 0, sz, 0},

        {0, 0, 0, 1}

    };

    drawTransformed3DObject(scaleMatrix);

}

// 3D Rotation around Z-axis

void rotate3D(float angle) {

    float rad = angle \* M\_PI / 180.0;

    float rotationMatrix[4][4] = {

        {cos(rad), -sin(rad), 0, 0},

        {sin(rad), cos(rad), 0, 0},

        {0, 0, 1, 0},

        {0, 0, 0, 1}

    };

    drawTransformed3DObject(rotationMatrix);

}

int main() {

    int gd = DETECT, gm;

    initgraph(&gd, &gm, "");

    // Apply transformations and projections

    setcolor(YELLOW);

    translate3D(50, 50, 50);

    setcolor(RED);

    scale3D(1.5, 1.5, 1.5);

    setcolor(GREEN);

    rotate3D(45);

    getch();

    closegraph();

    return 0;

}**Output: ![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)**

**Code: perspective projection**

#include <iostream>

#include <graphics.h>

#include <cmath>

using namespace std;

// Function to apply 3D transformations

void apply3DTransformation(float matrix[4][4], int &x, int &y, int &z) {

    int xNew = matrix[0][0] \* x + matrix[0][1] \* y + matrix[0][2] \* z + matrix[0][3];

    int yNew = matrix[1][0] \* x + matrix[1][1] \* y + matrix[1][2] \* z + matrix[1][3];

    int zNew = matrix[2][0] \* x + matrix[2][1] \* y + matrix[2][2] \* z + matrix[2][3];

    x = xNew;

    y = yNew;

    z = zNew;

}

// Function to project 3D points onto a 2D plane using Perspective Projection

void perspectiveProjection(int x, int y, int z, int &x2D, int &y2D, int d) {

    x2D = static\_cast<float>(x) \* d / (z + d); // Cast to float for precision

    y2D = static\_cast<float>(y) \* d / (z + d);

}

// Draw a transformed 3D object projected in 2D using Perspective Projection

void drawTransformed3DObject(float matrix[4][4], int d) {

    // Cube vertices

    int x1 = 100, y1 = 100, z1 = 100;

    int x2 = 200, y2 = 100, z2 = 100;

    int x3 = 200, y3 = 200, z3 = 100;

    int x4 = 100, y4 = 200, z4 = 100;

    int x5 = 100, y5 = 100, z5 = 200;

    int x6 = 200, y6 = 100, z6 = 200;

    int x7 = 200, y7 = 200, z7 = 200;

    int x8 = 100, y8 = 200, z8 = 200;

    // Apply transformation

    apply3DTransformation(matrix, x1, y1, z1);

    apply3DTransformation(matrix, x2, y2, z2);

    apply3DTransformation(matrix, x3, y3, z3);

    apply3DTransformation(matrix, x4, y4, z4);

    apply3DTransformation(matrix, x5, y5, z5);

    apply3DTransformation(matrix, x6, y6, z6);

    apply3DTransformation(matrix, x7, y7, z7);

    apply3DTransformation(matrix, x8, y8, z8);

    // Project 3D points to 2D (Perspective Projection)

    int x1\_2D, y1\_2D, x2\_2D, y2\_2D, x3\_2D, y3\_2D, x4\_2D, y4\_2D;

    int x5\_2D, y5\_2D, x6\_2D, y6\_2D, x7\_2D, y7\_2D, x8\_2D, y8\_2D;

    perspectiveProjection(x1, y1, z1, x1\_2D, y1\_2D, d);

    perspectiveProjection(x2, y2, z2, x2\_2D, y2\_2D, d);

    perspectiveProjection(x3, y3, z3, x3\_2D, y3\_2D, d);

    perspectiveProjection(x4, y4, z4, x4\_2D, y4\_2D, d);

    perspectiveProjection(x5, y5, z5, x5\_2D, y5\_2D, d);

    perspectiveProjection(x6, y6, z6, x6\_2D, y6\_2D, d);

    perspectiveProjection(x7, y7, z7, x7\_2D, y7\_2D, d);

    perspectiveProjection(x8, y8, z8, x8\_2D, y8\_2D, d);

    // Draw cube edges using 2D projected points

    setcolor(WHITE);

    line(x1\_2D, y1\_2D, x2\_2D, y2\_2D);

    line(x2\_2D, y2\_2D, x3\_2D, y3\_2D);

    line(x3\_2D, y3\_2D, x4\_2D, y4\_2D);

    line(x4\_2D, y4\_2D, x1\_2D, y1\_2D);

    line(x5\_2D, y5\_2D, x6\_2D, y6\_2D);

    line(x6\_2D, y6\_2D, x7\_2D, y7\_2D);

    line(x7\_2D, y7\_2D, x8\_2D, y8\_2D);

    line(x8\_2D, y8\_2D, x5\_2D, y5\_2D);

    line(x1\_2D, y1\_2D, x5\_2D, y5\_2D);

    line(x2\_2D, y2\_2D, x6\_2D, y6\_2D);

    line(x3\_2D, y3\_2D, x7\_2D, y7\_2D);

    line(x4\_2D, y4\_2D, x8\_2D, y8\_2D);

}

// 3D Translation

void translate3D(int tx, int ty, int tz, int d) {

    float translationMatrix[4][4] = {

        {1, 0, 0, static\_cast<float>(tx)},

        {0, 1, 0, static\_cast<float>(ty)},

        {0, 0, 1, static\_cast<float>(tz)},

        {0, 0, 0, 1}

    };

    drawTransformed3DObject(translationMatrix, d);

}

// 3D Scaling

void scale3D(float sx, float sy, float sz, int d) {

    float scaleMatrix[4][4] = {

        {sx, 0, 0, 0},

        {0, sy, 0, 0},

        {0, 0, sz, 0},

        {0, 0, 0, 1}

    };

    drawTransformed3DObject(scaleMatrix, d);

}

// 3D Rotation around Z-axis

void rotate3D(float angle, int d) {

    float rad = angle \* M\_PI / 180.0;

    float rotationMatrix[4][4] = {

        {cos(rad), -sin(rad), 0, 0},

        {sin(rad), cos(rad), 0, 0},

        {0, 0, 1, 0},

        {0, 0, 0, 1}

    };

    drawTransformed3DObject(rotationMatrix, d);

}

int main() {

    int gd = DETECT, gm;

    char data[] = "C:\\MinGW\\lib\\libbgi.a";

    initgraph(&gd, &gm, data);

    // Distance from the projection plane

    int d = 500;

    // Apply transformations and perspective projection

    setcolor(YELLOW);

    translate3D(50, 50, 50, d);

    setcolor(RED);

    scale3D(1.5, 1.5, 1.5, d);

    setcolor(GREEN);

    rotate3D(45, d);

    getch();

    closegraph();

    return 0;

}

**Output:** **![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)**

**Q8.** **Write a program to draw Hermite /Bezier curve.**

**Code:**

#include <graphics.h>

#include <iostream>

using namespace std;

void drawHermiteCurve(int x0, int y0, int x1, int y1, int rx0, int ry0, int rx1, int ry1) {

    float t, h00, h10, h01, h11;

    int x, y;

    for (t = 0.0; t <= 1.0; t += 0.001) {

        h00 = 2\*t\*t\*t - 3\*t\*t + 1;

        h10 = t\*t\*t - 2\*t\*t + t;

        h01 = -2\*t\*t\*t + 3\*t\*t;

        h11 = t\*t\*t - t\*t;

        x = h00\*x0 + h10\*rx0 + h01\*x1 + h11\*rx1;

        y = h00\*y0 + h10\*ry0 + h01\*y1 + h11\*ry1;

        putpixel(x, y, WHITE);

    }

}

int main() {

    int gd = DETECT, gm;

    char data[] = "C:\\MinGW\\lib\\libbgi.a";

    initgraph(&gd, &gm, data);

    int x0 = 100, y0 = 200, x1 = 300, y1 = 300;

    int rx0 = 100, ry0 = 100, rx1 = 200, ry1 = 150;

    drawHermiteCurve(x0, y0, x1, y1, rx0, ry0, rx1, ry1);

    getch();

    closegraph();

    return 0;

}

**Output:** **![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)**