* Sun describes Java as a �simple, object-oriented, distributed, interpreted, robust, secure, architecture neutral, portable, high-performance, multithreaded, and dynamic language�.
* A byte code verifier in the Java interpreter looks at the incoming byte codes and verifies whether the compiled code is strictly language compliant, in case it founds illegal code, the run time system rejects the code and refuses to run it;

Jdk

1.**javac**:The Java compiler. This program compiles Java source codes into byte codes.

2.**java**:The Java interpreter. This program runs Java byte codes.

3.**javadoc**:Generates API documentation in HTML format from Java source code.

4.**appletviewer**:A Java interpreter that executes Java applet (a special kind of Java Program) classes.

5.**jdb**:The Java debugger. Helps us find and fix bugs in Java programs.

6.**javap**:The Java disassembler. Displays the accessible functions and data in a compiled class file. It also displays the meaning of the byte codes.

7.**javah**:Creates C header files that can be used to make C routines, that can call Java routines,or make C routines that can be called by Java programs.

Java Packages

1.**java.applet**: This package includes classes designed for use within an applet. There is one class, Applet and three **interfaces AppletContex, AppletStub, and AudioClip.**

2.**java.awt** :The Abstract Windowing Toolkit (AWT) package, awt, contains classes used to generate widgets and GUI (Graphical User Interface) components. This package includes the **classes: Button, CheckBox, Choice, Component, Graphics, Menu, Panel, TextArea, and TextField.**

3.**java.io**  :The I/O Package include file input and output classes such as the classes FileInputStream and FileOutputStream. File I/O in subject to Security Control in applets.

4.**java.lang**:This package includes the Java language classes, including Object, Thread, Exception, System, Integer, Float, Math, String, and so on.

5.**java.net** :This class supports the TCP/IP networking protocols and includes the Socket, SenverSocket, DatagramPacket, DategramSocket, URL, and URLConnection classes among others.

6.**java.util**:This class packages contains miscellaneons classes that are useful for a variety of programming chores. Those classes include Date, Dictionary, Random (for creating random number), Vector, and Stack (for implementing a last-in-first-out (LIFO) stack).

* static method in a sub class, as long as the original method was not declared final.  
  However, you can't override a static method with a non static method.

|  |  |
| --- | --- |
| **Q:** | **Why java does not support pointers?** |
| **A:** | Because pointers are unsafe, Java uses reference types to hide pointer and programmers feel easier to deal with reference types without pointers. |

There are 4 platforms or editions of Java:

#### **1) Java SE (Java Standard Edition)**

It is a Java programming platform. It includes Java programming APIs such as java.lang, java.io, java.net, java.util, java.sql, java.math etc. It includes core topics like OOPs, [String](https://www.javatpoint.com/java-string), Regex, Exception, Inner classes, Multithreading, I/O Stream, Networking, AWT, Swing, Reflection, Collection, etc.

#### **2) Java EE (Java Enterprise Edition)**

It is an enterprise platform that is mainly used to develop web and enterprise applications. It is built on top of the Java SE platform. It includes topics like Servlet, JSP, Web Services, EJB, [JPA](https://www.javatpoint.com/jpa-tutorial), etc.

#### **3) Java ME (Java Micro Edition)**

It is a micro platform that is dedicated to mobile applications.

#### **4) JavaFX**

It is used to develop rich internet applications. It uses a lightweight user interface API.

* There are three types of variables in java: local, instance and static.

**public** **class** A

{

**static** **int** m=100;//static variable

**void** method()

    {

**int** n=90;//local variable

    }

**public** **static** **void** main(String args[])

    {

**int** data=50;//instance variable

    }

}//end of class

//float =10.f

//int a=int(f); //float to int

* Byte -128 to 127
* byte is 4 times smaller than an integer
* short  -32,768 and maximum value is 32,767
* int - 2,147,483,648 (-2^31) to 2,147,483,647 (2^31 -1) (inclusive). Its minimum value is - 2,147,483,648
* long -9,223,372,036,854,775,808(-2^63) to 9,223,372,036,854,775,807(2^63 -1)(inclusive). Its minimum value is - 9,223,372,036,854,775,808and maximum value is 9,223,372,036,854,775,807
* The float data type is a single-precision 32-bit IEEE 754 floating-point. Its value range is unlimited
* double data type is a double-precision 64-bit IEEE 754 floating point. Its value range is unlimited
* java uses Unicode system

## **Java Operators(8)**

|  |  |  |
| --- | --- | --- |
| **Operator Type** | **Category** | **Precedence** |
| Unary | postfix | expr++ expr-- |
| prefix | ++expr --expr +expr -expr ~ ! |
| Arithmetic | multiplicative | \* / % |
| additive | + - |
| Shift | shift | << >> >>> |
| Relational | comparison | < > <= >= instanceof |
| equality | == != |
| Bitwise | bitwise AND | & |
| bitwise exclusive OR | ^ |
| bitwise inclusive OR | | |
| Logical | logical AND | && |
| logical OR | || |
| Ternary | ternary | ? : |
| Assignment | assignment | = += -= \*= /= %= &= ^= |= <<= >>= >>>= |

1. **public** **class** OperatorExample{
2. **public** **static** **void** main(String args[]){
3. **int** a=10;
4. **int** b=-10;
5. **boolean** c=**true**;
6. **boolean** d=**false**;
7. System.out.println(~a);//-11 (minus of total positive value which starts from 0)
8. System.out.println(~b);//9 (positive of total minus, positive starts from 0)
9. System.out.println(!c);//false (opposite of boolean value)
10. System.out.println(!d);//true
11. }}

**Output:**

-11

9

false

true

Java Left Shift Operator Example

1. **public** **class** OperatorExample{
2. **public** **static** **void** main(String args[]){
3. System.out.println(10<<2);//10\*2^2=10\*4=40
4. System.out.println(10<<3);//10\*2^3=10\*8=80
5. System.out.println(20<<2);//20\*2^2=20\*4=80
6. System.out.println(15<<4);//15\*2^4=15\*16=240
7. }}

40

80

80

240

Java Right Shift Operator

The Java right shift operator >> is used to move the value of the left operand to right by the number of bits specified by the right operand.

Java Right Shift Operator Example

1. **public** OperatorExample{
2. **public** **static** **void** main(String args[]){
3. System.out.println(10>>2);//10/2^2=10/4=2
4. System.out.println(20>>2);//20/2^2=20/4=5
5. System.out.println(20>>3);//20/2^3=20/8=2
6. }}

**Output:**

2

5

2

1. **public** **class** OperatorExample{
2. **public** **static** **void** main(String args[]){
3. **int** x=10;
4. System.out.println(x++);//10 (11)
5. System.out.println(++x);//12
6. System.out.println(x--);//12 (11)
7. System.out.println(--x);//10
8. }}

**Output:**

10

12

12

10

Java Unary Operator Example 2: ++ and --

1. **public** **class** OperatorExample{
2. **public** **static** **void** main(String args[]){
3. **int** a=10;
4. **int** b=10;
5. System.out.println(a++ + ++a);//10+12=22
6. System.out.println(b++ + b++);//10+11=21
8. }}

**Output:**

22

21

Java Unary Operator Example: ~ and !

1. **public** **class** OperatorExample{
2. **public** **static** **void** main(String args[]){
3. **int** a=10;
4. **int** b=-10;
5. **boolean** c=**true**;
6. **boolean** d=**false**;
7. System.out.println(~a);//-11 (minus of total positive value which starts from 0)
8. System.out.println(~b);//9 (positive of total minus, positive starts from 0)
9. System.out.println(!c);//false (opposite of boolean value)
10. System.out.println(!d);//true
11. }}

**Output:**

-11

9

false

true

Java Assignment Operator Example

1. **public** **class** OperatorExample{
2. **public** **static** **void** main(String args[]){
3. **int** a=10;
4. **int** b=20;
5. a+=4;//a=a+4 (a=10+4)
6. b-=4;//b=b-4 (b=20-4)
7. System.out.println(a);
8. System.out.println(b);
9. }}

**Output:**

14

16

## **List of Java Keywords**

A list of Java keywords or reserved words are given below:

1. [**abstract**](https://www.javatpoint.com/abstract-keyword-in-java)**:** Java abstract keyword is used to declare an abstract class. An abstract class can provide the implementation of the interface. It can have abstract and non-abstract methods.
2. [**boolean:**](https://www.javatpoint.com/boolean-keyword-in-java) Java boolean keyword is used to declare a variable as a boolean type. It can hold True and False values only.
3. [**break**](https://www.javatpoint.com/java-break)**:** Java break keyword is used to break the loop or switch statement. It breaks the current flow of the program at specified conditions.
4. [**byte**](https://www.javatpoint.com/byte-keyword-in-java)**:** Java byte keyword is used to declare a variable that can hold 8-bit data values.
5. [**case**](https://www.javatpoint.com/case-keyword-in-java)**:** Java case keyword is used with the switch statements to mark blocks of text.
6. [**catch**](https://www.javatpoint.com/try-catch-block)**:** Java catch keyword is used to catch the exceptions generated by try statements. It must be used after the try block only.
7. [**char**](https://www.javatpoint.com/char-keyword-in-java)**:** Java char keyword is used to declare a variable that can hold unsigned 16-bit Unicode characters
8. [**class**](https://www.javatpoint.com/class-keyword-in-java)**:** Java class keyword is used to declare a class.
9. [**continue**](https://www.javatpoint.com/java-continue)**:** Java continue keyword is used to continue the loop. It continues the current flow of the program and skips the remaining code at the specified condition.
10. [**default**](https://www.javatpoint.com/default-keyword-in-java)**:** Java default keyword is used to specify the default block of code in a switch statement.
11. [**do**](https://www.javatpoint.com/java-do-while-loop)**:** Java do keyword is used in the control statement to declare a loop. It can iterate a part of the program several times.
12. [**double**](https://www.javatpoint.com/double-keyword-in-java)**:** Java double keyword is used to declare a variable that can hold 64-bit floating-point number.
13. [**else**](https://www.javatpoint.com/java-if-else)**:** Java else keyword is used to indicate the alternative branches in an if statement.
14. [**enum**](https://www.javatpoint.com/enum-in-java)**:** Java enum keyword is used to define a fixed set of constants. Enum constructors are always private or default.
15. [**extends**](https://www.javatpoint.com/inheritance-in-java)**:** Java extends keyword is used to indicate that a class is derived from another class or interface.
16. [**final**](https://www.javatpoint.com/final-keyword)**:** Java final keyword is used to indicate that a variable holds a constant value. It is used with a variable. It is used to restrict the user from updating the value of the variable.
17. [**finally**](https://www.javatpoint.com/finally-block-in-exception-handling)**:** Java finally keyword indicates a block of code in a try-catch structure. This block is always executed whether an exception is handled or not.
18. [**float**](https://www.javatpoint.com/float-keyword-in-java)**:** Java float keyword is used to declare a variable that can hold a 32-bit floating-point number.
19. [**for**](https://www.javatpoint.com/java-for-loop)**:** Java for keyword is used to start a for loop. It is used to execute a set of instructions/functions repeatedly when some condition becomes true. If the number of iteration is fixed, it is recommended to use for loop.
20. [**if**](https://www.javatpoint.com/java-if-else)**:** Java if keyword tests the condition. It executes the if block if the condition is true.
21. [**implements**](https://www.javatpoint.com/interface-in-java)**:** Java implements keyword is used to implement an interface.
22. [**import**](https://www.javatpoint.com/package)**:** Java import keyword makes classes and interfaces available and accessible to the current source code.
23. [**instanceof**](https://www.javatpoint.com/downcasting-with-instanceof-operator)**:** Java instanceof keyword is used to test whether the object is an instance of the specified class or implements an interface.
24. [**int**](https://www.javatpoint.com/int-keyword-in-java)**:** Java int keyword is used to declare a variable that can hold a 32-bit signed integer.
25. [**interface**](https://www.javatpoint.com/interface-in-java)**:** Java interface keyword is used to declare an interface. It can have only abstract methods.
26. [**long**](https://www.javatpoint.com/long-keyword-in-java)**:** Java long keyword is used to declare a variable that can hold a 64-bit integer.
27. **native:** Java native keyword is used to specify that a method is implemented in native code using JNI (Java Native Interface).
28. [**new**](https://www.javatpoint.com/new-keyword-in-java)**:** Java new keyword is used to create new objects.
29. [**null**](https://www.javatpoint.com/null-keyword-in-java)**:** Java null keyword is used to indicate that a reference does not refer to anything. It removes the garbage value.
30. [**package**](https://www.javatpoint.com/package)**:** Java package keyword is used to declare a Java package that includes the classes.
31. [**private**](https://www.javatpoint.com/private-keyword-in-java)**:** Java private keyword is an access modifier. It is used to indicate that a method or variable may be accessed only in the class in which it is declared.
32. [**protected**](https://www.javatpoint.com/protected-keyword-in-java)**:** Java protected keyword is an access modifier. It can be accessible within the package and outside the package but through inheritance only. It can't be applied with the class.
33. [**public**](https://www.javatpoint.com/public-keyword-in-java)**:** Java public keyword is an access modifier. It is used to indicate that an item is accessible anywhere. It has the widest scope among all other modifiers.
34. [**return**](https://www.javatpoint.com/return-keyword-in-java)**:** Java return keyword is used to return from a method when its execution is complete.
35. [**short**](https://www.javatpoint.com/short-keyword-in-java)**:** Java short keyword is used to declare a variable that can hold a 16-bit integer.
36. [**static**](https://www.javatpoint.com/static-keyword-in-java)**:** Java static keyword is used to indicate that a variable or method is a class method. The static keyword in Java is mainly used for memory management.
37. [**strictfp**](https://www.javatpoint.com/strictfp-keyword)**:** Java strictfp is used to restrict the floating-point calculations to ensure portability.
38. [**super**](https://www.javatpoint.com/super-keyword)**:** Java super keyword is a reference variable that is used to refer to parent class objects. It can be used to invoke the immediate parent class method.
39. [**switch**](https://www.javatpoint.com/java-switch)**:** The Java switch keyword contains a switch statement that executes code based on test value. The switch statement tests the equality of a variable against multiple values.
40. [**synchronized**](https://www.javatpoint.com/synchronization-in-java)**:** Java synchronized keyword is used to specify the critical sections or methods in multithreaded code.
41. [**this**](https://www.javatpoint.com/this-keyword)**:** Java this keyword can be used to refer the current object in a method or constructor.
42. [**throw**](https://www.javatpoint.com/throw-keyword)**:** The Java throw keyword is used to explicitly throw an exception. The throw keyword is mainly used to throw custom exceptions. It is followed by an instance.
43. [**throws**](https://www.javatpoint.com/throws-keyword-and-difference-between-throw-and-throws)**:** The Java throws keyword is used to declare an exception. Checked exceptions can be propagated with throws.
44. [**transient**](https://www.javatpoint.com/transient-keyword)**:** Java transient keyword is used in serialization. If you define any data member as transient, it will not be serialized.
45. [**try**](https://www.javatpoint.com/try-catch-block)**:** Java try keyword is used to start a block of code that will be tested for exceptions. The try block must be followed by either catch or finally block.
46. **void:** Java void keyword is used to specify that a method does not have a return value.
47. [**volatile**](https://www.javatpoint.com/volatile-keyword-in-java)**:** Java volatile keyword is used to indicate that a variable may change asynchronously.
48. [**while**](https://www.javatpoint.com/java-while-loop)**:** Java while keyword is used to start a while loop. This loop iterates a part of the program several times. If the number of iteration is not fixed, it is recommended to use the while loop.

Java provides three types of control flow statements.

1. Decision Making statements
   * if statements
   * switch statement
2. Loop statements
   * do while loop
   * while loop
   * for loop
   * for-each loop
3. Jump statements
   * break statement
   * continue statement

### Java do-while loop

The [do-while loop](https://www.javatpoint.com/java-do-while-loop) checks the condition at the end of the loop after executing the loop statements. When the number of iteration is not known and we have to execute the loop at least once, we can use do-while loop.

### TyVpes

### 1) Java Single Line Comment

The single-line comment is used to comment only one line of the code. It is the widely used and easiest way of commenting the statements.

Single line comments starts with two forward slashes **(//)**. Any text in front of // is not executed by Java.

Union in C language in Hindi

Keep Watching

**Syntax:**

1. //This is single line comment

Let's use single line comment in a Java program.

**CommentExample1.java**

1. **public** **class** CommentExample1 {
2. **public** **static** **void** main(String[] args) {
3. **int** i=10; // i is a variable with value 10
4. System.out.println(i);  //printing the variable i
5. }
6. }

**Output:**

10

### 2) Java Multi Line Comment

The multi-line comment is used to comment multiple lines of code. It can be used to explain a complex code snippet or to comment multiple lines of code at a time (as it will be difficult to use single-line comments there).

Multi-line comments are placed between /\* and \*/. Any text between /\* and \*/ is not executed by Java.

**Syntax:**

1. /\*
2. This
3. is
4. multi line
5. comment
6. \*/

Let's use multi-line comment in a Java program.

**CommentExample2.java**

1. **public** **class** CommentExample2 {
2. **public** **static** **void** main(String[] args) {
3. /\* Let's declare and
4. print variable in java. \*/
5. **int** i=10;
6. System.out.println(i);
7. /\* float j = 5.9;
8. float k = 4.4;
9. System.out.println( j + k ); \*/
10. }
11. }

**Output:**

10

#### **Note: Usually // is used for short comments and /\* \*/ is used for longer comments.**

### 3) Java Documentation Comment

Documentation comments are usually used to write large programs for a project or software application as it helps to create documentation API. These APIs are needed for reference, i.e., which classes, methods, arguments, etc., are used in the code.

To create documentation API, we need to use the [**javadoc tool**](https://www.javatpoint.com/creating-api-document). The documentation comments are placed between /\*\* and \*/.

**Syntax:**

1. /\*\*
2. \*
3. \*We can use various tags to depict the parameter
4. \*or heading or author name
5. \*We can also use HTML tags
6. \*
7. \*/

![Java Constructors vs. Methods](data:image/jpeg;base64,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)

### What is the purpose of Constructor class?

Java provides a Constructor class which can be used to get the internal information of a constructor in the class. It is found in the java.lang.reflect package.
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inheritance

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** bark(){System.out.println("barking...");}
6. }
7. **class** TestInheritance{
8. **public** **static** **void** main(String args[]){
9. Dog d=**new** Dog();
10. d.bark();
11. d.eat();
12. }}

When use Aggregation?

* Code reuse is also best achieved by aggregation when there is no is-a relationship.
* Inheritance should be used only if the relationship is-a is maintained throughout the lifetime of the objects involved; otherwise, aggregation is the best choice.
* If a class have an entity reference, it is known as Aggregation. Aggregation represents HAS-A relationship.
* Consider a situation, Employee object contains many informations such as id, name, emailId etc. It contains one more object named address, which contains its own informations such as city, state, country, zipcode etc. as given below.

### Java String class methods

The java.lang.String class provides many useful methods to perform operations on sequence of char values.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | [char charAt(int index)](https://www.javatpoint.com/java-string-charat) | It returns char value for the particular index |
| 2 | [int length()](https://www.javatpoint.com/java-string-length) | It returns string length |
| 3 | [static String format(String format, Object... args)](https://www.javatpoint.com/java-string-format) | It returns a formatted string. |
| 4 | [static String format(Locale l, String format, Object... args)](https://www.javatpoint.com/java-string-format) | It returns formatted string with given locale. |
| 5 | [String substring(int beginIndex)](https://www.javatpoint.com/java-string-substring) | It returns substring for given begin index. |
| 6 | [String substring(int beginIndex, int endIndex)](https://www.javatpoint.com/java-string-substring) | It returns substring for given begin index and end index. |
| 7 | [boolean contains(CharSequence s)](https://www.javatpoint.com/java-string-contains) | It returns true or false after matching the sequence of char value. |
| 8 | [static String join(CharSequence delimiter, CharSequence... elements)](https://www.javatpoint.com/java-string-join) | It returns a joined string. |
| 9 | [static String join(CharSequence delimiter, Iterable<? extends CharSequence> elements)](https://www.javatpoint.com/java-string-join) | It returns a joined string. |
| 10 | [boolean equals(Object another)](https://www.javatpoint.com/java-string-equals) | It checks the equality of string with the given object. |
| 11 | [boolean isEmpty()](https://www.javatpoint.com/java-string-isempty) | It checks if string is empty. |
| 12 | [String concat(String str)](https://www.javatpoint.com/java-string-concat) | It concatenates the specified string. |
| 13 | [String replace(char old, char new)](https://www.javatpoint.com/java-string-replace) | It replaces all occurrences of the specified char value. |
| 14 | [String replace(CharSequence old, CharSequence new)](https://www.javatpoint.com/java-string-replace) | It replaces all occurrences of the specified CharSequence. |
| 15 | [static String equalsIgnoreCase(String another)](https://www.javatpoint.com/java-string-equalsignorecase) | It compares another string. It doesn't check case. |
| 16 | [String[] split(String regex)](https://www.javatpoint.com/java-string-split) | It returns a split string matching regex. |
| 17 | [String[] split(String regex, int limit)](https://www.javatpoint.com/java-string-split) | It returns a split string matching regex and limit. |
| 18 | [String intern()](https://www.javatpoint.com/java-string-intern) | It returns an interned string. |
| 19 | [int indexOf(int ch)](https://www.javatpoint.com/java-string-indexof) | It returns the specified char value index. |
| 20 | [int indexOf(int ch, int fromIndex)](https://www.javatpoint.com/java-string-indexof) | It returns the specified char value index starting with given index. |
| 21 | [int indexOf(String substring)](https://www.javatpoint.com/java-string-indexof) | It returns the specified substring index. |
| 22 | [int indexOf(String substring, int fromIndex)](https://www.javatpoint.com/java-string-indexof) | It returns the specified substring index starting with given index. |
| 23 | [String toLowerCase()](https://www.javatpoint.com/java-string-tolowercase) | It returns a string in lowercase. |
| 24 | [String toLowerCase(Locale l)](https://www.javatpoint.com/java-string-tolowercase) | It returns a string in lowercase using specified locale. |
| 25 | [String toUpperCase()](https://www.javatpoint.com/java-string-touppercase) | It returns a string in uppercase. |
| 26 | [String toUpperCase(Locale l)](https://www.javatpoint.com/java-string-touppercase) | It returns a string in uppercase using specified locale. |
| 27 | [String trim()](https://www.javatpoint.com/java-string-trim) | It removes beginning and ending spaces of this string. |
| 28 | [static String valueOf(int value)](https://www.javatpoint.com/java-string-valueof) | It converts given type into string. It is an overloaded method. |

**TestStringConcatenation2.java**

1. **class** TestStringConcatenation2{
2. **public** **static** **void** main(String args[]){
3. String s=50+30+"Sachin"+40+40;
4. System.out.println(s);//80Sachin4040
5. }
6. }

**[Test it Now](https://www.javatpoint.com/opr/test.jsp?filename=TestStringConcatenation2" \t "_blank)**

**Output:**

80Sachin4040

# **Java Regex**

The **Java Regex** or Regular Expression is an API to define a pattern for searching or manipulating strings.

It is widely used to define the constraint on strings such as password and email validation. After learning Java regex tutorial, you will be able to test your regular expressions by the Java Regex Tester Tool.

Java Regex API provides 1 interface and 3 classes in **java.util.regex** package.

#### **java.util.regex package**

## **What is Exception Handling?**

Exception Handling is a mechanism to handle runtime errors such as ClassNotFoundException, IOException, SQLException, RemoteException, etc.

### Advantage of Exception Handling

The **Exception Handling in Java** is one of the powerful *mechanism to handle the runtime errors* so that the normal flow of the application can be maintained.

In this tutorial, we will learn about Java exceptions, it's types, and the difference between checked and unchecked exceptions.

## **Hierarchy of Java Exception classes**

The java.lang.Throwable class is the root class of Java Exception hierarchy inherited by two subclasses: Exception and Error. The hierarchy of Java Exception classes is given below:
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Types of Java Exceptions

There are mainly two types of exceptions: checked and unchecked. An error is considered as the unchecked exception. However, according to Oracle, there are three types of exceptions namely:

1. Checked Exception
2. Unchecked Exception
3. Error

|  |  |
| --- | --- |
| **Keyword** | **Description** |
| try | The "try" keyword is used to specify a block where we should place an exception code. It means we can't use try block alone. The try block must be followed by either catch or finally. |
| catch | The "catch" block is used to handle the exception. It must be preceded by try block which means we can't use catch block alone. It can be followed by finally block later. |
| finally | The "finally" block is used to execute the necessary code of the program. It is executed whether an exception is handled or not. |
| throw | The "throw" keyword is used to throw an exception. |
| throws | The "throws" keyword is used to declare exceptions. It specifies that there may occur an exception in the method. It doesn't throw an exception. It is always used with method signature. |

![Java try-catch block](data:image/png;base64,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)

## **ifference between Checked and Unchecked Exceptions**

### 1) Checked Exception

The classes that directly inherit the Throwable class except RuntimeException and Error are known as checked exceptions. For example, IOException, SQLException, etc. Checked exceptions are checked at compile-time.

### 2) Unchecked Exception

The classes that inherit the RuntimeException are known as unchecked exceptions. For example, ArithmeticException, NullPointerException, ArrayIndexOutOfBoundsException, etc. Unchecked exceptions are not checked at compile-time, but they are checked at runtime.

### 3) Error

Error is irrecoverable. Some example of errors are OutOfMemoryError, VirtualMachineError, AssertionError etc.

1. **import** java.io.FileNotFoundException;
2. **import** java.io.PrintWriter;
4. **public** **class** TryCatchExample10 {
6. **public** **static** **void** main(String[] args) {

9. PrintWriter pw;
10. **try** {
11. pw = **new** PrintWriter("jtp.txt"); //may throw exception
12. pw.println("saved");
13. }
14. // providing the checked exception handler
15. **catch** (FileNotFoundException e) {
17. System.out.println(e);
18. }
19. System.out.println("File saved successfully");
20. }
21. }

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Sr. no.** | **Key** | **final** | **finally** | **finalize** |
| 1. | Definition | final is the keyword and access modifier which is used to apply restrictions on a class, method or variable. | finally is the block in Java Exception Handling to execute the important code whether the exception occurs or not. | finalize is the method in Java which is used to perform clean up processing just before object is garbage collected. |
| 2. | Applicable to | Final keyword is used with the classes, methods and variables. | Finally block is always related to the try and catch block in exception handling. | finalize() method is used with the objects. |
| 3. | Functionality | (1) Once declared, final variable becomes constant and cannot be modified. (2) final method cannot be overridden by sub class. (3) final class cannot be inherited. | (1) finally block runs the important code even if exception occurs or not. (2) finally block cleans up all the resources used in try block | finalize method performs the cleaning activities with respect to the object before its destruction. |
| 4. | Execution | Final method is executed only when we call it. | Finally block is executed as soon as the try-catch block is executed.  It's execution is not dependant on the exception. | finalize method is executed just before the object is destroyed. |

### Types of Nested classes

There are two types of nested classes non-static and static nested classes. The non-static nested classes are also known as inner classes.

* Non-static nested class (inner class)
  1. Member inner class
  2. Anonymous inner class
  3. Local inner class
* Static nested class

|  |  |
| --- | --- |
| **Type** | **Description** |
| [Member Inner Class](https://www.javatpoint.com/member-inner-class) | A class created within class and outside method. |
| [Anonymous Inner Class](https://www.javatpoint.com/anonymous-inner-class) | A class created for implementing an interface or extending class. The java compiler decides its name. |
| [Local Inner Class](https://www.javatpoint.com/local-inner-class) | A class was created within the method. |
| [Static Nested Class](https://www.javatpoint.com/static-nested-class) | A static class was created within the class. |
| [Nested Interface](https://www.javatpoint.com/nested-interface) | An interface created within class or interface. |

## **Multitasking**

Multitasking is a process of executing multiple tasks simultaneously. We use multitasking to utilize the CPU. Multitasking can be achieved in two ways:

* Process-based Multitasking (Multiprocessing)
* Thread-based Multitasking (Multithreading)

### ) Process-based Multitasking (Multiprocessing)

* Each process has an address in memory. In other words, each process allocates a separate memory area.
* A process is heavyweight.
* Cost of communication between the process is high.
* Switching from one process to another requires some time for saving and loading [registers](https://www.javatpoint.com/register-memory), memory maps, updating lists, etc.

### 2) Thread-based Multitasking (Multithreading)

* Threads share the same address space.
* A thread is lightweight.
* Cost of communication between the thread is low.

#### **Note: At least one process is required for each thread.**

## **Java Thread Methods**

|  |  |  |  |
| --- | --- | --- | --- |
| **S.N.** | **Modifier and Type** | **Method** | **Description** |
| 1) | void | [start()](https://www.javatpoint.com/java-thread-start-method) | It is used to start the execution of the thread. |
| 2) | void | [run()](https://www.javatpoint.com/java-thread-run-method) | It is used to do an action for a thread. |
| 3) | static void | [sleep()](https://www.javatpoint.com/java-thread-sleep-method) | It sleeps a thread for the specified amount of time. |
| 4) | static Thread | [currentThread()](https://www.javatpoint.com/java-thread-currentthread-method) | It returns a reference to the currently executing thread object. |
| 5) | void | [join()](https://www.javatpoint.com/java-thread-join-method) | It waits for a thread to die. |
| 6) | int | [getPriority()](https://www.javatpoint.com/java-thread-getpriority-method) | It returns the priority of the thread. |
| 7) | void | [setPriority()](https://www.javatpoint.com/java-thread-setpriority-method) | It changes the priority of the thread. |
| 8) | String | [getName()](https://www.javatpoint.com/java-thread-getname-method) | It returns the name of the thread. |
| 9) | void | [setName()](https://www.javatpoint.com/java-thread-setname-method) | It changes the name of the thread. |
| 10) | long | [getId()](https://www.javatpoint.com/java-thread-getid-method) | It returns the id of the thread. |
| 11) | boolean | [isAlive()](https://www.javatpoint.com/java-thread-isalive-method) | It tests if the thread is alive. |
| 12) | static void | [yield()](https://www.javatpoint.com/java-thread-yield-method) | It causes the currently executing thread object to pause and allow other threads to execute temporarily. |
| 13) | void | [suspend()](https://www.javatpoint.com/java-thread-suspend-method) | It is used to suspend the thread. |
| 14) | void | [resume()](https://www.javatpoint.com/java-thread-resume-method) | It is used to resume the suspended thread. |
| 15) | void | [stop()](https://www.javatpoint.com/java-thread-stop-method) | It is used to stop the thread. |
| 16) | void | [destroy()](https://www.javatpoint.com/java-thread-destroy-method) | It is used to destroy the thread group and all of its subgroups. |
| 17) | boolean | [isDaemon()](https://www.javatpoint.com/java-thread-isdaemon-method) | It tests if the thread is a daemon thread. |
| 18) | void | [setDaemon()](https://www.javatpoint.com/java-thread-setdaemon-method) | It marks the thread as daemon or user thread. |
| 19) | void | [interrupt()](https://www.javatpoint.com/java-thread-interrupt-method) | It interrupts the thread. |
| 20) | boolean | [isinterrupted()](https://www.javatpoint.com/java-thread-isinterrupted-method) | It tests whether the thread has been interrupted. |
| 21) | static boolean | [interrupted()](https://www.javatpoint.com/java-thread-interrupted-method) | It tests whether the current thread has been interrupted. |
| 22) | static int | [activeCount()](https://www.javatpoint.com/java-thread-activecount-method) | It returns the number of active threads in the current thread's thread group. |
| 23) | void | [checkAccess()](https://www.javatpoint.com/java-thread-checkaccess-method) | It determines if the currently running thread has permission to modify the thread. |
| 24) | static boolean | [holdLock()](https://www.javatpoint.com/java-thread-holdlock-method) | It returns true if and only if the current thread holds the monitor lock on the specified object. |
| 25) | static void | [dumpStack()](https://www.javatpoint.com/java-thread-dumpstack-method) | It is used to print a stack trace of the current thread to the standard error stream. |
| 26) | StackTraceElement[] | [getStackTrace()](https://www.javatpoint.com/java-thread-getstacktrace-method) | It returns an array of stack trace elements representing the stack dump of the thread. |
| 27) | static int | [enumerate()](https://www.javatpoint.com/java-thread-enumerate-method) | It is used to copy every active thread's thread group and its subgroup into the specified array. |
| 28) | Thread.State | [getState()](https://www.javatpoint.com/java-thread-getstate-method) | It is used to return the state of the thread. |
| 29) | ThreadGroup | [getThreadGroup()](https://www.javatpoint.com/java-thread-getthreadgroup-method) | It is used to return the thread group to which this thread belongs |
| 30) | String | [toString()](https://www.javatpoint.com/java-thread-tostring-method) | It is used to return a string representation of this thread, including the thread's name, priority, and thread group. |
| 31) | void | [notify()](https://www.javatpoint.com/java-thread-notify-method) | It is used to give the notification for only one thread which is waiting for a particular object. |
| 32) | void | [notifyAll()](https://www.javatpoint.com/java-thread-notifyall-method) | It is used to give the notification to all waiting threads of a particular object. |
| 33) | void | [setContextClassLoader()](https://www.javatpoint.com/java-thread-setcontextclassloader-method) | It sets the context ClassLoader for the Thread. |
| 34) | ClassLoader | [getContextClassLoader()](https://www.javatpoint.com/java-thread-getcontextclassloader-method) | It returns the context ClassLoader for the thread. |
| 35) | static Thread.UncaughtExceptionHandler | [getDefaultUncaughtExceptionHandler()](https://www.javatpoint.com/java-thread-getdefaultuncaughtexceptionhandler-method) | It returns the default handler invoked when a thread abruptly terminates due to an uncaught exception. |
| 36) | static void | [setDefaultUncaughtExceptionHandler()](https://www.javatpoint.com/java-thread-setdefaultuncaughtexceptionhandler-method) | It sets the default handler invoked when a thread abruptly terminates due to an uncaught exception. |

# **Life cycle of a Thread (Thread States)**

In Java, a thread always exists in any one of the following states. These states are:

1. New
2. Active
3. Blocked / Waiting
4. Timed Waiting
5. Terminated

## **Implementation of Thread States**

In Java, one can get the current state of a thread using the **Thread.getState()** method. The **java.lang.Thread.State** class of Java provides the constants ENUM to represent the state of a thread. These constants are:

1. **public** **static** **final** Thread.State NEW