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***Постановка задачі***

Сконструювати клас cString.

***Текст програми***

**StringList.h**

#pragma once

#include <string.h>

#include <stdio.h>

class cString{

public:

//constructors/destructor

cString();

cString( const char \*psz );

cString( const cString& stringsrc );

~cString();

//methods

int Getlength( ) const;

bool Isempty()const;

void Empty();

void SetAt( int nindex, char ch );

int Compare( const cString& s ) const;

int Find( char ch ) const;

int Find( char \*pszsub ) const;

cString Mid( int nfirst, int ncount) const;

cString Left( int ncount ) const;

cString Right( int ncount ) const;

//operators

cString& operator =( const cString& stringsrc );

const cString& operator =( const unsigned char\* psz );

char operator [](int indx);

cString operator +( const cString& string );

cString& operator +=( const cString& string );

//

void Print();

private:

char \*string;

int size;

};

**StringList.cpp**

#include "StringList.h"

cString::cString(){

string = NULL;

size = 0;

}

cString::cString(const char \*psz){

if (!psz){

string = NULL;

size = 0;

return;

}

size = strlen(psz);

string = new char[size + 1];

strcpy(string, psz);

string[size] = '\0';

}

cString::cString(const cString& stringsrc){

if (!stringsrc.string){

string = NULL;

size = 0;

return;

}

size = strlen(stringsrc.string);

string = new char[size + 1];

strcpy(string, stringsrc.string);

string[size] = '\0';

}

cString::~cString(){

delete[] string;

}

int cString::Getlength() const{

return size;

}

bool cString::Isempty() const{

if (size) return true;

return false;

}

void cString::Empty(){

delete[] string;

string = NULL;

size = 0;

}

void cString::SetAt(int nindex, char ch){

if (nindex < 0 || nindex >= size || ch == '\0') return;

string[nindex] = ch;

}

int cString::Compare(const cString& s) const{

return strcmp(string, s.string);

}

int cString::Find(char ch) const{

if (ch == '\0') return -1;

char \*str = strchr(string, ch);

if (str) return str - string;

return -1;

}

int cString::Find(char \*pszsub) const{

if(!pszsub) return -1;

char \*str = strstr(string, pszsub);

if(str) return str - string;

return -1;

}

cString cString::Mid(int nfirst, int ncount) const{

cString str;

int i;

if (ncount > size)

ncount = size - nfirst;

str.size = ncount;

str.string = new char[ncount + 1];

for(i = nfirst; i < ncount; i++)

str.string[i - nfirst] = string[i];

str.string[ncount] = '\0';

return str;

}

cString cString::Left(int ncount) const{

cString str;

int i;

if (ncount > size) ncount = size;

str.size = ncount;

str.string = new char[ncount + 1];

for(i = 0; i < ncount; i++)

str.string[i] = string[i];

str.string[ncount] = '\0';

return str;

}

cString cString::Right(int ncount) const{

cString str;

int i;

if(ncount > size) ncount = size;

str.size = ncount;

str.string = new char[ncount + 1];

for(i = 0; i < ncount; i++)

str.string[i] = string[size - i - 1];

str.string[ncount] = '\0';

return str;

}

cString& cString::operator =(const cString& stringsrc){

if (this == &stringsrc) return \*this;

delete[] string;

size = stringsrc.size;

string = new char[size+1];

strcpy(string, stringsrc.string);

string[size] = '\0';

return \*this;

}

const cString& cString::operator =(const unsigned char\* psz){

delete[] string;

if (!psz){

string = NULL;

return \*this;

}

size = strlen(string);

string = new char[size+1];

strcpy(string, (char\*)psz);

string[size] = '\0';

return \*this;

}

char cString::operator [](int indx){

return string[indx];

}

cString cString::operator +(const cString& stringsrc){

char \* str = new char[size + stringsrc.size + 1];

if (size) strcpy(str, string);

delete[] string;

string = str;

str += size;

if(stringsrc.size) strcpy(str, stringsrc.string);

str[stringsrc.size + 1] = '\0';

return \*this;

}

cString& cString::operator +=(const cString& stringsrc){

char \* str = new char[size + stringsrc.size + 1];

if (size) strcpy(str, string);

delete[] string;

string = str;

str += size;

if(stringsrc.size) strcpy(str, stringsrc.string);

str[stringsrc.size + 1] = '\0';

return \*this;

}

void cString::Print(){

if (string)

printf("%s", string);

}

**main.cpp**

#include "StringList.h"

int main(){

cString a;

cString b("abcd");

cString c(b);

char \*str = new char[2];

strcpy(str,"qd");

printf("----------------------------------------------------------\n");

printf("cString: ");

a.Print();

printf("\nlength: %d\n", a.Getlength());

printf("is empty: %d\n", a.Isempty());

printf("\n");

printf("cString: ");

b.Print();

printf("\nlength: %d\n", b.Getlength());

printf("is empty: %d\n", b.Isempty());

printf("\n");

printf("cString: ");

c.Print();

printf("\nlength: %d\n", c.Getlength());

printf("is empty: %d\n", c.Isempty());

c.Empty();

printf("\nempty c: string = ");

c.Print();

printf("\n\tsize = %d\n\n", c.Getlength());

printf("string = ");

b.Print();

printf("\nSetAt : ch = 'q' nindex = 2\n");

b.SetAt(2, 'q');

printf("string = ");

b.Print();

printf("\n\nCompare: ");

b.Print();

printf(" abcd = %d\n\n", b.Compare("abcd"));

printf("Find ch = 'd', str = \"qd\":\n");

printf("\tstring = ");

b.Print();

printf("\n\t'd' - %d, \"qd\" - %d\n\n", b.Find('d'), b.Find(str));

printf("string = ");

b.Print();

printf("\n\tMid(2,100): ");

a = b.Mid(2, 100);

a.Print();

printf("\n\tLeft(2): ");

a = b.Left(2);

a.Print();

printf("\n\tRight(3): ");

a = b.Right(3);

a.Print();

printf("\nb[1] = %c\n", b[1]);

printf("\na = ");

a.Print();

printf("\nb = ");

b.Print();

c = a + b;

printf("\nc = a + b = ");

c.Print();

a += b;

printf("\na += b = ");

a.Print();

printf("\n");

printf("----------------------------------------------------------\n");

return 0;

}