**Important Question :**

**🔁 MTV Workflow (How it all works together)**

1. **User makes a request** (e.g., visits /products).
2. Django **URL dispatcher** sends the request to the appropriate **view**.
3. The **view** fetches data from the **model** (if needed).
4. The view passes that data to a **template**.
5. The **template** renders the HTML with the data and returns it as an **HTTP response** to the user.

**Q1. What is Multithreading (In depth):**

### Ans: ****Multithreading**** is a technique where multiple threads run within the same process, allowing for concurrent execution of tasks. Each thread runs independently but shares the same memory space.

### Why Use Multithreading?

* **Concurrency**: Allows tasks to run in parallel, improving performance for I/O-bound tasks.
* **Efficient Resource Utilization**: Uses CPU cycles effectively by switching between threads.
* **Responsive Applications**: Keeps applications smooth (e.g., UI threads in GUI apps).

**Threads vs Processes**

| **Feature** | **Threads** | **Processes** |
| --- | --- | --- |
| Memory | Shared | Separate |
| Communication | Fast (shared memory) | Slow (IPC required) |
| Overhead | Low | High |
| Isolation | Less (can affect others) | More (separate execution) |

**Multithreading in Python**

Python has a **Global Interpreter Lock (GIL)**, which prevents multiple threads from executing Python bytecode **simultaneously** in CPython. Because of this:

* **Multithreading is useful for I/O-bound tasks** (file I/O, network requests, database queries).
* **For CPU-bound tasks**, use **multiprocessing** instead.

Example using Python’s threading module:

**Q2. What is Thread:**

Ans: A **thread** is the smallest unit of execution in a process. It runs independently but shares the same memory and resources with other threads in the same process.

**Key Features of a Thread:**

* **Lightweight:** Uses less memory compared to a process.
* **Shares memory:** Threads within the same process can access shared variables.
* **Faster context switching:** Switching between threads is quicker than between processes.
* **Parallel execution:** Multiple threads can execute tasks concurrently (though Python has GIL limitations).

Python’s **GIL (Global Interpreter Lock)** restricts multiple threads from executing Python bytecode **simultaneously** in CPython.

* This means **Python threads are not true parallel** when running CPU-bound tasks.
* **Workaround:** Use the multiprocessing module for CPU-bound tasks.

### Q3. ****CI/CD (Continuous Integration & Continuous Deployment/Delivery)****

CI/CD is a **DevOps practice** that automates software development, testing, and deployment to deliver applications faster and more reliably. It consists of:

1. **Continuous Integration (CI)** → Automates code integration and testing.
2. **Continuous Deployment (CD)** → Automates deployment to production.
3. **Continuous Delivery (CD)** → Automates the release process but requires manual approval before deployment
4. **Continuous Integration (CI)**

🔹 **Goal:** Merge and test code frequently to detect issues early.  
🔹 **Process:**

* Developers push code changes to a shared repository (e.g., GitHub, GitLab).
* Automated **build and test pipelines** run (unit tests, linting, security checks).
* If successful, the code is merged into the main branch.

🔹 **Example CI Tools:**  
✅ Jenkins  
✅ GitHub Actions  
✅ GitLab CI/CD

✅ **Benefits of CI:**

* Catches bugs early.
* Reduces integration problems.
* Automates testing.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1. **Continuous Deployment (CD)**

🔹 **Goal:** Fully automate deployment after passing CI tests.  
🔹 **Process:**

* Code that passes CI tests is automatically deployed to **production**.
* Requires **zero manual intervention**.

🔹 **Example CD Tools:**  
✅ AWS CodeDeploy  
✅ Kubernetes  
✅ ArgoCD  
✅ Terraform

✅ **Best for:** Microservices, cloud-based applications, and frequent releases.

⚠️ **Risk:** A bug can go directly into production if not tested properly!

**3️⃣ Continuous Delivery (CD)**

🔹 **Goal:** Automate deployment **up to staging/pre-production**, requiring **manual approval** for production.  
🔹 **Process:**

* CI pipeline runs.
* Deployment is **automated** to a **staging** environment.
* A manual **approval step** is required before deploying to **production**.

🔹 **Example Continuous Delivery Tools:**  
✅ AWS CodePipeline  
✅ GitLab CI/CD  
✅ Jenkins

✅ **Best for:** Organizations needing control over production releases

**4. CI/CD Workflow**

1.Developer **commits code** to a repository (e.g., GitHub).  
2 **CI pipeline** runs → Builds, tests, and verifies the code.  
3 **CD pipeline** deploys →

* Continuous **Delivery** → Deploys to staging (manual approval for production).
* Continuous **Deployment** → Deploys directly to production.

## ****6️⃣ Benefits of CI/CD****

✅ Faster development cycles.  
✅ Early bug detection.  
✅ Reliable and stable deployments.  
✅ Automates repetitive tasks.  
✅ Reduces human errors.
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**Q1. How would you optimize a Python application with high memory usage and slow response times?**

**A:**

* Use memory profiling tools like memory\_profiler to identify memory leaks.
* Optimize data structures, e.g., use set or dict instead of list where possible.
* Use generators and iterators to handle large datasets efficiently.
* Implement caching using functools.lru\_cache or external systems like Redis.
* Minimize global variables and avoid circular references.

**Q2. Explain the Global Interpreter Lock (GIL) in Python and its implications for multithreading.**

**A:**

* GIL is a mutex that protects access to Python objects, preventing multiple native threads from executing Python bytecode simultaneously.
* It leads to inefficiencies in CPU-bound applications.
* Use multiprocessing for CPU-bound tasks and multithreading for I/O-bound tasks to avoid GIL constraints.

**Q3. How would you implement a thread-safe singleton in Python?**

**A:**

* Use threading.Lock to prevent race conditions.

python

import threading

class Singleton:

\_instance = None

\_lock = threading.Lock()

def \_\_new\_\_(cls, \*args, \*\*kwargs):

with cls.\_lock:

if cls.\_instance is None:

cls.\_instance = super(Singleton, cls).\_\_new\_\_(cls)

return cls.\_instance

**Q4. What is the difference between deep copy and shallow copy in Python?**

**A:**

* A **shallow copy** copies references of nested objects, modifying them affects the original.
* A **deep copy** creates a completely independent clone of the object.
* Use copy.deepcopy() for deep copy and copy.copy() for shallow copy.

**Q5. How would you handle circular dependencies in Python modules?**

**A:**

* Use deferred imports to delay the import until it's required.
* Break the code into smaller modules to reduce tight coupling.
* Refactor common functionality into a separate module.
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**Q1. How does Django's ORM handle lazy and eager loading? Which approach is more efficient?**

**A:**

* **Lazy Loading:** Retrieves related objects only when accessed. This can lead to the N+1 query problem.
* **Eager Loading:** Uses select\_related() (1-to-1/Many-to-1) or prefetch\_related() (Many-to-Many/Reverse ForeignKey) to reduce the number of queries.
* Eager loading is generally more efficient for reducing database hits.

**Q2. Explain middleware in Django and its order of execution.**

**A:**

* Middleware is a series of hooks that process requests and responses globally.
* Middleware order:
  1. Process request (before view)
  2. Process view (before calling the view)
  3. Process response (after view)
  4. Process exception (on exception)
* Middleware executes from top to bottom in requests and from bottom to top in responses.

**Q3. How would you prevent SQL injection in a Django application?**

**A:**

* Use Django’s ORM to build queries.
* Avoid using raw SQL or sanitize input using django.db.connection.execute() with parameterized queries.
* Implement input validation using Django forms and serializers.

**Q4. What is the difference between select\_related() and prefetch\_related()?**

**A:**

* select\_related(): Performs a single SQL query with joins, used for foreign key relationships.
* prefetch\_related(): Performs multiple queries and joins them in Python, used for many-to-many and reverse relationships.

**Q5. How does Django handle database migrations and schema changes?**

**A:**

* Migrations are stored as .py files in the migrations folder.
* makemigrations generates migration files.
* migrate applies migration changes to the database.
* Use RunPython for custom migration logic.
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**Q1. How would you structure a large Flask application to ensure scalability and maintainability?**

**A:**

* Use a modular blueprint structure.
* Separate business logic, routes, and models.
* Implement a factory pattern to create applications dynamically.
* Utilize app.config for configuration management.

**Q2. What are Flask signals, and how do you use them effectively?**

**A:**

* Flask signals allow sending and listening to application events.
* Use blinker to create signals and connect them using @signal.connect.
* Useful for decoupling components and triggering actions based on specific events.

**Q3. How would you implement request throttling in a Flask API?**

**A:**

* Use Flask-Limiter to restrict API requests per IP.

python

from flask\_limiter import Limiter

app = Flask(\_\_name\_\_)

limiter = Limiter(app, key\_func=get\_remote\_address)

@app.route('/api')

@limiter.limit("5 per minute")

def api():

return "API Response"

**Q4. Explain how to manage Flask sessions securely.**

**A:**

* Use Flask-Session to store session data on the server.
* Configure SECRET\_KEY for encryption.
* Use server-side session storage to mitigate client-side tampering.

**Q5. How would you handle CORS in a Flask application?**

**A:**

* Use Flask-CORS to allow cross-origin requests.

python

from flask\_cors import CORS

app = Flask(\_\_name\_\_)

CORS(app, resources={r"/api/\*": {"origins": "\*"}})
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**Q1. How would you design a RESTful API that supports rate limiting, versioning, and authentication?**

**A:**

* Implement rate limiting using Flask-Limiter or Django DRF’s throttle\_classes.
* Versioning through URI (/v1/resource), query parameters, or headers.
* Use JWT for token-based authentication and OAuth2 for delegated access.

**Q2. What are idempotent methods in REST APIs, and why are they important?**

**A:**

* HTTP methods like GET, PUT, and DELETE are idempotent because multiple identical requests have the same effect.
* Ensures consistency and prevents unintended side effects on repeated requests.

**Q3. How do you ensure API backward compatibility when introducing breaking changes?**

**A:**

* Use versioning (URI, header-based, or query param-based).
* Implement feature toggles or API deprecation notices.
* Provide clear migration guidelines.

**Q4. How would you secure a REST API from CSRF and XSS attacks?**

**A:**

* Use CSRF tokens for state-changing requests.
* Sanitize user inputs to prevent XSS.
* Set Content-Type and X-Frame-Options headers correctly.

**Q5. How do you implement pagination and filtering efficiently in a REST API?**

**A:**

* Use limit and offset for pagination.
* Implement filtering through query parameters.
* Consider cursor-based pagination for large datasets.

**![✅](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAMAAABEpIrGAAAAjVBMVEUAAAB8s0J8s0Jonzhonzh8s0J8s0J6sUFrojlonziBtkmOvVuQv19/tEZyqT1onzhonziJulSkynuiyXeYw2mfx3SLvFeEt0200pK81p6MvFmVwWbj7Nf7+fmUwGTL37SszYedxnDz9e6cxXDb6MvD2qnT48Dr8OKkyXt1rD57skFsozponzhtpDtonzhPrMXhAAAAL3RSTlMAEEBAIID///+f////////MP///////////////////////////////////+//YG0XlxYAAAD6SURBVHgBhdPVcsNADIXhLZ0wg1EbZnj/x6s0ExkUb/vd+p8chZxzH58hX9+O/SCo1e5wAKDb67MB3gxHYwkmUzHrNgVfEsz58WI5QFUUJ2kRzKbTzL5+TkReA34OY0UsKQM7v6Z6sEGdJ7FNNcgmqIm2JHbQwNq/BiqBTxIPdSBxRCWItrJYOzCPqsGO2AEQnmPOPd6CE0R0InFGLcCWmAc76oH1YKUbCYk9bHB+bZxJnCIb6EZxoAl0Y5WTWMMEusH0FBvohh5oA90Q2ygQ6IZHIMDWHGgCfR8IB16+QoQCkSZx1BhcEHS9SXB/BLVH8td7jv7Qcf/6Bc8vNCIZ8wmIAAAAAElFTkSuQmCC)5. Database**

**Q1. How would you optimize a database with millions of records that frequently experiences slow queries?**

**A:**

* Add appropriate indexes on frequently queried columns.
* Denormalize data where necessary.
* Use partitioning and sharding to split data.
* Analyze query plans to identify bottlenecks.

**Q2. What is the difference between ACID and BASE properties in databases?**

**A:**

* **ACID:** Atomicity, Consistency, Isolation, Durability (traditional relational databases).
* **BASE:** Basically Available, Soft State, Eventually Consistent (NoSQL databases).

**Q3. How would you implement database connection pooling in Python?**

**A:**

* Use SQLAlchemy for ORM and connection pooling.

python

from sqlalchemy import create\_engine

engine = create\_engine('postgresql://user:password@localhost/dbname', pool\_size=10, max\_overflow=20)

**Q4. Explain the difference between optimistic and pessimistic locking in databases.**

**A:**

* **Optimistic Locking:** Assumes no conflicts, checks for conflicts before committing.
* **Pessimistic Locking:** Prevents other transactions from modifying data until the lock is released.

**Q5. What strategies would you use to handle schema migrations in a high-traffic production database?**

**A:**

* Use zero-downtime migration techniques.
* Split schema changes into multiple steps.
* Use feature flags for rolling out schema updates.
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**Q1. How would you design a fault-tolerant architecture for a Flask/Django application on AWS?**

**A:**

* Use EC2 or ECS for hosting with auto-scaling.
* Implement ALB/ELB for load balancing.
* Use RDS with Multi-AZ for the database.
* Configure CloudFront with S3 for static assets.

**Q2. How do you implement blue/green deployment in AWS for a REST API?**

**A:**

* Use AWS Elastic Beanstalk or CodeDeploy.
* Deploy a new version to a separate environment.
* Gradually switch traffic using Route 53.

**Q3. What is the difference between SQS and SNS, and when would you use each?**

**A:**

* **SQS:** Message queuing for decoupling distributed components.
* **SNS:** Publish/subscribe model to fan out messages to multiple subscribers.

**Q4. How would you secure sensitive data stored in AWS S3?**

**A:**

* Enable encryption at rest (SSE-S3, SSE-KMS).
* Use S3 bucket policies and IAM roles to restrict access.
* Enable versioning and logging.

**Q5. How do you monitor and log API requests effectively in AWS?**

**A:**

* Use AWS CloudWatch for logging and monitoring.
* Enable AWS X-Ray for request tracing.
* Integrate with Amazon OpenSearch for log analytics.
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**Program:**

python

# Write data to a file

with open('data.txt', 'w') as file:

file.write('Hello, this is a test file.\n')

file.write('Python file operations example.')

# Read data from a file

with open('data.txt', 'r') as file:

content = file.read()

print('File Content:\n', content)

![✅](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAMAAABEpIrGAAAAjVBMVEUAAAB8s0J8s0Jonzhonzh8s0J8s0J6sUFrojlonziBtkmOvVuQv19/tEZyqT1onzhonziJulSkynuiyXeYw2mfx3SLvFeEt0200pK81p6MvFmVwWbj7Nf7+fmUwGTL37SszYedxnDz9e6cxXDb6MvD2qnT48Dr8OKkyXt1rD57skFsozponzhtpDtonzhPrMXhAAAAL3RSTlMAEEBAIID///+f////////MP///////////////////////////////////+//YG0XlxYAAAD6SURBVHgBhdPVcsNADIXhLZ0wg1EbZnj/x6s0ExkUb/vd+p8chZxzH58hX9+O/SCo1e5wAKDb67MB3gxHYwkmUzHrNgVfEsz58WI5QFUUJ2kRzKbTzL5+TkReA34OY0UsKQM7v6Z6sEGdJ7FNNcgmqIm2JHbQwNq/BiqBTxIPdSBxRCWItrJYOzCPqsGO2AEQnmPOPd6CE0R0InFGLcCWmAc76oH1YKUbCYk9bHB+bZxJnCIb6EZxoAl0Y5WTWMMEusH0FBvohh5oA90Q2ygQ6IZHIMDWHGgCfR8IB16+QoQCkSZx1BhcEHS9SXB/BLVH8td7jv7Qcf/6Bc8vNCIZ8wmIAAAAAElFTkSuQmCC)**Key Concepts:**

* File handling (open, read, write)
* Context manager (with statement)

**![🚀](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAYAAABzenr0AAAEY0lEQVR4AWIY9uCGvRKAtXIAcmyJwnDZuOVXHFtr27Zt296xbdvGWnfsmbu27Wfjf326tqeSmwwzqfri5Pv7nNN9JcYaRhHjGQPElX6mST3+UwDGjCKG1InY+dFEu+/fLJuBjxtX4vns4RAB0i1N0VO5xFAYoBB65RriL9s24vPmtXi1cEKbvGqgKZLNTWFIBYIYMsNZ8/2AIrkPQ6GVkpTkb1fOwaMJtkLOKbRTBzD8RvI1waWV32e0PsZL59M8wLMZg0moReMQknOe9aY8KPRsDfLvv0HZi6+ozi9Sr1q9eiKoN8QSoyj8Qj1Knn7icqoAew81y6eq5aL3gj7d7ft3euSKpjyx5jYSLtTwAKHZZ9G4YHSb/M5ImvwulB/AHoas5/0panlc5Q0Sc5qevkaLcgMXr1Xg5p17KKhs5iFEJS720Vr9mo4C9GHM6aTsStSVpjb55TtPkJ5fjNELVnOmrtyMqroGRJ+t4tXIdHNHuKOTkCsG9f1QcpFCAyfKTlWou3EXWw47c7kgOC4ZpTWtPMD6oGSMP+SF2TuOwWX0hD49Ejfa9x2zIyY7aVt0FqjvQk6C9gJQGw4lFJJcsKcrIokxh+HMKGI8Y6Bs5SYcTyvFlsgMuGSd52JBltyo04L6ZgXu7HtTjvkJeVFX5UqNnROu2trjrLUtCqyskO7oiMDMs/DOv8ID7I3PF3IBX23zzTt8CG/cf8T6X4m5LqFC/owhdUleaeeINAszzYlFxL5jyL3zkrYZyXmI0yyQkOtjkXuEkH/P6NMlOa1aLSdics/znsfIrW1VoFnwzL2kV77aL17IiTmqLZ6kV37Jxo5keqGpT216wP88JOsc4ncdxRHXQBGiI/ka9WWc0AnQkTxu8KDvxZ8ne4ahdsAwVLIZ8d22jypB0HBSEF15V29MNIYhq+Ry1ITxazw8PL73z72A/F1HwMKSnLXJAkGJ+Xw3UBU2hqZg8sa9GLtxP8bvc9WVdzNIUskUuzm/35uZ9KBixfcsAErmL9GSR7HVi6ocSSrChK2HMXrROtqC349ZvnmOQScdE0sM5fcH8/HXuwAUz5yrJY9ZuoqLvfOuiBOOs2DjPpwYNsrZELcIUPTHw2X4+2shHh9apymneUBgein2xuZixsnAtuP15Pgp7V5kAPTpjnwMA399jMWrwP06cq/Tp+Hi7oFjS1bIPkOHI6j/QC6mwyrDwhzUQj0B0OUQ1Pc/nx/A5zI/LXnJ9NH4+iQbNWd3IDP+4B66ntN5UWxljXJbB/quOD+MDe09X/3dlfO05L++yuPv0+dX1/RZk2dpSVJNSA5Dez+H9/6HM/heDkN2P0fUn1pPr/k8sKGkAEG0PcWqBXTtMPg6L8r/95csPv1/vnbhclo5BaOdwZBKrKy/V62eWkEBggyR92FAg+9Vr501Ts4gTfkFG1uSy72x/cZ8Q6JHkjLW0GvV0W0s5N+OcIUh/T8GegKg5fOB6YCelmNW38tVVRPAbXsKAQDil/3geXpi6gAAAABJRU5ErkJggg==)2. Read and Write JSON File in Python**

**Program:**

python

import json

# Data to write

data = {'name': 'John', 'age': 30, 'city': 'New York'}

# Write JSON data to a file

with open('data.json', 'w') as json\_file:

json.dump(data, json\_file, indent=4)

# Read JSON data from a file

with open('data.json', 'r') as json\_file:

loaded\_data = json.load(json\_file)

print('Loaded JSON data:', loaded\_data)

![✅](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAMAAABEpIrGAAAAjVBMVEUAAAB8s0J8s0Jonzhonzh8s0J8s0J6sUFrojlonziBtkmOvVuQv19/tEZyqT1onzhonziJulSkynuiyXeYw2mfx3SLvFeEt0200pK81p6MvFmVwWbj7Nf7+fmUwGTL37SszYedxnDz9e6cxXDb6MvD2qnT48Dr8OKkyXt1rD57skFsozponzhtpDtonzhPrMXhAAAAL3RSTlMAEEBAIID///+f////////MP///////////////////////////////////+//YG0XlxYAAAD6SURBVHgBhdPVcsNADIXhLZ0wg1EbZnj/x6s0ExkUb/vd+p8chZxzH58hX9+O/SCo1e5wAKDb67MB3gxHYwkmUzHrNgVfEsz58WI5QFUUJ2kRzKbTzL5+TkReA34OY0UsKQM7v6Z6sEGdJ7FNNcgmqIm2JHbQwNq/BiqBTxIPdSBxRCWItrJYOzCPqsGO2AEQnmPOPd6CE0R0InFGLcCWmAc76oH1YKUbCYk9bHB+bZxJnCIb6EZxoAl0Y5WTWMMEusH0FBvohh5oA90Q2ygQ6IZHIMDWHGgCfR8IB16+QoQCkSZx1BhcEHS9SXB/BLVH8td7jv7Qcf/6Bc8vNCIZ8wmIAAAAAElFTkSuQmCC)**Key Concepts:**

* json.dump and json.load
* Working with structured data

**![🗂️](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAYAAABzenr0AAABAklEQVR4AWMYtqBms9N7IP6PAxfQ2nIBkEV4cAOGps+r3RWA2IEaGGjBenwO6Nzk3I/NAf+JwVeXR/zfvigLGwbLEWsO2Q6wm7j+P1PHRWwYJEe+A94vdPv/bq4rQazQcwCXA0ByRJkBtAvTAS/6LP+/n2+CE9+fZf+/bVLlf8eZy/FhkBqQWrxmAe3CdMDfjdr/f7XrY8f9ev//n9KgJsZ0AMiiL85muDDtHfC90RSvA37ON/3/c7cFVfCvPWZYQmBjxP9fkwNx4p+zgv7/Phjz/8/VZIrxr9MxmA74/zjnPx3x4HTAqANGHTDqgFEHjDpg1AGjDhh1wHs6OuA9w2ABAD8At2iYtOjiAAAAAElFTkSuQmCC)4. Read and Write CSV File in Python**

**Program:**

python

import csv

# Writing data to CSV

with open('data.csv', mode='w', newline='') as file:

writer = csv.writer(file)

writer.writerow(['Name', 'Age', 'City'])

writer.writerow(['John', 30, 'New York'])

writer.writerow(['Alice', 25, 'Los Angeles'])

# Reading data from CSV

with open('data.csv', mode='r') as file:

csv\_reader = csv.reader(file)

for row in csv\_reader:

print(row)

![✅](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAMAAABEpIrGAAAAjVBMVEUAAAB8s0J8s0Jonzhonzh8s0J8s0J6sUFrojlonziBtkmOvVuQv19/tEZyqT1onzhonziJulSkynuiyXeYw2mfx3SLvFeEt0200pK81p6MvFmVwWbj7Nf7+fmUwGTL37SszYedxnDz9e6cxXDb6MvD2qnT48Dr8OKkyXt1rD57skFsozponzhtpDtonzhPrMXhAAAAL3RSTlMAEEBAIID///+f////////MP///////////////////////////////////+//YG0XlxYAAAD6SURBVHgBhdPVcsNADIXhLZ0wg1EbZnj/x6s0ExkUb/vd+p8chZxzH58hX9+O/SCo1e5wAKDb67MB3gxHYwkmUzHrNgVfEsz58WI5QFUUJ2kRzKbTzL5+TkReA34OY0UsKQM7v6Z6sEGdJ7FNNcgmqIm2JHbQwNq/BiqBTxIPdSBxRCWItrJYOzCPqsGO2AEQnmPOPd6CE0R0InFGLcCWmAc76oH1YKUbCYk9bHB+bZxJnCIb6EZxoAl0Y5WTWMMEusH0FBvohh5oA90Q2ygQ6IZHIMDWHGgCfR8IB16+QoQCkSZx1BhcEHS9SXB/BLVH8td7jv7Qcf/6Bc8vNCIZ8wmIAAAAAElFTkSuQmCC)**Key Concepts:**

* csv.writer and csv.reader
* Reading and writing tabular data

**![📝](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAYAAABzenr0AAADy0lEQVR4AWIYFCAf0Hw5ALmShVF4bdu21aU1C2vbtm1bz7Zt237jjm1n4qSTs3MWt3qs9M77q06cfKd+5fbyGDSWtV0DxmhBE20wRSA//xrw9dfU8gZd06IBrSLVpxeid9+B7Guv0sB/Gv6/GDBW1BIulH7huZZNqA0Eo3Ehk9MD3ucLBVCeYBg6qwO85+upTBatxWp3BDOsPmz6+Q+oTcQfvA+5N99A4f33+PygpgYIEKKBaoMFa7bVUHyNYN6Lxy2FK5nBZLMHUy1ezLL5sKb3QMKaKqpZCWT7aoyQnZjv9INZmOPwY8685XA9/ZTawBPaGMjqka6SMHdDXwytc2K80Y2B1XZMNHnQr8qOybOWYNuX30zXpgmL9ShaH0ZRJyE16TIsXfwJ+lTaWtITrRpgzSm71w9qY5VMiZ5Q151NqO6ZpP07EJ5dLCE97lQUlu2FqjnXY/Si2Wr49Db3QCyRJEQACaH+e03d+ZwMMTXOmSC8sFlCcvgFKC3bB1i5J6y/noTA7wfCNOICzFz45/QGAweVfxEx9YbrQAOJUZdBmXcICA+OOBLWr08ARuxEbRfAchsoud4B4Zn5ErKTTwDh6dkHwPDFaVCG7or0qANp4KQOGeC8L1q3Rcz+8k0V7AF13cV72+qMCFgGgPD8egnJoeeBcMrwzelI9tuXYEyb+T3I6UwGxPZrK2KhbcjWXQWlRkJixMUoLtkfhPuGHAPfz0eAcOv0W8DfJ6fsJVCPXG7asSA8Oe0gGD47DYQrYw/CUpOvywZE93Mymr6e8/YD4bnVDQZGnwHClSV7w/DV6UgP2As0YK+ZgsX2bKcMsP6sO/Xf/met+Vho69YJIFypkJAYcrEYOUevExD87VAQHlr5KmpC+U4Y6MzImW8DDSTHiZFDfNKhYuQy0y6E7A1oY6AUGS9GLjPhJBCeW7Af5E/PBEeOBkyWzYR32gC7nutX/Oez9tyGfC4mIjQeSvWtHDmRevOPpyLe+wAQrlvwJhbUerDOHoMczqMikO+oAbHb2XjiHNB0/yO8AAjNRnHlKWLbuX84GoTHZ1wBgqnaQBqZQonnwjKWoJQH4aBcvQH5UbgH3wSmniOndxrBtNvrFSglMMprQKfTQbdxOIQJyjsByrrHYLesAuHepAIR5TYwY8YMfP7xG0g5pwkDoVAV5FAahEezRTC6aoCNxppT7Ac2oWhIvterVy88+eSToMaOHwJTKMx0EyxS3h0DhKoPIlxA4iTMhuzVbwDeeucdrNiwpQVoGQxoEcJAT12arXCKRbQDX5z2ZPwFSO7nCTYnkbgAAAAASUVORK5CYII=)6. Read and Write YAML File in Python**

**Program:**

python

import yaml

# Data to write

data = {'name': 'John', 'age': 30, 'city': 'New York'}

# Write YAML data to a file

with open('data.yaml', 'w') as yaml\_file:

yaml.dump(data, yaml\_file)

# Read YAML data from a file

with open('data.yaml', 'r') as yaml\_file:

loaded\_data = yaml.safe\_load(yaml\_file)

print('Loaded YAML data:', loaded\_data)

![✅](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAMAAABEpIrGAAAAjVBMVEUAAAB8s0J8s0Jonzhonzh8s0J8s0J6sUFrojlonziBtkmOvVuQv19/tEZyqT1onzhonziJulSkynuiyXeYw2mfx3SLvFeEt0200pK81p6MvFmVwWbj7Nf7+fmUwGTL37SszYedxnDz9e6cxXDb6MvD2qnT48Dr8OKkyXt1rD57skFsozponzhtpDtonzhPrMXhAAAAL3RSTlMAEEBAIID///+f////////MP///////////////////////////////////+//YG0XlxYAAAD6SURBVHgBhdPVcsNADIXhLZ0wg1EbZnj/x6s0ExkUb/vd+p8chZxzH58hX9+O/SCo1e5wAKDb67MB3gxHYwkmUzHrNgVfEsz58WI5QFUUJ2kRzKbTzL5+TkReA34OY0UsKQM7v6Z6sEGdJ7FNNcgmqIm2JHbQwNq/BiqBTxIPdSBxRCWItrJYOzCPqsGO2AEQnmPOPd6CE0R0InFGLcCWmAc76oH1YKUbCYk9bHB+bZxJnCIb6EZxoAl0Y5WTWMMEusH0FBvohh5oA90Q2ygQ6IZHIMDWHGgCfR8IB16+QoQCkSZx1BhcEHS9SXB/BLVH8td7jv7Qcf/6Bc8vNCIZ8wmIAAAAAElFTkSuQmCC)**Key Concepts:**

* yaml.dump and yaml.safe\_load
* Parsing structured data formats

**![📢](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAYAAABzenr0AAAEGklEQVR4AbyXA7cjSRzF5yPkG6zHCBcPfca2bdvG49i2bXumM+t9Nsfmsxd369+7ldNJVfRU5/zi5P76VqVRp6bH06dPDYzmDGPNJsnDhzNyGfgflYRqK7w7D95y5Tau/hrlkKiV2vmWD9p8AM3mr9LYf0vlEs1rMrw5Q+VbTsGcgGXrkZqVTQIXaqRyHlxaWoq8vDwK5OEOVp69xlswVEeokbGB8YTP98uXL0Hj8h/xQjjRJnIrF+gu/GBRq28NjOmMEEZzPe83r6FqpzNCqEIeqg+m+48fP+Lvv//GjAOnKVCKGpsA+h3XcCMjlwEZL2Ki6UsC79+/R2FhIcrLy7Xn+fn5KC4upi11CRamQXUViC/t1RwVg9s6UT6gNUr27aA5dUBzTOgHvc7n/+W79zxMythdR+mz8frw4cUdAoA5fQQqhrXDP4UF8Dbevn2rCVATd+OSPAp0X7tL+6xe4AIFyQTKZ42CL+P169faj9I49VMUWkZsQ/OwrVDCtqDZvJUCrgK5f03oIhUoWx0KXwZfE7QAN126g5E7TmLBiVsIO2/HjagkRCWnImAha2B2OCEIoLS7IqVg/jSq14mcnByac6pbEKB/w2YmMGH3GSw7e48EHO/N3HUExmlLCVHAHbkTR0hXvz6Q/gXPnz93vLbl0m1M3nsOoedUJ4GVx87COGk+UV0CcrZcvIUpe84KAquOnIJp7CzCd4G84X39Fzh/A5PYGgg5e18T+CMlQ3u93YxFMI2cQggC8Z4knqWl+iWw6+JNjNl0EBO3HcPoDfsxKHwjes5ZCvOQ8RxBYLongbfHDvoUnJmZqd1fu/8A5gEj3dJ+4kxBwMDIreo6SE9P1+6j4hNg7jPYLUPnLQEdS/w6FsTeuIbff/8d8fHxSE5Opq2VCnAJZcAwWLr3k7J65x7xWMCbyLA0PZDUrDH03P3Oikt9e+PMqlVP7t27t4ERz4CqqpoUCT1+/BiJiYkaJDBh4VJYOveQcvryVdBhvI5s/Fq/vjGmUUO8+MGE14FmpJubYPYPARg6dChGjBiBgQMHDqfPMQEDYzhDZYBDQiRw4MQpWNt1FlB69OGN0e/IR34L2xN9/VcbNkRgUDDatmuH0YoS4vJxkvmccYC3QgGpaemwtmorMGdpCBf4XBIt/1dQG6wZqPXq4VLdurrFIxehKaGQOYuWwKq0cCI6JsZxKPYk8LnrIjz0zdccj1+mkZKSYvyvhTQ0b90WtoBAjZDwCO/1y3ZOL4MtWvgRxvV6dZ+wNryeUNIiY8Buf4CJk6dgzdq1PFxs0JdpoMXIgvlUXPDxpPUAAzpyxUs0H6cht4UNF+rXxcm631Abqp/XCSGM6X6fir9WLCoXsBv/nTZyOuhnoAcAWiQAxOuhlr6HshMYhhMAAKNOJ9PUxb9gAAAAAElFTkSuQmCC)9. Append Data to File and Read Using Python**

**Program:**

python

# Append data to a file

with open('append\_data.txt', 'a') as file:

file.write('Appending new data.\n')

# Read appended data

with open('append\_data.txt', 'r') as file:

content = file.read()

print('Appended File Content:\n', content)

![✅](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAgCAMAAABEpIrGAAAAjVBMVEUAAAB8s0J8s0Jonzhonzh8s0J8s0J6sUFrojlonziBtkmOvVuQv19/tEZyqT1onzhonziJulSkynuiyXeYw2mfx3SLvFeEt0200pK81p6MvFmVwWbj7Nf7+fmUwGTL37SszYedxnDz9e6cxXDb6MvD2qnT48Dr8OKkyXt1rD57skFsozponzhtpDtonzhPrMXhAAAAL3RSTlMAEEBAIID///+f////////MP///////////////////////////////////+//YG0XlxYAAAD6SURBVHgBhdPVcsNADIXhLZ0wg1EbZnj/x6s0ExkUb/vd+p8chZxzH58hX9+O/SCo1e5wAKDb67MB3gxHYwkmUzHrNgVfEsz58WI5QFUUJ2kRzKbTzL5+TkReA34OY0UsKQM7v6Z6sEGdJ7FNNcgmqIm2JHbQwNq/BiqBTxIPdSBxRCWItrJYOzCPqsGO2AEQnmPOPd6CE0R0InFGLcCWmAc76oH1YKUbCYk9bHB+bZxJnCIb6EZxoAl0Y5WTWMMEusH0FBvohh5oA90Q2ygQ6IZHIMDWHGgCfR8IB16+QoQCkSZx1BhcEHS9SXB/BLVH8td7jv7Qcf/6Bc8vNCIZ8wmIAAAAAElFTkSuQmCC)**Key Concepts:**

* Appending mode ('a')
* Reading appended data

**Difference between SQL and NO SQL Databases.**

| **Feature** | **SQL (Relational DB)** | **NoSQL (Non-relational DB)** |
| --- | --- | --- |
| **Data Model** | Structured, tabular (rows and columns) | Flexible (JSON, key-value, document, graph, etc.) |
| **Schema** | Fixed schema (predefined tables and types) | Dynamic schema (you can store different formats) |
| **Query Language** | SQL (Structured Query Language) | Varies: MongoDB uses JSON-like queries, etc. |
| **Scalability** | Vertical (scale-up: more CPU, RAM) | Horizontal (scale-out: add more servers) |
| **Transactions** | Strong ACID compliance (Atomicity, Consistency, Isolation, Durability) | Often BASE (Basically Available, Soft state, Eventually consistent) |
| **Examples** | MySQL, PostgreSQL, Oracle, SQL Server | MongoDB, Cassandra, Redis, CouchDB, DynamoDB |
| **Use Case** | Complex queries, structured data, strong consistency | High-speed, large-scale, semi-structured or unstructured data |
| **Joins** | Supported (foreign key relationships) | Typically not supported (denormalized data instead) |
| **Best For** | Financial systems, ERPs, legacy applications | Real-time apps, IoT, big data, content management |