MATLAB provides the **diff** command for computing symbolic derivatives. In its simplest form, you pass the function you want to differentiate to diff command as an argument.

For example, let us compute the derivative of the function f(t) = 3t2 + 2t-2

Example

Create a script file and type the following code into it −

syms t

f = 3\*t^2 + 2\*t^(-2);

diff(f)

When the above code is compiled and executed, it produces the following result −

ans =

6\*t - 4/t^3

Following is Octave equivalent of the above calculation −

pkg load symbolic

symbols

t = sym("t");

f = 3\*t^2 + 2\*t^(-2);

differentiate(f,t)

Octave executes the code and returns the following result −

ans =

-(4.0)\*t^(-3.0)+(6.0)\*t

Verification of Elementary Rules of Differentiation

Let us briefly state various equations or rules for differentiation of functions and verify these rules. For this purpose, we will write f'(x) for a first order derivative and f"(x) for a second order derivative.

Following are the rules for differentiation −

Rule 1

For any functions f and g and any real numbers a and b are the derivative of the function −

**h(x) = af(x) + bg(x)** with respect to x is given by −

**h'(x) = af'(x) + bg'(x)**

Rule 2

The **sum** and **subtraction** rules state that if f and g are two functions, f' and g' are their derivatives respectively, then,

(**f + g)' = f' + g'**

**(f - g)' = f' - g'**

Rule 3

The **product** rule states that if f and g are two functions, f' and g' are their derivatives respectively, then,

**(f.g)' = f'.g + g'.f**

Rule 4

The **quotient** rule states that if f and g are two functions, f' and g' are their derivatives respectively, then,

**(f/g)' = (f'.g - g'.f)/g2**

Rule 5

The **polynomial** or elementary power rule states that, if **y = f(x) = xn**, then **f' = n. x(n-1)**

A direct outcome of this rule is that the derivative of any constant is zero, i.e., if **y = k**, any constant, then

**f' = 0**

Rule 6

The **chain** rule states that, derivative of the function of a function **h(x) = f(g(x))** with respect to x is,

**h'(x)= f'(g(x)).g'(x)**

Example

Create a script file and type the following code into it −

syms x

syms t

f = (x + 2)\*(x^2 + 3)

der1 = diff(f)

f = (t^2 + 3)\*(sqrt(t) + t^3)

der2 = diff(f)

f = (x^2 - 2\*x + 1)\*(3\*x^3 - 5\*x^2 + 2)

der3 = diff(f)

f = (2\*x^2 + 3\*x)/(x^3 + 1)

der4 = diff(f)

f = (x^2 + 1)^17

der5 = diff(f)

f = (t^3 + 3\* t^2 + 5\*t -9)^(-6)

der6 = diff(f)

When you run the file, MATLAB displays the following result −

f =

(x^2 + 3)\*(x + 2)

der1 =

2\*x\*(x + 2) + x^2 + 3

f =

(t^(1/2) + t^3)\*(t^2 + 3)

der2 =

(t^2 + 3)\*(3\*t^2 + 1/(2\*t^(1/2))) + 2\*t\*(t^(1/2) + t^3)

f =

(x^2 - 2\*x + 1)\*(3\*x^3 - 5\*x^2 + 2)

der3 =

(2\*x - 2)\*(3\*x^3 - 5\*x^2 + 2) - (- 9\*x^2 + 10\*x)\*(x^2 - 2\*x + 1)

f =

(2\*x^2 + 3\*x)/(x^3 + 1)

der4 =

(4\*x + 3)/(x^3 + 1) - (3\*x^2\*(2\*x^2 + 3\*x))/(x^3 + 1)^2

f =

(x^2 + 1)^17

der5 =

34\*x\*(x^2 + 1)^16

f =

1/(t^3 + 3\*t^2 + 5\*t - 9)^6

der6 =

-(6\*(3\*t^2 + 6\*t + 5))/(t^3 + 3\*t^2 + 5\*t - 9)^7

Following is Octave equivalent of the above calculation −

pkg load symbolic

symbols

x = sym("x");

t = sym("t");

f = (x + 2)\*(x^2 + 3)

der1 = differentiate(f,x)

f = (t^2 + 3)\*(t^(1/2) + t^3)

der2 = differentiate(f,t)

f = (x^2 - 2\*x + 1)\*(3\*x^3 - 5\*x^2 + 2)

der3 = differentiate(f,x)

f = (2\*x^2 + 3\*x)/(x^3 + 1)

der4 = differentiate(f,x)

f = (x^2 + 1)^17

der5 = differentiate(f,x)

f = (t^3 + 3\* t^2 + 5\*t -9)^(-6)

der6 = differentiate(f,t)

Octave executes the code and returns the following result −

f =

(2.0+x)\*(3.0+x^(2.0))

der1 =

3.0+x^(2.0)+(2.0)\*(2.0+x)\*x

f =

(t^(3.0)+sqrt(t))\*(3.0+t^(2.0))

der2 =

(2.0)\*(t^(3.0)+sqrt(t))\*t+((3.0)\*t^(2.0)+(0.5)\*t^(-0.5))\*(3.0+t^(2.0))

f =

(1.0+x^(2.0)-(2.0)\*x)\*(2.0-(5.0)\*x^(2.0)+(3.0)\*x^(3.0))

der3 =

(-2.0+(2.0)\*x)\*(2.0-(5.0)\*x^(2.0)+(3.0)\*x^(3.0))+((9.0)\*x^(2.0)-(10.0)\*x)\*(1.0+x^(2.0)-(2.0)\*x)

f =

(1.0+x^(3.0))^(-1)\*((2.0)\*x^(2.0)+(3.0)\*x)

der4 =

(1.0+x^(3.0))^(-1)\*(3.0+(4.0)\*x)-(3.0)\*(1.0+x^(3.0))^(-2)\*x^(2.0)\*((2.0)\*x^(2.0)+(3.0)\*x)

f =

(1.0+x^(2.0))^(17.0)

der5 =

(34.0)\*(1.0+x^(2.0))^(16.0)\*x

f =

(-9.0+(3.0)\*t^(2.0)+t^(3.0)+(5.0)\*t)^(-6.0)

der6 =

-(6.0)\*(-9.0+(3.0)\*t^(2.0)+t^(3.0)+(5.0)\*t)^(-7.0)\*(5.0+(3.0)\*t^(2.0)+(6.0)\*t)

Derivatives of Exponential, Logarithmic and Trigonometric Functions

The following table provides the derivatives of commonly used exponential, logarithmic and trigonometric functions −

|  |  |
| --- | --- |
| **Function** | **Derivative** |
| **ca.x** | ca.x.ln c.a (ln is natural logarithm) |
| **ex** | ex |
| **ln x** | 1/x |
| **lncx** | 1/x.ln c |
| **xx** | xx.(1 + ln x) |
| **sin(x)** | cos(x) |
| **cos(x)** | -sin(x) |
| **tan(x)** | sec2(x), or 1/cos2(x), or 1 + tan2(x) |
| **cot(x)** | -csc2(x), or -1/sin2(x), or -(1 + cot2(x)) |
| **sec(x)** | sec(x).tan(x) |
| **csc(x)** | -csc(x).cot(x) |

Example

Create a script file and type the following code into it −

syms x

y = exp(x)

diff(y)

y = x^9

diff(y)

y = sin(x)

diff(y)

y = tan(x)

diff(y)

y = cos(x)

diff(y)

y = log(x)

diff(y)

y = log10(x)

diff(y)

y = sin(x)^2

diff(y)

y = cos(3\*x^2 + 2\*x + 1)

diff(y)

y = exp(x)/sin(x)

diff(y)

When you run the file, MATLAB displays the following result −

y =

exp(x)

ans =

exp(x)

y =

x^9

ans =

9\*x^8

y =

sin(x)

ans =

cos(x)

y =

tan(x)

ans =

tan(x)^2 + 1

y =

cos(x)

ans =

-sin(x)

y =

log(x)

ans =

1/x

y =

log(x)/log(10)

ans =

1/(x\*log(10))

y =

sin(x)^2

ans =

2\*cos(x)\*sin(x)

y =

cos(3\*x^2 + 2\*x + 1)

ans =

-sin(3\*x^2 + 2\*x + 1)\*(6\*x + 2)

y =

exp(x)/sin(x)

ans =

exp(x)/sin(x) - (exp(x)\*cos(x))/sin(x)^2

Following is Octave equivalent of the above calculation −

pkg load symbolic

symbols

x = sym("x");

y = Exp(x)

differentiate(y,x)

y = x^9

differentiate(y,x)

y = Sin(x)

differentiate(y,x)

y = Tan(x)

differentiate(y,x)

y = Cos(x)

differentiate(y,x)

y = Log(x)

differentiate(y,x)

% symbolic packages does not have this support

%y = Log10(x)

%differentiate(y,x)

y = Sin(x)^2

differentiate(y,x)

y = Cos(3\*x^2 + 2\*x + 1)

differentiate(y,x)

y = Exp(x)/Sin(x)

differentiate(y,x)

Octave executes the code and returns the following result −

y =

exp(x)

ans =

exp(x)

y =

x^(9.0)

ans =

(9.0)\*x^(8.0)

y =

sin(x)

ans =

cos(x)

y =

tan(x)

ans =

1+tan(x)^2

y =

cos(x)

ans =

-sin(x)

y =

log(x)

ans =

x^(-1)

y =

sin(x)^(2.0)

ans =

(2.0)\*sin(x)\*cos(x)

y =

cos(1.0+(2.0)\*x+(3.0)\*x^(2.0))

ans =

-(2.0+(6.0)\*x)\*sin(1.0+(2.0)\*x+(3.0)\*x^(2.0))

y =

sin(x)^(-1)\*exp(x)

ans =

sin(x)^(-1)\*exp(x)-sin(x)^(-2)\*cos(x)\*exp(x)

Computing Higher Order Derivatives

To compute higher derivatives of a function f, we use the syntax **diff(f,n)**.

Let us compute the second derivative of the function y = f(x) = x .e-3x

f = x\*exp(-3\*x);

diff(f, 2)

MATLAB executes the code and returns the following result −

ans =

9\*x\*exp(-3\*x) - 6\*exp(-3\*x)

Following is Octave equivalent of the above calculation −

pkg load symbolic

symbols

x = sym("x");

f = x\*Exp(-3\*x);

differentiate(f, x, 2)

Octave executes the code and returns the following result −

ans =

(9.0)\*exp(-(3.0)\*x)\*x-(6.0)\*exp(-(3.0)\*x)

Example

In this example, let us solve a problem. Given that a function **y = f(x) = 3 sin(x) + 7 cos(5x)**. We will have to find out whether the equation **f" + f = -5cos(2x)** holds true.

Create a script file and type the following code into it −

syms x

y = 3\*sin(x)+7\*cos(5\*x); % defining the function

lhs = diff(y,2)+y; %evaluting the lhs of the equation

rhs = -5\*cos(2\*x); %rhs of the equation

if(isequal(lhs,rhs))

disp('Yes, the equation holds true');

else

disp('No, the equation does not hold true');

end

disp('Value of LHS is: '), disp(lhs);

When you run the file, it displays the following result −

No, the equation does not hold true

Value of LHS is:

-168\*cos(5\*x)

Following is Octave equivalent of the above calculation −

pkg load symbolic

symbols

x = sym("x");

y = 3\*Sin(x)+7\*Cos(5\*x); % defining the function

lhs = differentiate(y, x, 2) + y; %evaluting the lhs of the equation

rhs = -5\*Cos(2\*x); %rhs of the equation

if(lhs == rhs)

disp('Yes, the equation holds true');

else

disp('No, the equation does not hold true');

end

disp('Value of LHS is: '), disp(lhs);

Octave executes the code and returns the following result −

No, the equation does not hold true

Value of LHS is:

-(168.0)\*cos((5.0)\*x)

Finding the Maxima and Minima of a Curve

If we are searching for the local maxima and minima for a graph, we are basically looking for the highest or lowest points on the graph of the function at a particular locality, or for a particular range of values of the symbolic variable.

For a function y = f(x) the points on the graph where the graph has zero slope are called **stationary points**. In other words stationary points are where f'(x) = 0.

To find the stationary points of a function we differentiate, we need to set the derivative equal to zero and solve the equation.

Example

Let us find the stationary points of the function f(x) = 2x3 + 3x2 − 12x + 17

Take the following steps −

**First let us enter the function and plot its graph.**

syms x

y = 2\*x^3 + 3\*x^2 - 12\*x + 17; % defining the function

ezplot(y)

MATLAB executes the code and returns the following plot −

![Finding Maxima and Minima](data:image/jpeg;base64,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)

Here is Octave equivalent code for the above example −

pkg load symbolic

symbols

x = sym('x');

y = inline("2\*x^3 + 3\*x^2 - 12\*x + 17");

ezplot(y)

print -deps graph.eps

**Our aim is to find some local maxima and minima on the graph, so let us find the local maxima and minima for the interval [-2, 2] on the graph.**

syms x

y = 2\*x^3 + 3\*x^2 - 12\*x + 17; % defining the function

ezplot(y, [-2, 2])

MATLAB executes the code and returns the following plot −
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Here is Octave equivalent code for the above example −

pkg load symbolic

symbols

x = sym('x');

y = inline("2\*x^3 + 3\*x^2 - 12\*x + 17");

ezplot(y, [-2, 2])

print -deps graph.eps

**Next, let us compute the derivative.**

g = diff(y)

MATLAB executes the code and returns the following result −

g =

6\*x^2 + 6\*x - 12

Here is Octave equivalent of the above calculation −

pkg load symbolic

symbols

x = sym("x");

y = 2\*x^3 + 3\*x^2 - 12\*x + 17;

g = differentiate(y,x)

Octave executes the code and returns the following result −

g =

-12.0+(6.0)\*x+(6.0)\*x^(2.0)

**Let us solve the derivative function, g, to get the values where it becomes zero.**

s = solve(g)

MATLAB executes the code and returns the following result −

s =

1

-2

Following is Octave equivalent of the above calculation −

pkg load symbolic

symbols

x = sym("x");

y = 2\*x^3 + 3\*x^2 - 12\*x + 17;

g = differentiate(y,x)

roots([6, 6, -12])

Octave executes the code and returns the following result −

g =

-12.0+(6.0)\*x^(2.0)+(6.0)\*x

ans =

-2

1

**This agrees with our plot. So let us evaluate the function f at the critical points x = 1, -2.** We can substitute a value in a symbolic function by using the **subs** command.

subs(y, 1), subs(y, -2)

MATLAB executes the code and returns the following result −

ans =

10

ans =

37

Following is Octave equivalent of the above calculation −

pkg load symbolic

symbols

x = sym("x");

y = 2\*x^3 + 3\*x^2 - 12\*x + 17;

g = differentiate(y,x)

roots([6, 6, -12])

subs(y, x, 1), subs(y, x, -2)

ans =

10.0

ans =

37.0-4.6734207789940138748E-18\*I

Therefore, The minimum and maximum values on the function f(x) = 2x3 + 3x2 − 12x + 17, in the interval [-2,2] are 10 and 37.

Solving Differential Equations

MATLAB provides the **dsolve** command for solving differential equations symbolically.

The most basic form of the **dsolve** command for finding the solution to a single equation is

dsolve('eqn')

where *eqn* is a text string used to enter the equation.

It returns a symbolic solution with a set of arbitrary constants that MATLAB labels C1, C2, and so on.

You can also specify initial and boundary conditions for the problem, as comma-delimited list following the equation as −

dsolve('eqn','cond1', 'cond2',…)

For the purpose of using dsolve command, **derivatives are indicated with a D**. For example, an equation like f'(t) = -2\*f + cost(t) is entered as −

**'Df = -2\*f + cos(t)'**

Higher derivatives are indicated by following D by the order of the derivative.

For example the equation f"(x) + 2f'(x) = 5sin3x should be entered as −

**'D2y + 2Dy = 5\*sin(3\*x)'**

Let us take up a simple example of a first order differential equation: y' = 5y.

s = dsolve('Dy = 5\*y')

MATLAB executes the code and returns the following result −

s =

C2\*exp(5\*t)

Let us take up another example of a second order differential equation as: y" - y = 0, y(0) = -1, y'(0) = 2.

dsolve('D2y - y = 0','y(0) = -1','Dy(0) = 2')

MATLAB executes the code and returns the following result −

ans =

exp(t)/2 - (3\*exp(-t))/2