**TDD : Test Driven Development (Cucumeber)**

**Installation**

The recommended installation method is using pip:

pip install --upgrade robotframework-seleniumlibrary

pip install robotframework-seleniumlibrary

Running this command installs also the latest Selenium and Robot Framework versions, but you still need to install browser drivers separately. The --upgrade option can be omitted when installing the library for the first time.

Those migrating from Selenium2Library can install SeleniumLibrary so that it is exposed also as Selenium2Library:

pip install --upgrade robotframework-selenium2library

The above command installs the normal SeleniumLibrary as well as a new Selenium2Library version that is just a thin wrapper to SeleniumLibrary. That allows importing Selenium2Library in tests while migrating to SeleniumLibrary.

To install the last legacy Selenium2Library version, use this command instead:

pip install robotframework-selenium2library==1.8.0

With resent versions of pip it is possible to install directly from the GitHub repository. To install latest source from the master branch, use this command:

pip install git+https://github.com/robotframework/SeleniumLibrary.git

Please note that installation will take some time, because pip will clone the SeleniumLibrary project to a temporary directory and then perform the installation.

See Robot Framework installation instructions for detailed information about installing Python and Robot Framework itself. For more details about using pip see its own documentation.

**Browser drivers**

After installing the library, you still need to install browser and operating system specific browser drivers for all those browsers you want to use in tests. These are the exact same drivers you need to use with Selenium also when not using SeleniumLibrary. More information about drivers can be found from Selenium documentation.

The general approach to install a browser driver is downloading a right driver, such as chromedriver for Chrome, and placing it into a directory that is in PATH. Drivers for different browsers can be found via Selenium documentation or by using your favorite search engine with a search term like selenium chrome browser driver. New browser driver versions are released to support features in new browsers, fix bug, or otherwise, and you need to keep an eye on them to know when to update drivers you use.

Alternatively, you can use a tool called WebdriverManager which can find the latest version or when required, any version of appropriate webdrivers for you and then download and link/copy it into right location. Tool can run on all major operating systems and supports downloading of Chrome, Firefox, Opera & Edge webdrivers.

Here's an example:

pip install webdrivermanager

webdrivermanager firefox chrome --linkpath /usr/local/bin

**Usage**

To use SeleniumLibrary in Robot Framework tests, the library needs to first be imported using the Library setting as any other library. The library accepts some import time arguments, which are documented in the keyword documentation along with all the keywords provided by the library.

When using Robot Framework, it is generally recommended to write as easy-to-understand tests as possible. The keywords provided by SeleniumLibrary are pretty low level, though, and often require implementation specific arguments like element locators to be passed as arguments. It is thus typically a good idea to write tests using Robot Framework's higher level keywords that utilize SeleniumLibrary keywords internally. This is illustrated by the following example where SeleniumLibrary keywords like Input Text are primarily used by higher level keywords like Input Username.

Users.robot (here robot is extension of file)

${LOGIN URL} variable

\*\*\* Settings \*\*\*

**Documentation** Simple example using SeleniumLibrary.

**Library** SeleniumLibrary

\*\*\* Variables \*\*\*

${LOGIN URL} http://localhost:7272

${BROWSER} Chrome

\*\*\* Test Cases \*\*\*

Valid Login

Open Browser To Login Page

Input Username demo

Input Password mode

Submit Credentials

Welcome Page Should Be Open

[**Teardown**] Close Browser

\*\*\* Keywords \*\*\*

Open Browser To Login Page

Open Browser ${LOGIN URL} ${BROWSER}

Title Should Be Login Page

Input Username

[**Arguments**] ${username}

Input Text username\_field ${username}

Input Password

[**Arguments**] ${password}

Input Text password\_field ${password}

Submit Credentials

Click Button login\_button

Welcome Page Should Be Open

Title Should Be Welcome Page

To book a flight we need to perform the following steps:

1. Open a http://blazedemo.com/ web page.
2. Choose any departure city from a drop-down list.
3. Choose any destination city from a drop-down list.
4. Click on “Find Flights” button.
5. Verify if there are flights found on Flights search result page.

To implement the test, the steps  above need to be converted to keywords. If we tried to implement a test case without user defined keywords, our test would look like the following (consider that we are using SeleniumLibrary from the Robot Framework).

search\_flights.robot:

\*\*\* Settings \*\*\*

Library SeleniumLibrary

\*\*\* Test Cases \*\*\*

The user can search for flights

[Tags] search\_flights

Open browser http://blazedemo.com/ Chrome

Select From List By Value xpath://select[@name='fromPort'] Paris

Select From List by Value xpath://select[@name='toPort'] London

Click Button css:input[type='submit']

@{flights}= Get WebElements css:table[class='table']>tbody tr

Should Not Be Empty ${flights}

Close All Browsers

To be able to use keywords from external libraries (like SeleniumLibrary) we need to import it. This should be done in the “Settings” section of the code in Robot with the setting “Library”. The “Settings” section is used not only for importing external libraries and resources, but also for defining metadata for test suites and test cases. We will come back to “Settings” section later in the blog post.

Underneath the “Settings” section there is “Test Cases” section where you should add all the test cases within a test cases file. As you can see, we have used keywords from SeleniumLibrary to open the browser and to select appropriate values from departure and destination drop-down lists.

In the Robot Framework, any keyword can accept any number of arguments. In our case, for example, the keyword “Open browser” accepts two arguments: the URL to open and the browser this URL should be opened in. The keyword “Select From List by Value” accepts the selector of the web element as the first argument, and accepts the value to select as the second argument.

The Tags section is used to assign a logical group to a test case. Furthermore, it can be used to execute tests only with the specified tag. I will explain how to achieve this later in the blog post.

There is one more thing that needs to be explained in more detail here. The result of the “Get WebElements” keyword is assigned to the variable “@flights”. You can use the variable to describe keyword arguments, to store a value in a test suite or to save the results of keyword execution. The names of variables are case-insensitive, and as well as names of keywords, and spaces and underscores are ignored. The test case can be re-written with usage of variables in the following way:

\*\*\* Settings \*\*\*

Library SeleniumLibrary

\*\*\* Variables \*\*\*

${URL} http://blazedemo.com/

${BROWSER} Chrome

\*\*\* Test Cases \*\*\*

The user can search for flights

Open browser ${URL} ${BROWSER}

Such styling adds more readability to the test case. Variables can be scalar (with the $ prefix), lists (with the @ prefix, dictionaries (with the & prefix) and environment (with the % prefix).

After saving the available flights as web elements in the list “flights”, we use the built in keyword “Should Not Be Empty” to verify there is at least one flight found. As a last step we close all opened browsers.

Now, it’s high time to make some improvements using Robot Framework’s capabilities. If you want to add more test cases to the test suite, you will notice that anytime you want to interact with the page, you need to open it. And, after test passed, you need to close the browser. With the help of the “Settings” section that was mentioned previously, you can manage these tear up and tear down operations.

Updated test case:

\*\*\* Settings \*\*\*

Library SeleniumLibrary

Suite Setup Open browser ${URL} ${BROWSER}

Suite Teardown Close All Browsers

\*\*\* Variables \*\*\*

${URL} http://blazedemo.com/

${BROWSER} Chrome

\*\*\* Test Cases \*\*\*

The user can search for flights

[Tags] search\_flights

Select From List By Value xpath://select[@name='fromPort'] Paris

Select From List by Value xpath://select[@name='toPort'] London

Click Button css:input[type='submit']

@{flights}= Get WebElements css:table[class='table']>tbody tr

Should Not Be Empty ${flights}

As you can see, we have moved open browser and closing all browsers to suite setup and suite teardown respectively.

# Creating Keywords

As another improvement, we can develop custom keywords to select departure and destination cities and to find flights.

Search\_flights\_keywords.robot:

\*\*\* Settings \*\*\*

Library SeleniumLibrary

\*\*\* Variables \*\*\*

${URL} http://blazedemo.com/

${BROWSER} Chrome

\*\*\* Keywords \*\*\*

Open Home Page

Open browser ${URL} ${BROWSER}

Close Browsers

Close All Browsers

Select Departure City

[Arguments] ${departure\_city}

Select From List By Value xpath://select[@name='fromPort'] ${departure\_city}

Select Destination City

[Arguments] ${destination\_city}

Select From List by Value xpath://select[@name='toPort'] ${destination\_city}

Search For Flights

Click Button css:input[type='submit']

There are available Flights

@{flights}= Get WebElements css:table[class='table']>tbody tr

Should Not Be Empty ${flights}

All keywords we are intending to use should be created in the “Keywords” section.  You can notice that we don’t have any test cases in the file. Such files are considered as resource files and they have slightly different properties than test cases files: in the “Settings” section you cannot use metadata settings such as Suite Setup, Suite TearDown or Tags settings. You can only use the import settings (Library, Resource, Variables) and Documentation.

Going back to the created keywords: In “Select Departure City” and “Select Destination City” keywords we have an [Arguments] property, which means these keywords require arguments. A keyword can have any number of arguments but it’s advised not to overload it with too many. If a keyword has many arguments it’s harder to understand what it does and it becomes prone to errors.

Our test cases file search\_flights.robot was changed to reflect the modifications:

\*\*\* Settings \*\*\*

Resource search\_flights\_keywords.robot

Suite Setup Open Home Page

Suite Teardown Close Browsers

\*\*\* Test Cases \*\*\*

The user can search for flights

[Tags] search\_flights

Select Departure City Paris

Select Destination City London

Search For Flights

There are available Flights

Resources files are loaded via the setting “Resource”. Now our test looks more elegant and it is easy to understand what the test steps are.

# Initialization Files

The next thing we can do is to add a setup suite and a teardown suite to the test suite initialization file. As mentioned previously in the blog post, a test cases file forms a test suite. But test suite files can be put to a higher-level test suite by creating directories. On its own a directory cannot have the setup and teardown information, but the Robot Framework has initialization files for that. The name of the initialization file should be \_\_init\_\_.ext, where ext should be one of the supported formats.

Let’s create a directory for our test suite and name it search\_flights.

Our initialization file will be search\_flights/\_\_init\_\_.robot (don’t confuse it with python \_\_init\_\_.py)

\*\*\* Settings \*\*\*

Suite Setup Open Home Page

Suite Teardown Close Browsers

Resource search\_flights\_keywords.robot

Like resource files, initialization files cannot have test cases and not all settings are supported. Variables and keywords that were created or imported will not be available in the lower level suites. Use initialization files to provide common tags, documentation and setup/teardown operations.

With the initialization file, our test case looks even simpler:

\*\*\* Settings \*\*\*

Resource search\_flights\_keywords.robot

\*\*\* Test Cases \*\*\*

The user can search for flights

Select Departure City Paris

Select Destination City London

Search For Flights

There are available Flights

It’s a good practice to keep test cases as simple as possible. It will make them more stable and easy to modify when needed.

# Creating Keywords from Functions or Methods

Ok, we saw how to create a test case using existing keywords that are grouped into user-defined keywords. But what if we need to save data to a database when selecting the departure city? Or to log information to a file? Those are cases when we need to form a keyword from a function or method of the class. The Robot Framework allows us to do that.

Let’s modify our test to use keywords formed from python class methods.

1. First, we need to install the Selenium library with pip:

![create keywords in robot testing](data:image/png;base64,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)

2. Download the Chrome WebDriver from the Selenium download page.

3. Let’s create a Python class that will manage the WebDriver session:

class WebDriverManager(object):

\_\_driver = None

@classmethod

def get\_web\_driver(cls, browser):

if cls.\_\_driver is None:

if (browser.lower()) == "chrome":

cls.\_\_driver = webdriver.Chrome("C:/drivers/chromedriver.exe")

return cls.\_\_driver

The WebDriverManager class stores the created driver session in the \_\_driver variable and returns it when the get\_web\_driver method is called.

4. Since web pages elements are not loaded simultaneously, we need to wait until the element becomes visible on the page. In Selenium, this can be achieved through the WebDriverWait class. We will create the class Web that will encapsulate the usage of the WebDriverWait class instance by exposing simple methods to search for web elements on the page by xpath.

from selenium.webdriver.common.by import By

from selenium.webdriver.support.wait import WebDriverWait

from selenium.webdriver.support import expected\_conditions as EC

from web\_driver.web\_driver\_manager import WebDriverManager

class Web(object):

\_driver = None

def \_\_init\_\_(self, browser):

self.\_driver = WebDriverManager.get\_web\_driver(browser)

self.\_wait = WebDriverWait(self.\_driver, 10)

def get\_web\_element\_by\_xpath(self, xpath):

return self.\_wait.until(EC.presence\_of\_element\_located((By.XPATH, xpath)))

def get\_web\_elements\_by\_xpath(self, xpath):

return self.\_wait.until(EC.presence\_of\_all\_elements\_located((By.XPATH, xpath)))

def open(self, path):

self.\_driver.get(path)

def close\_all(self):

self.\_driver.quit()

5. Now, we need a class that will expose methods to interact with elements on the Flights search page.

from web\_driver.web import Web

class SearchFlightPage(object):

\_\_url = "http://blazedemo.com/"

def open(self):

self.\_web.open(self.\_\_url)

def \_\_init\_\_(self, browser):

self.\_web = Web(browser)

def select\_departure\_city(self, city):

self.\_web.get\_web\_element\_by\_xpath("//select[@name='fromPort']/option[@value='{}']".format(city)).click()

def select\_destination\_city(self, city):

self.\_web.get\_web\_element\_by\_xpath("//select[@name='toPort']/option[@value='{}']".format(city)).click()

def search\_for\_flights(self):

self.\_web.get\_web\_element\_by\_xpath("//input[@type='submit']").click()

def get\_found\_flights(self):

return self.\_web.get\_web\_elements\_by\_xpath("//table[@class='table']/tbody/tr")

def close(self):

self.\_web.close\_all()

This class uses a Web instance to access web elements on the web page and has a method to select values from departure and destination drop-down lists, clicking on “Find Flights” button, and getting found flights.

This class also has the methods open() and close(), which are self-explanatory.

Let’s have a look at our modified test case:

\*\*\* Settings \*\*\*

Library pages//SearchFlightPage.py Chrome

Suite Setup Open

Suite Teardown Close

\*\*\* Test Cases \*\*\*

The user can search for flights

Select Departure City Paris

Select Destination City London

@{flights}= Get Found Flights

Should Not Be Empty ${flights}

We are using SearchFlightsPage.py library to import class methods as keywords.

6. There is still one thing we can improve here. As you see we are doing a little programming by saving a list of flights into a variable and then passing it further to ‘Should Not Be Empty” keyword.

We can bypass this by saving a test variable using the keyword “Set Test Variable” in the resource file.

Have a look at search\_flights\_keywords.robot:

\*\*\* Settings \*\*\*

Library pages//SearchFlightPage.py Chrome

\*\*\* Keywords \*\*\*

Open search page

Open

Close pages

Close

Select departure

[Arguments] ${city}

select departure city ${city}

select destination

[Arguments] ${city}

select destination city ${city}

Search Flights

search for flights

@{flights}= Get Found Flights

set test variable ${flights}

Flights are found

Should Not Be Empty ${flights}

In the “Search Flights” keyword we are saving search results into the test variable “${flights}”. Later, in “Flights are found” keyword we read this variable.

Our modified test:

\*\*\* Settings \*\*\*

Resource search\_flights\_keywords.robot

Suite Setup Open search page

Suite Teardown Close pages

\*\*\* Test Cases \*\*\*

The user can search for flights

Select Departure Paris

Select Destination London

Search Flights

Flights are found

The choice to use an already developed keyword or to create your own is always up to a test developer. Try to keep things as simple as possible: if you don’t need additional behavior that can be implemented only in python modules or classes, use already developed keywords – it will save your time.

# Executing Your Tests in Robot

To execute robot tests in your prompt, type: **robot path/to/tests.**

‘path/to/tests’ should be a name of a suite file or a suite directory.

You can select which tests to be executed from a suite by filtering by tags. Any robot test or suite can have a tag assigned. To execute tests with an assigned tag, type the following in your prompt:

Robot –include [tag] path/to/tests

# Executing Your Robot Test in Taurus

You can also create your test scripts with Taurus or upload existing ones, in a much easier way. In Taurus, you can run your test in loops to get transaction time statistics. By using the command -cloud you can delegate the test to the cloud through BlazeMeter, getting an online report and without having to have your own infrastructure.

Create and execute a configuration for your Robot test in Taurus and you will get a detailed result of how your application works.

Consider the following configuration to check if our “Find Flights” scenario will work for 1 min:

execution:

- executor: selenium

runner: robot

hold-for: 1m

scenario:

script: search\_flights/

reporting:

- final-stats

- blazemeter