# Array

## [Subarray with given sum](https://practice.geeksforgeeks.org/problems/subarray-with-given-sum/0)

Given an unsorted array of nonnegative integers, find a continuous subarray which adds to a given number.

**Examples :**

***Input****: arr[] = {1, 4, 20, 3, 10, 5}, sum = 33****Ouptut****: Sum found between indexes 2 and 4*

***Input****: arr[] = {1, 4, 0, 0, 3, 10, 5}, sum = 7****Ouptut****: Sum found between indexes 1 and 4*

***Input****: arr[] = {1, 4}, sum = 0****Output****: No subarray found*

#### Approach: Initialize a variable curr\_sum as the first element. curr\_sum indicates the sum of the current subarray. Start from the second element and add all elements one by one to the curr\_sum. If curr\_sum becomes equal to the sum, then print the solution. If curr\_sum exceeds the sum, then remove trailing elements while curr\_sum is greater than the sum.

/\* An efficient program to print

subarray with sum as given sum \*/

#include <iostream>

using namespace std;

/\* Returns true if the there is a subarray of

arr[] with a sum equal to 'sum' otherwise

returns false. Also, prints the result \*/

int subArraySum(int arr[], int n, int sum)

{

    /\* Initialize curr\_sum as value of

    first element and starting point as 0 \*/

    int curr\_sum = arr[0], start = 0, i;

    /\* Add elements one by one to curr\_sum and

    if the curr\_sum exceeds the sum,

    then remove starting element \*/

    for (i = 1; i <= n; i++)

    {

        // If curr\_sum exceeds the sum,

        // then remove the starting elements

        while (curr\_sum > sum && start < i - 1)

        {

            curr\_sum = curr\_sum - arr[start];

            start++;

        }

        // If curr\_sum becomes equal to sum,

        // then return true

        if (curr\_sum == sum)

        {

            cout << "Sum found between indexes "

                 << start << " and " << i - 1;

            return 1;

        }

        // Add this element to curr\_sum

        if (i < n)

        curr\_sum = curr\_sum + arr[i];

    }

    // If we reach here, then no subarray

    cout << "No subarray found";

    return 0;

}

Approach 2:

#include<bits/stdc++.h>

using namespace std;

// Function to print subarray with sum as given sum

void subArraySum(int arr[], int n, int sum)

{

    // create an empty map

    unordered\_map<int, int> map;

    // Maintains sum of elements so far

    int curr\_sum = 0;

    for (int i = 0; i < n; i++)

    {

        // add current element to curr\_sum

        curr\_sum = curr\_sum + arr[i];

        // if curr\_sum is equal to target sum

        // we found a subarray starting from index 0

        // and ending at index i

        if (curr\_sum == sum)

        {

            cout << "Sum found between indexes "

                 << 0 << " to " << i << endl;

            return;

        }

        // If curr\_sum - sum already exists in map

        // we have found a subarray with target sum

        if (map.find(curr\_sum - sum) != map.end())

        {

            cout << "Sum found between indexes "

                 << map[curr\_sum - sum] + 1

                 << " to " << i << endl;

            return;

        }

        map[curr\_sum] = i;

    }

    // If we reach here, then no subarray exists

    cout << "No subarray with given sum exists";

}

## [Count the triplets](https://practice.geeksforgeeks.org/problems/count-the-triplets/0)

**Difficulty:**[**Easy**](https://practice.geeksforgeeks.org/Easy/0/0/)**Marks: 2**

#### Approach: Sort array, pick j=0 and k=i-1 where i=n-1 to 1 if triplet found, increase counter

Show Topic Tags

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Arcesium](https://practice.geeksforgeeks.org/company/Arcesium/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/count-the-triplets/0#problems)

Given an array of distinct integers. The task is to count all the triplets such that sum of two elements equals the third element.

**Input:**  
The first line of input contains an integer **T** denoting the number of test cases. Then T test cases follow. Each test case consists of two lines. First line of each test case contains an Integer **N** denoting size of array and the second line contains N space separated elements.

**Output:**  
For each test case, print the count of all triplets, in new line. If no such triplets can form, print "**-1**".

**Constraints:**  
1 <= T <= 100  
3 <= N <= 105  
1 <= A[i] <= 106

**Example:  
Input:**

2  
4  
1 5 3 2  
3  
3 2 7  
**Output:**  
2  
-1

**Explanation:  
Testcase 1:** There are 2 triplets: 1 + 2 = 3 and 3 +2 = 5

#include <iostream>

#include <vector>

#include<bits/stdc++.h>

using namespace std;

int countTriplets(vector<int> &A, int N){

if(N<3) return -1;

sort(A.begin(), A.end());

int count=0;

for(int i=N-1; i>1; i--){

int j=0, k=i-1;

while(j<k){

if(A[j]+A[k]==A[i]){

count++;

j++;

k--;

}

else if(A[j]+A[k]<A[i])

j++;

else

k--;

}

}

if(count>0)

return count;

return count=-1;

}

int main() {

//code

int t, N;

vector<int> A;

cin>>t;

while(t--){

cin>>N;

A.resize(N);

for(int i=0; i<N; i++)

cin>>A[i];

cout<<countTriplets(A,N)<<endl;

A.clear();

}

return 0;

}

## [Kadane’s Algorithm](https://practice.geeksforgeeks.org/problems/kadanes-algorithm/0)

Company Tags [24\*7 Innovation Labs](https://practice.geeksforgeeks.org/company/24*7%20Innovation%20Labs/)  [Accolite](https://practice.geeksforgeeks.org/company/Accolite/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Citrix](https://practice.geeksforgeeks.org/company/Citrix/)  [D-E-Shaw](https://practice.geeksforgeeks.org/company/D-E-Shaw/)  [FactSet](https://practice.geeksforgeeks.org/company/FactSet/)  [Flipkart](https://practice.geeksforgeeks.org/company/Flipkart/)  [Hike](https://practice.geeksforgeeks.org/company/Hike/)  [Housing.com](https://practice.geeksforgeeks.org/company/Housing.com/)  [MakeMyTrip](https://practice.geeksforgeeks.org/company/MakeMyTrip/)  [MetLife](https://practice.geeksforgeeks.org/company/MetLife/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Morgan Stanley](https://practice.geeksforgeeks.org/company/Morgan%20Stanley/)  [Ola Cabs](https://practice.geeksforgeeks.org/company/Ola%20Cabs/)  [Oracle](https://practice.geeksforgeeks.org/company/Oracle/)  [OYO Rooms](https://practice.geeksforgeeks.org/company/OYO%20Rooms/)  [Payu](https://practice.geeksforgeeks.org/company/Payu/)  [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)  [Snapdeal](https://practice.geeksforgeeks.org/company/Snapdeal/)  [Teradata](https://practice.geeksforgeeks.org/company/Teradata/)  [Visa](https://practice.geeksforgeeks.org/company/Visa/)  [VMWare](https://practice.geeksforgeeks.org/company/VMWare/)  [Walmart](https://practice.geeksforgeeks.org/company/Walmart/)  [Zoho](https://practice.geeksforgeeks.org/company/Zoho/)

[**Problems**](https://practice.geeksforgeeks.org/problems/kadanes-algorithm/0#problems)

Given an array **arr**of **N** integers. Find the contiguous sub-array with maximum sum.

**Input:**  
The first line of input contains an integer **T**denoting the number of test cases. The description of **T**test cases follows. The first line of each test case contains a single integer **N**denoting the size of array. The second line contains **N**space-separated integers **A1, A2, ..., AN** denoting the elements of the array**.**

**Output:**  
Print the maximum sum of the contiguous sub-array in a separate line for each test case.

**Constraints:**  
1 ≤ T ≤ 110  
1 ≤ N ≤ 106  
-107 ≤ A[i] <= 107

**Example:**  
**Input**  
2  
5  
1 2 3 -2 5  
4  
-1 -2 -3 -4  
**Output**  
9  
-1

**Explanation:  
Testcase 1:** Max subarray sum is 9 of elements (1, 2, 3, -2, 5) which is a contiguous subarray.

#include <bits/stdc++.h>

using namespace std;

int maxSum(int \*a, int n){

int csum, msum;

csum=msum=a[0];

for(int i=1; i<n; i++){

if(csum+a[i]>a[i])

csum=csum+a[i];

else csum=a[i];

msum = max(msum, csum);

}

return msum;

}

int main() {

//code

int t, n, \*a;

cin>>t;

while(t--){

cin>>n;

a = new int[n];

for(int i=0; i<n; i++)

cin>>a[i];

cout<<maxSum(a, n)<<endl;

}

return 0;

}

## [Missing number in array](https://practice.geeksforgeeks.org/problems/missing-number-in-array/0)

Company Tags [Accolite](https://practice.geeksforgeeks.org/company/Accolite/)  [Adobe](https://practice.geeksforgeeks.org/company/Adobe/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Cisco](https://practice.geeksforgeeks.org/company/Cisco/)  [D-E-Shaw](https://practice.geeksforgeeks.org/company/D-E-Shaw/)  [Intuit](https://practice.geeksforgeeks.org/company/Intuit%20/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Morgan Stanley](https://practice.geeksforgeeks.org/company/Morgan%20Stanley/)  [Ola Cabs](https://practice.geeksforgeeks.org/company/Ola%20Cabs/)  [Payu](https://practice.geeksforgeeks.org/company/Payu/)  [Qualcomm](https://practice.geeksforgeeks.org/company/Qualcomm/)  [Visa](https://practice.geeksforgeeks.org/company/Visa/)

[**Problems**](https://practice.geeksforgeeks.org/problems/missing-number-in-array/0#problems)

Given an array **C** of size **N-1** and given that there are numbers from **1** to **N** with one element missing, the missing number is to be found.

**Input:**  
The first line of input contains an integer **T** denoting the number of test cases. For each test case first line contains **N**(size of array). The subsequent line contains N-1 array elements.

**Output:**  
Print the missing number in array.

**Constraints:**  
1 ≤ T ≤ 200  
1 ≤ N ≤ 107  
1 ≤ C[i] ≤ 107

**Example:**  
**Input:**  
2  
5  
1 2 3 5  
10  
1 2 3 4 5 6 7 8 10

**Output:**  
4  
9

**Explanation:**  
**Testcase 1:** Given array : 1 2 3 5. Missing element is 4.

#include <iostream>

#include <vector>

#include <bits/stdc++.h>

using namespace std;

int findMissing(vector<int> &A, int n){

if(n<1) return -1;

int sum1=n\*(n+1)/2;

int sum2= accumulate(A.begin(), A.end(), 0);

return (sum1-sum2);

}

int main() {

//code

int t,n;

vector<int> A;

cin>>t;

while(t--){

cin>>n;

A.resize(n-1);

for(int i=0; i<n-1; i++)

cin>>A[i];

cout<<findMissing(A,n)<<endl;

}

return 0;

}

## [Merge two sorted arrays](https://practice.geeksforgeeks.org/problems/merge-two-sorted-arrays/0/)

#include <iostream>

#include <algorithm>

using namespace std;

// Utility function to print contents of an array

void printArray(int arr[], int n){

for (int i = 0; i < n; i++) {

cout << arr[i] << " ";

}

cout << '\n';

}

// in-place merge two sorted arrays X[] and Y[]

// invariant: X[] and Y[] are sorted at any point

void merge(int X[], int Y[], int m, int n){

// consider each element X[i] of array X and ignore the element

// if it is already in correct order else swap it with next smaller

// element which happens to be first element of Y

for (int i = 0; i < m; i++) {

// compare current element of X[] with first element of Y[]

if (X[i] > Y[0]) {

swap(X[i], Y[0]);

int first = Y[0];

// move Y[0] to its correct position to maintain sorted

// order of Y[]. Note: Y[1..n-1] is already sorted

int k;

for (k = 1; k < n && Y[k] < first; k++) {

Y[k - 1] = Y[k];

}

Y[k - 1] = first;

}

}

}

void merge(int \*arr1, int \*arr2, int n, int m)

{

    int i, j, gap = n + m;

    for (gap = nextGap(gap); gap > 0; gap = nextGap(gap))

    {

        // comparing elements in the first array.

        for (i = 0; i + gap < n; i++)

            if (arr1[i] > arr1[i + gap])

                swap(arr1[i], arr1[i + gap]);

        //comparing elements in both arrays.

        for (j = gap > n ? gap-n : 0 ; i < n&&j < m; i++, j++)

            if (arr1[i] > arr2[j])

                swap(arr1[i], arr2[j]);

        if (j < m)

        {

            //comparing elements in the second array.

            for (j = 0; j + gap < m; j++)

                if (arr2[j] > arr2[j + gap])

                    swap(arr2[j], arr2[j + gap]);

        }

    }

}

// main function

## [Rearrange array alternatively](https://practice.geeksforgeeks.org/problems/-rearrange-array-alternately/0/)

## [Number of pairs](https://practice.geeksforgeeks.org/problems/number-of-pairs/0/)

## [Inversion of Array](https://practice.geeksforgeeks.org/problems/inversion-of-array/0/)

## Count Inversions in an array | Set 1 (Using Merge Sort)

Inversion Count for an array indicates – how far (or close) the array is from being sorted. If array is already sorted then inversion count is 0. If array is sorted in reverse order that inversion count is the maximum.  
Formally speaking, two elements a[i] and a[j] form an inversion if a[i] > a[j] and i < j

**Example:**  
The sequence 2, 4, 1, 3, 5 has three inversions (2, 1), (4, 1), (4, 3).

**const** **int** mod **=** 1000000007;

**long** merge(vector**<int>&**left, vector**<int>&** right, vector**<int>&**A){

**int** l**=**0,r**=**0,lsize**=**left.size(),rsize**=**right.size();

**long** smaller**=**0,count**=**0;

**while**(l**<**lsize **&&** r**<**rsize){

**if**(left[l]**<=**right[r]){

A.push\_back(left[l**++**]);

count **=** (count**%**mod) **+** (smaller**%**mod);

count **%=** mod;

}

**else**{

A.push\_back(right[r**++**]);

smaller**++**;

smaller **%=** mod;

}

}

**while**(l**<**lsize){

A.push\_back(left[l**++**]);

count **=** (count**%**mod) **+** (smaller**%**mod);

count **%=** mod;

}

**while**(r**<**rsize){

A.push\_back(right[r**++**]);

}

**return** count;

}

**long** merge\_sort(vector**<int>&** A){

**int** size **=** A.size();

**if**(size**<=**1) **return** 0;

vector**<int>** left, right;

left.assign(A.begin(), A.begin()**+**size**/**2);

right.assign(A.begin()**+**size**/**2, A.end());

**long** count **=** 0;

A.clear();

count **=** (count**%**mod) **+** (merge\_sort(left)**%**mod);

count **%=** mod;

count **=** (count**%**mod) **+** (merge\_sort(right)**%**mod);

count **%=** mod;

count **=** (count**%**mod) **+** (merge(left, right, A)**%**mod);

count **%=** mod;

**return** count;

}

**int** Solution**::**solve(vector**<int>** **&**A){

*/// naive way is O(N^2)*

*/// we can further optimize it to O(NlogN)*

**return** merge\_sort(A);

}

## [Sort an array of 0s, 1s and 2s](https://practice.geeksforgeeks.org/problems/sort-an-array-of-0s-1s-and-2s/0)

**Sort an array of 0s, 1s and 2s**

Company Tags [Adobe](https://practice.geeksforgeeks.org/company/Adobe/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Hike](https://practice.geeksforgeeks.org/company/Hike/)  [MakeMyTrip](https://practice.geeksforgeeks.org/company/MakeMyTrip/)  [MAQ Software](https://practice.geeksforgeeks.org/company/MAQ%20Software/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Morgan Stanley](https://practice.geeksforgeeks.org/company/Morgan%20Stanley/)  [Ola Cabs](https://practice.geeksforgeeks.org/company/Ola%20Cabs/)  [OYO Rooms](https://practice.geeksforgeeks.org/company/OYO%20Rooms/)  [Paytm](https://practice.geeksforgeeks.org/company/Paytm/)  [Qualcomm](https://practice.geeksforgeeks.org/company/Qualcomm/)  [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)  [SAP Labs](https://practice.geeksforgeeks.org/company/SAP%20Labs/)  [Snapdeal](https://practice.geeksforgeeks.org/company/Snapdeal/)  [Walmart](https://practice.geeksforgeeks.org/company/Walmart/)  [Yatra.com](https://practice.geeksforgeeks.org/company/Yatra.com/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/sort-an-array-of-0s-1s-and-2s/0#problems)

Given an array **A**of size **N** containing**0s, 1s, and 2s**; you need to sort the array in ascending order.

**Input:**  
The first line contains an integer **'T'** denoting the total number of test cases. Then **T**testcases follow. Each testcases contains two lines of input. The first line denotes the size of the array **N**. The second lines contains the elements of the array A separated by spaces.  
  
**Output:**  
For each testcase, print the sorted array.  
  
**Constraints:**  
1 <= T <= 500  
1 <= N <= 106  
0 <= Ai <= 2

**Example:  
Input :**  
2  
5  
0 2 1 2 0  
3  
0 1 0

**Output:**  
0 0 1 2 2  
0 0 1

**Explanation:**  
**Testcase 1:** After segregating the 0s, 1s and 2s, we have 0 0 1 2 2 which shown in the output.

using namespace std;

void swap(int \*a, int \*b){

int t = \*a;

\*a = \*b;

\*b = t;

}

void sortA(int \*a, int n){

int low = 0, high = n -1, mid = 1;

while(mid <= high){

switch(a[mid]){

case 0:

if(mid == low){

low++;

mid++;

}

else{

swap(&a[low], &a[mid]);

low++;

}

break;

case 1:

mid++;

break;

case 2:

swap(&a[mid], &a[high]);

high--;

break;

}

}

for(int i = 0; i < n; i++)

cout<<a[i]<<" ";

cout<<endl;

}

int main() {

//code

int T, N, \*a;

cin>>T;

for(int i = 0; i<T; i++){

cin>>N;

a = new int[N];

for(int j = 0; j <N; j++)

cin>>a[j];

sortA(a, N);

}

return 0;

}

## [Equilibrium point](https://practice.geeksforgeeks.org/problems/equilibrium-point/0)

**Equilibrium point**

Company Tags [Accolite](https://practice.geeksforgeeks.org/company/Accolite/)  [Adobe](https://practice.geeksforgeeks.org/company/Adobe/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Hike](https://practice.geeksforgeeks.org/company/Hike/)  [Zoho](https://practice.geeksforgeeks.org/company/Zoho/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/equilibrium-point/0#problems)

Given an array **A** of **N** positive numbers. The task is to find the position where equilibrium first occurs in the array. Equilibrium position in an array is a position such that the sum of elements before it is equal to the sum of elements after it.

**Input:**  
The first line of input contains an integer **T**, denoting the number of test cases. Then T test cases follow. First line of each test case contains an integer N denoting the size of the array. Then in the next line are N space separated values of the array A.

**Output:**  
For each test case in a new  line print the position at which the elements are at equilibrium if no equilibrium point exists print -1.

**Constraints:**  
1 <= T <= 100  
1 <= N <= 106  
1 <= Ai <= 108

**Example:  
Input:**  
2  
1  
1  
5  
1 3 5 2 2

**Output:**  
1  
3

**Explanation:**  
**Testcase 1:** Since its the only element hence its the only equilibrium point.  
**Testcase 2:** For second test case equilibrium point is at position 3 as elements below it (1+3) = elements after it (2+2).

#include <iostream>

#include<bits/stdc++.h>

using namespace std;

int equillibrium(vector<int> &A, int N){

if(N<1) return -1;

int sumR=accumulate(A.begin(), A.end(), 0);

int sumL=0;

for(int i=0; i<N; i++){

sumR-=A[i];

if(sumL==sumR)

return i+1;

sumL+=A[i];

}

return -1;

}

int main() {

//code

int t,N;

vector<int>A;

cin>>t;

while(t--){

cin>>N;

A.resize(N);

for(int i=0; i<N; i++)

cin>>A[i];

cout<<equillibrium(A,N)<<endl;

}

return 0;

}

## [Leaders in an array](https://practice.geeksforgeeks.org/problems/leaders-in-an-array/0)

**Leaders in an array**

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Payu](https://practice.geeksforgeeks.org/company/Payu/)  [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/leaders-in-an-array/0#problems)

Given an array of positive integers. Your task is to find the leaders in the array.  
**Note:** An element of array is leader if it is greater than or equal to all the elements to its right side. Also, the rightmost element is always a leader.

**Input:**  
The first line of input contains an integer **T** denoting the number of test cases. The description of **T** test cases follows.  
The first line of each test case contains a single integer **N** denoting the size of array.  
The second line contains N space-separated integers A1, A2, ..., AN denoting the elements of the array.

**Output:**  
Print all the leaders.

**Constraints:**  
1 <= T <= 100  
1 <= N <= 107  
0 <= Ai <= 107

**Example:**  
**Input:**  
3  
6  
16 17 4 3 5 2  
5  
1 2 3 4 0  
5  
7 4 5 7 3  
**Output:**  
17 5 2  
4 0  
7 7 3

**Explanation:**  
**Testcase 3:** All elements on the right of 7 (at index 0) are smaller than or equal to 7. Also, all the elements of right side of 7 (at index 3) are smaller than 7. And, the last element 3 is itself a leader since no elements are on its right.

#include <iostream>

#include <bits/stdc++.h>

using namespace std;

void print (vector<int> &A){

for(auto it=A.begin(); it!=A.end(); ++it)

cout<<\*it<<" ";

cout<<endl;

}

void leaders(vector<int> &A, int n){

if(n<1) return;

vector<int> res;

int leader=A[n-1];

res.push\_back(leader);

//cout<<leader<<" ";

for(int i=n-2; i>=0; i--){

if(A[i]>=leader){

leader=A[i];

res.push\_back(leader);

//cout<<leader<<" ";

}

}

reverse(res.begin(), res.end());

print(res);

}

int main() {

//code

int t,n;

vector<int> A;

cin>>t;

while(t--){

cin>>n;

A.resize(n);

for(int i=0; i<n; i++)

cin>>A[i];

leaders(A,n);

A.clear();

}

return 0;

}

## [Minimum Platforms](https://practice.geeksforgeeks.org/problems/minimum-platforms/0)

**Minimum Platforms**

Company Tags [Accolite](https://practice.geeksforgeeks.org/company/Accolite/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Boomerang Commerce](https://practice.geeksforgeeks.org/company/Boomerang%20Commerce/)  [D-E-Shaw](https://practice.geeksforgeeks.org/company/D-E-Shaw/)  [Directi](https://practice.geeksforgeeks.org/company/Directi/)  [Hike](https://practice.geeksforgeeks.org/company/Hike/)  [Morgan Stanley](https://practice.geeksforgeeks.org/company/Morgan%20Stanley/)  [OYO Rooms](https://practice.geeksforgeeks.org/company/OYO%20Rooms/)  [Paytm](https://practice.geeksforgeeks.org/company/Paytm/)  [Walmart](https://practice.geeksforgeeks.org/company/Walmart/)  [Zillious](https://practice.geeksforgeeks.org/company/Zillious/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/minimum-platforms/0#problems)

Given arrival and departure times of all trains that reach a railway station. Your task is to find the minimum number of platforms required for the railway station so that no train waits.

**Note:** Consider that all the trains arrive on the same day and leave on the same day. Also, arrival and departure times will not be same for a train, but we can have arrival time of one train equal to departure of the other.

In such cases, **we need different platforms,**i.e at any given instance of time, **same platform can not be used for both departure of a train and arrival of another.**

**Input:**  
The first line of input contains T, the number of test cases. For each test case, first line will contain an integer N, the number of trains. Next two lines will consist of **N** space separated time intervals denoting arrival and departure times respectively.  
**Note:** Time intervals are in the 24-hour format(hhmm),  of the for **HHMM ,** where the first two charcters represent hour (between 00 to 23 ) and last two characters represent minutes (between 00 to 59).

**Output:**  
For each test case, print the minimum number of platforms required for the trains to arrive and depart safely.

**Constraints:**  
1 <= T <= 100  
1 <= N <= 1000  
1 <= A[i] < D[i] <= 2359

**Example:**  
**Input:**  
2  
6   
0900  0940 0950  1100 1500 1800  
0910 1200 1120 1130 1900 2000  
3  
0900 1100 1235  
1000 1200 1240

**Output:**  
3  
1

**Explanation:**  
**Testcase 1:**Minimum 3 platforms are required to safely arrive and depart all trains.

// Program to find minimum number of platforms

// required on a railway station

#include <bits/stdc++.h>

using namespace std;

int findPlatform(int arr[], int dep[], int n)

{

    // Insert all the times (arr. and dep.)

    // in the multimap.

    multimap<int, char> order;

    for (int i = 0; i < n; i++) {

        // If its arrival then second value

        // of pair is 'a' else 'd'

        order.insert(make\_pair(arr[i], 'a'));

        order.insert(make\_pair(dep[i], 'd'));

    }

    int result = 0;

    int plat\_needed = 0;

    multimap<int, char>::iterator it = order.begin();

    // Start iterating the multimap.

    for (; it != order.end(); it++) {

        // If its 'a' then add 1 to plat\_needed

        // else minus 1 from plat\_needed.

        if ((\*it).second == 'a')

            plat\_needed++;

        else

            plat\_needed--;

        if (plat\_needed>result)

            result = plat\_needed;

    }

    return result;

}

// Driver code

int main()

{

    int arr[] = { 900, 940, 950, 1100, 1500, 1800 };

    int dep[] = { 910, 1200, 1120, 1130, 1900, 2000 };

    int n = sizeof(arr) / sizeof(arr[0]);

    cout << "Minimum Number of Platforms Required = "

         << findPlatform(arr, dep, n);

    return 0;

}

## [Reverse array in groups](https://practice.geeksforgeeks.org/problems/reverse-array-in-groups/0)

**Reverse array in groups**

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/reverse-array-in-groups/0#problems)

Given an array **arr[]** of positive integers of size **N**. Reverse every sub-array of **K**group elements.

**Input:**  
The first line of input contains a single integer **T** denoting the number of test cases. Then**T** test cases follow. Each test case consist of two lines of input. The first line of each test case consists of an integer **N**(size of array) and an integer **K** separated by a space. The second line of each test case contains**N** space separated integers denoting the array elements.

**Output:**  
For each test case, print the modified array.

**Constraints:**  
1 ≤ T ≤ 200  
1 ≤ N, K ≤ 107  
1 ≤ A[i] ≤ 1018

**Example:**  
**Input**  
2  
5 3  
1 2 3 4 5  
6 2  
10 20 30 40 50 60

**Output**  
3 2 1 5 4  
20 10 40 30 60 50

**Explanation:  
Testcase 1:** Reversing groups in size 3, first group consists of elements 1, 2, 3. Reversing this group, we have elements in order as 3, 2, 1.

// Function to reverse every sub-array formed by

// consecutive k elements

void reverse(int arr[], int n, int k)

{

    for (int i = 0; i < n; i += k)

    {

        int left = i;

        // to handle case when k is not multiple of n

        int right = min(i + k - 1, n - 1);

        // reverse the sub-array [left, right]

        while (left < right)

            swap(arr[left++], arr[right--]);

    }

}

## [K’th smallest element](https://practice.geeksforgeeks.org/problems/kth-smallest-element/0)

**Kth smallest element**

Company Tags [ABCO](https://practice.geeksforgeeks.org/company/ABCO/)  [Accolite](https://practice.geeksforgeeks.org/company/Accolite/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Cisco](https://practice.geeksforgeeks.org/company/Cisco/)  [Hike](https://practice.geeksforgeeks.org/company/Hike/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Snapdeal](https://practice.geeksforgeeks.org/company/Snapdeal/)  [VMWare](https://practice.geeksforgeeks.org/company/VMWare/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/kth-smallest-element/0#problems)

Given an array **arr[]** and a number **K** where K is smaller than size of array, the task is to find the **Kth smallest** element in the given array. It is given that all array elements are distinct.

**Expected Time Complexity:**O(n)

**Input:**  
The first line of input contains an integer **T,** denoting the number of testcases. Then T test cases follow. Each test case consists of three lines. First line of each testcase contains an integer **N** denoting size of the array. Second line contains N space separated integer denoting elements of the array. Third line of the test case contains an integer K.

**Output:**  
Corresponding to each test case, print the kth smallest element in a new line.

**Constraints:**  
1 <= T <= 100  
1 <= N <= 105  
1 <= arr[i] <= 105  
1 <= K <= N

**Example:  
Input:**  
2  
6  
7 10 4 3 20 15  
3  
5  
7 10 4 20 15  
4

**Output:**  
7  
15

**Explanation:  
Testcase 1:** 3rd smallest element in the given array is 7.

## [Trapping Rain Water](https://practice.geeksforgeeks.org/problems/trapping-rain-water/0)

## [Pythagorean Triplet](https://practice.geeksforgeeks.org/problems/pythagorean-triplet/0)

## [Chocolate Distribution Problem](https://practice.geeksforgeeks.org/problems/chocolate-distribution-problem/0)

## [Stock buy and sell](https://practice.geeksforgeeks.org/problems/stock-buy-and-sell/0)

Company Tags [Accolite](https://practice.geeksforgeeks.org/company/Accolite/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [D-E-Shaw](https://practice.geeksforgeeks.org/company/D-E-Shaw/)  [Directi](https://practice.geeksforgeeks.org/company/Directi/)  [Facebook](https://practice.geeksforgeeks.org/company/Facebook/)  [Flipkart](https://practice.geeksforgeeks.org/company/Flipkart/)  [Goldman Sachs](https://practice.geeksforgeeks.org/company/Goldman%20Sachs/)  [Hike](https://practice.geeksforgeeks.org/company/Hike/)  [Intuit](https://practice.geeksforgeeks.org/company/Intuit%20/)  [MakeMyTrip](https://practice.geeksforgeeks.org/company/MakeMyTrip/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Morgan Stanley](https://practice.geeksforgeeks.org/company/Morgan%20Stanley/)  [Ola Cabs](https://practice.geeksforgeeks.org/company/Ola%20Cabs/)  [Oracle](https://practice.geeksforgeeks.org/company/Oracle/)  [Paytm](https://practice.geeksforgeeks.org/company/Paytm/)  [Pubmatic](https://practice.geeksforgeeks.org/company/Pubmatic/)  [Quikr](https://practice.geeksforgeeks.org/company/Quikr/)  [Salesforce](https://practice.geeksforgeeks.org/company/Salesforce/)  [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)  [SAP Labs](https://practice.geeksforgeeks.org/company/SAP%20Labs/)  [Sapient](https://practice.geeksforgeeks.org/company/Sapient/)  [Swiggy](https://practice.geeksforgeeks.org/company/Swiggy/)  [Walmart](https://practice.geeksforgeeks.org/company/Walmart/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/stock-buy-and-sell/0#problems)

The cost of stock on each day is given in an array **A[]**of size**N**. Find all the days on which you buy and sell the stock so that in between those days your profit is maximum.

**Input:**   
First line contains number of test cases **T**. First line of each test case contains an integer value **N** denoting the number of days, followed by an array of stock prices of N days.

**Output:**  
For each testcase, output all the days with profit in a single line. And if there is no profit then print "**No Profit**".

**Constraints:**  
1 <= T <= 100  
2 <= N <= 103  
0 <= Ai <= 104

**Example  
Input:**  
2  
7  
100 180 260 310 40 535 695  
10  
23 13 25 29 33 19 34 45 65 67

**Output:**  
(0 3) (4 6)  
(1 4) (5 9)

**Explanation:  
Testcase 1:**We can buy stock on day 0, and sell it on 3rd day, which will give us maximum profit.

**Note:** Output format is as follows - (buy\_day sell\_day) (buy\_day sell\_day)  
For each input, output should be in a single line.

#include <iostream>

#include <bits/stdc++.h>

using namespace std;

void buyNSell(vector<int> &A, int n){

if(n<=1) return;

bool profit=0;

int min=0, max=0;

for(int i=1; i<n; i++){

if(A[i]<=A[i-1]){

if(min!=max)

cout<<"("<<min<<" "<<max<<") ";

min=max=i;

}

else{

profit=1;

max=i;

}

}

if(min!=max && profit==1)

cout<<"("<<min<<" "<<max<<")";

if(!profit)

cout<<"No Profit";

}

int main() {

//code

int t,n;

vector<int> A;

cin>>t;

while(t--){

cin>>n;

A.resize(n);

for(int i=0; i<n; i++) cin>>A[i];

buyNSell(A,n);

cout<<endl;

A.clear();

}

return 0;

}

## [Element with left side smaller and right side greater](https://practice.geeksforgeeks.org/problems/unsorted-array/0)

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Intuit](https://practice.geeksforgeeks.org/company/Intuit%20/)  [OYO Rooms](https://practice.geeksforgeeks.org/company/OYO%20Rooms/)  [Zoho](https://practice.geeksforgeeks.org/company/Zoho/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/unsorted-array/0#problems)

Given an unsorted array of size **N**. Find the first element in array such that all of its left elements are smaller and all right elements to it are greater than it.  
  
**Note:** Left and right side elements can be equal to required element. And extreme elements cannot be required element.

**Input:**  
The first line of input contains an integer T denoting the number of test cases. Then T test cases follow. Each test case consists of two lines. First line of each test case contains an Integer N denoting size of array and the second line contains N space separated array elements.

**Output:**  
For each test case, in a new line print the required element. If no such element present in array then print -1.

**Constraints:**  
1 <= T <= 100  
3 <= N <= 106  
1 <= A[i] <= 106

**Example:  
Input:**  
3  
4  
4 2 5 7  
3  
11 9 12  
6  
4 3 2 7 8 9

**Output:**  
5  
-1  
7  
**Explanation:  
Testcase 1 :** Elements on left of 5 are smaller than 5 and on right of it are greater than 5.

#include <iostream>

#include <bits/stdc++.h>

using namespace std;

int findElement(vector<int> &A, int n){

if(n<3) return -1;

vector<int> Rmin(n), Lmax(n);

Lmax[0]=A[0];

Rmin[n-1]=A[n-1];

for(int i=1; i<n; i++){

int j=n-1-i;

Lmax[i]=max(Lmax[i-1],A[i]);

Rmin[j]=min(Rmin[j+1],A[j]);

}

for(int i=1; i<n-1; i++){

if(Lmax[i]==A[i] && A[i]==Rmin[i]) return A[i];

}

return -1;

}

int main() {

//code

int t,n;

vector<int> A;

cin>>t;

while(t--){

cin>>n;

A.resize(n);

for(int i=0; i<n; i++) cin>>A[i];

cout<<findElement(A,n)<<endl;

A.clear();

}

return 0;

}

## [Convert array into Zig-Zag fashion](https://practice.geeksforgeeks.org/problems/convert-array-into-zig-zag-fashion/0)

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Paytm](https://practice.geeksforgeeks.org/company/Paytm/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/convert-array-into-zig-zag-fashion/0#problems)

Given an array **A** (distinct elements) of size **N**. Rearrange the elements of array in zig-zag fashion. The converted array should be in form **a < b > c < d > e < f.** The relative order of elements is same in the output **i.e** you have to iterate on the original array only.

**Input:**  
The first line of input contains an integer **T** denoting the number of test cases.**T** testcases follow. Each testcase contains two lines of input. The first line contains a single integer **N** denoting the size of array.  
The second line contains **N** space-separated integers denoting the elements of the array.

**Output:**  
For each testcase, print the array in Zig-Zag fashion.

**Constraints:**  
1 <= T <= 100  
1 <= N <= 100  
0 <= Ai <= 10000

**Example:**  
Input:  
2  
7  
4 3 7 8 6 2 1  
4  
1 4 3 2  
Output:  
3 7 4 8 2 6 1  
1 4 2 3

A **Simple Solution** is to first sort the array. After sorting, exclude the first element, swap the remaining elements in pairs. (i.e. keep arr[0] as it is, swap arr[1] and arr[2], swap arr[3] and arr[4], and so on). Time complexity is O(nlogn) since we need to sort the array first.

We can convert in O(n) time using an **Efficient Approach**. The idea is to use modified one pass of bubble sort. Maintain a flag for representing which order(i.e. < or >) currently we need. If the current two elements are not in that order then swap those elements otherwise not.  
Let us see the main logic using three consecutive elements A, B, C. Suppose we are processing B and C currently and the current relation is ‘<'. But we have B > C. Since current relation is ‘<' previous relation must be '>‘ i.e., A must be greater than B. So, the relation is A > B and B > C. We can deduce A > C. So if we swap B and C then the relation is A > C and C < B. Finally we get the desired order **A C B.**

// Program for zig-zag conversion of array

void zigZag(int arr[], int n)

{

    // Flag true indicates relation "<" is expected,

    // else ">" is expected.  The first expected relation

    // is "<"

    bool flag = true;

    for (int i=0; i<=n-2; i++)

    {

        if (flag)  /\* "<" relation expected \*/

        {

            /\* If we have a situation like A > B > C,

               we get A > B < C by swapping B and C \*/

            if (arr[i] > arr[i+1])

                swap(arr[i], arr[i+1]);

        }

        else /\* ">" relation expected \*/

        {

            /\* If we have a situation like A < B < C,

               we get A < C > B by swapping B and C \*/

            if (arr[i] < arr[i+1])

                swap(arr[i], arr[i+1]);

        }

        flag = !flag; /\* flip flag \*/

    }

}

## [Last Index of 1](https://practice.geeksforgeeks.org/problems/last-index-of-1/0)

## [Spirally traversing a matrix](https://practice.geeksforgeeks.org/problems/spirally-traversing-a-matrix/0)

**Spirally traversing a matrix**

Company Tags [Accolite](https://practice.geeksforgeeks.org/company/Accolite/)  [Adobe](https://practice.geeksforgeeks.org/company/Adobe/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [BrowserStack](https://practice.geeksforgeeks.org/company/BrowserStack/)  [D-E-Shaw](https://practice.geeksforgeeks.org/company/D-E-Shaw/)  [FactSet](https://practice.geeksforgeeks.org/company/FactSet/)  [MakeMyTrip](https://practice.geeksforgeeks.org/company/MakeMyTrip/)  [MAQ Software](https://practice.geeksforgeeks.org/company/MAQ%20Software/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Morgan Stanley](https://practice.geeksforgeeks.org/company/Morgan%20Stanley/)  [Nagarro](https://practice.geeksforgeeks.org/company/Nagarro/)  [nearbuy](https://practice.geeksforgeeks.org/company/nearbuy/)  [Oracle](https://practice.geeksforgeeks.org/company/Oracle/)  [OYO Rooms](https://practice.geeksforgeeks.org/company/OYO%20Rooms/)  [Paytm](https://practice.geeksforgeeks.org/company/Paytm/)  [Salesforce](https://practice.geeksforgeeks.org/company/Salesforce/)  [Snapdeal](https://practice.geeksforgeeks.org/company/Snapdeal/)  [Zoho](https://practice.geeksforgeeks.org/company/Zoho/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/spirally-traversing-a-matrix/0#problems)

Given a matrix **mat[][]** of size **M\*N**. Traverse and print the matrix in spiral form.

**Input:**  
The first line of the input contains a single integer **T**, denoting the number of test cases. Then **T** test cases follow. Each testcase has 2 lines. First line contains **M** and **N** respectively separated by a space. Second line contains **M\*N** values separated by spaces.

**Output:**  
Elements when travelled in Spiral form, will be displayed in a single line.

**Constraints:**  
1 <= T <= 100  
2 <= M,N <= 10  
0 <= Ai <= 100

**Example:**  
**Input:**  
2  
4 4  
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16  
3 4  
1 2 3 4 5 6 7 8 9 10 11 12

**Output:**  
1 2 3 4 8 12 16 15 14 13 9 5 6 7 11 10  
1 2 3 4 8 12 11 10 9 5 6 7

**Explanation:**  
**Testcase 1:**  
void spiralPrint(int m, int n, int a[R][C])

{

    int i, k = 0, l = 0;

    /\* k - starting row index

        m - ending row index

        l - starting column index

        n - ending column index

        i - iterator

    \*/

    while (k < m && l < n) {

        /\* Print the first row from

               the remaining rows \*/

        for (i = l; i < n; ++i) {

            cout << a[k][i] << " ";

        }

        k++;

        /\* Print the last column

         from the remaining columns \*/

        for (i = k; i < m; ++i) {

            cout << a[i][n - 1] << " ";

        }

        n--;

        /\* Print the last row from

                the remaining rows \*/

        if (k < m) {

            for (i = n - 1; i >= l; --i) {

                cout << a[m - 1][i] << " ";

            }

            m--;

        }

        /\* Print the first column from

                   the remaining columns \*/

        if (l < n) {

            for (i = m - 1; i >= k; --i) {

                cout << a[i][l] << " ";

            }

            l++;

        }

    }

}

![https://www.geeksforgeeks.org/wp-content/uploads/spiral-matrix.png](data:image/png;base64,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)

## [Largest Number formed from an Array](https://practice.geeksforgeeks.org/problems/largest-number-formed-from-an-array/0)

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [MakeMyTrip](https://practice.geeksforgeeks.org/company/MakeMyTrip/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Paytm](https://practice.geeksforgeeks.org/company/Paytm/)  [Zoho](https://practice.geeksforgeeks.org/company/Zoho/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/largest-number-formed-from-an-array/0#problems)

Given a list of non negative integers, arrange them in such a manner that they form the largest number possible.The result is going to be very large, hence return the result in the form of a string.

**Input:**  
The first line of input consists number of the test cases. The description of T test cases is as follows:  
The first line of each test case contains the size of the array, and the second line has the elements of the array.

**Output:**  
In each separate line print the largest number formed by arranging the elements of the array **in the form of a string**.

**Constraints:**  
1 ≤ T ≤ 100  
1 ≤ N ≤ 102  
0 ≤ A[i] ≤ 103

**Example:**  
**Input:**  
2  
5  
3 30 34 5 9  
4  
54 546 548 60

**Output:**  
9534330  
6054854654

#include <iostream>

#include<bits/stdc++.h>

using namespace std;

struct myclass{

bool operator()(const int a, const int b){

return (to\_string(a)+to\_string(b) > to\_string(b)+to\_string(a));

}

}myobj;

string maxNum(vector<int> &A, int n){

string res;

if(n<1) return res;

sort(A.begin(), A.end(), myobj);

res="";

for(int i=0; i<n; i++)

res+=to\_string(A[i]);

return res;

}

int main() {

//code

int t,n;

vector<int> A;

cin>>t;

while(t--){

cin>>n;

A.resize(n);

for(int i=0; i<n; i++) cin>>A[i];

cout<<maxNum(A,n)<<endl;

A.clear();

}

return 0;

}

# String

## [Reverse words in a given string](https://practice.geeksforgeeks.org/problems/reverse-words-in-a-given-string/0)

Company Tags [Accolite](https://practice.geeksforgeeks.org/company/Accolite/)  [Adobe](https://practice.geeksforgeeks.org/company/Adobe/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Cisco](https://practice.geeksforgeeks.org/company/Cisco/)  [Goldman Sachs](https://practice.geeksforgeeks.org/company/Goldman%20Sachs/)  [MakeMyTrip](https://practice.geeksforgeeks.org/company/MakeMyTrip/)  [MAQ Software](https://practice.geeksforgeeks.org/company/MAQ%20Software/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Morgan Stanley](https://practice.geeksforgeeks.org/company/Morgan%20Stanley/)  [Ola Cabs](https://practice.geeksforgeeks.org/company/Ola%20Cabs/)  [Paytm](https://practice.geeksforgeeks.org/company/Paytm/)  [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)  [SAP Labs](https://practice.geeksforgeeks.org/company/SAP%20Labs/)  [Walmart](https://practice.geeksforgeeks.org/company/Walmart/)  [Wipro](https://practice.geeksforgeeks.org/company/Wipro/)  [Zoho](https://practice.geeksforgeeks.org/company/Zoho/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/reverse-words-in-a-given-string/0#problems)

Given a String of length **S**, reverse the whole string without reversing the individual words in it. Words are separated by **dots**.

**Input:**  
The first line contains **T** denoting the number of testcases. T testcases follow. Each case contains a string S containing characters.

**Output:**  
For each test case, in a new line, output a single line containing the reversed String.

**Constraints:**  
1 <= T <= 100  
1 <= |S| <= 2000

**Example:**  
**Input:**  
2  
i.like.this.program.very.much  
pqr.mno

**Output:**  
much.very.program.this.like.i  
mno.pqr

Sol1:

void reverseWords(string s){

int i=0, len=s.length();

int start=0, end=0;

for(int i=0; i<len; i++){

if(s[i] == '.' || i == len-1){

if(i == len-1) end++;

reverse(s.begin()+start, s.begin()+end);

start=i+1;

end=i+1;

}

else{

end++;

}

//cout<<start<<" "<<end<<endl;

}

reverse(s.begin(), s.end());

cout<<s<<endl;

}

Sol2:

#include <iostream>

#include <bits/stdc++.h>

using namespace std;

int main() {

//code

string input, res="", word;

int t;

cin>>t;

while(t--){

cin>>input;

stringstream ss(input);

while(getline(ss,word,'.'))

res=word+"."+res;

cout<<res.substr(0, res.size()-1)<<endl;

res.clear();

input.clear();

word.clear();

}

return 0;

}

## [Permutations of a given string](https://practice.geeksforgeeks.org/problems/permutations-of-a-given-string/0)

Company Tags [Accolite](https://practice.geeksforgeeks.org/company/Accolite/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Cisco](https://practice.geeksforgeeks.org/company/Cisco/)  [Citrix](https://practice.geeksforgeeks.org/company/Citrix/)  [MAQ Software](https://practice.geeksforgeeks.org/company/MAQ%20Software/)  [OYO Rooms](https://practice.geeksforgeeks.org/company/OYO%20Rooms/)  [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)  [Snapdeal](https://practice.geeksforgeeks.org/company/Snapdeal/)  [Walmart](https://practice.geeksforgeeks.org/company/Walmart/)  [Zoho](https://practice.geeksforgeeks.org/company/Zoho/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/permutations-of-a-given-string/0#problems)

Given a string S. The task is to print all permutations of a given string.

**Input:**  
The first line of input contains an integer **T,** denoting the number of test cases. Each test case contains a single string **S**in capital letter.

**Output:**  
For each test case, print all permutations of a given string **S**with single space and all permutations should be in lexicographically increasing order.

**Constraints:**  
1 ≤ T ≤ 10  
1 ≤ size of string ≤ 5

**Example:**  
**Input:**  
2  
ABC  
ABSG

**Output:**  
ABC ACB BAC BCA CAB CBA   
ABGS ABSG AGBS AGSB ASBG ASGB BAGS BASG BGAS BGSA BSAG BSGA GABS GASB GBAS GBSA GSAB GSBA SABG SAGB SBAG SBGA SGAB SGBA

**Explanation:  
Testcase 1:** Given string ABC has permutations in 6 forms as ABC, ACB, BAC, BCA, CAB and CBA .

## [Longest Palindrome in a String](https://practice.geeksforgeeks.org/problems/longest-palindrome-in-a-string/0)

Company Tags [Accolite](https://practice.geeksforgeeks.org/company/Accolite/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Groupon](https://practice.geeksforgeeks.org/company/Groupon/)  [MakeMyTrip](https://practice.geeksforgeeks.org/company/MakeMyTrip/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Qualcomm](https://practice.geeksforgeeks.org/company/Qualcomm/)  [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)  [Visa](https://practice.geeksforgeeks.org/company/Visa/)  [Walmart](https://practice.geeksforgeeks.org/company/Walmart/)  [Zoho](https://practice.geeksforgeeks.org/company/Zoho/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/longest-palindrome-in-a-string/0#problems)

Given a string S, find the longest palindromic substring in S.**Substring of string S:** S[ i . . . . j ] where 0 ≤ i ≤ j < len(S)**. Palindrome string:** A string which reads the same backwards. More formally, S is palindrome if reverse(S) = S.**Incase of conflict**, return the substring which occurs first ( with the least starting index ).

**NOTE:** Required Time Complexity **O(n2).**

**Input:**  
The first line of input consists number of the testcases. The following **T** lines consist of a string each.

**Output:**  
In each separate line print the longest palindrome of the string given in the respective test case.

**Constraints:**  
1 ≤ T ≤ 100  
1 ≤ Str Length ≤ 104

**Example:  
Input:**  
1  
aaaabbaa

**Output:**  
aabbaa

**Explanation:  
Testcase 1:** The longest palindrome string present in the given string is "aabbaa".

## [Recursively remove all adjacent duplicates](https://practice.geeksforgeeks.org/problems/recursively-remove-all-adjacent-duplicates/0)

## [Check if string is rotated by two places](https://practice.geeksforgeeks.org/problems/check-if-string-is-rotated-by-two-places/0)

## [Roman Number to Integer](https://practice.geeksforgeeks.org/problems/roman-number-to-integer/0)

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Facebook](https://practice.geeksforgeeks.org/company/Facebook/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Twitter](https://practice.geeksforgeeks.org/company/Twitter/)  [Zoho](https://practice.geeksforgeeks.org/company/Zoho/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/roman-number-to-integer/0#problems)

Given an string in roman no format (s)  your task is to convert it to integer .  
  
**Input:**  
The first line of each test case contains the no of test cases T. Then T test cases follow. Each test case contains a string s denoting the roman no.  
  
**Output:**  
For each test case in a new line print the integer representation of roman number s.   
  
**Constraints:**  
1<=T<=100  
1<=roman no range<4000  
  
**Example:  
Input**  
2  
V  
III   
**Output**  
5  
3

int getVal(char c){

int val=-1;

switch(c){

case 'I': val=1; break;

case 'V': val=5; break;

case 'X': val=10; break;

case 'L': val=50; break;

case 'C': val=100; break;

case 'D': val=500; break;

case 'M': val=1000; break;

}

return val;

}

int Solution::romanToInt(string A) {

int res=0;

int n=A.size();

for(int i=0; i<n; i++){

int v1=getVal(A[i]);

if(i+1<n){

int v2=getVal(A[i+1]);

if(v1>=v2)

res+=v1;

else{

res+=v2-v1;

i++;

}

}

else

res+=v1;

}

return res;

}

## [Anagram](https://practice.geeksforgeeks.org/problems/anagram/0)

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Goldman Sachs](https://practice.geeksforgeeks.org/company/Goldman%20Sachs/)  [Nagarro](https://practice.geeksforgeeks.org/company/Nagarro/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/anagram/0#problems)

Given two strings **a** and **b** consisting of lowercase characters. The task is to check whether two given strings are anagram of each other or not. An anagram of a string is another string that contains same characters, only the order of characters can be different. For example, “act” and “tac” are anagram of each other.

**Input:**  
The first line of input contains an integer T denoting the number of test cases. Each test case consist of two strings in 'lowercase' only, in a single line.

**Output:**  
Print "**YES**" without quotes if the two strings are anagram else print "**NO**".

**Constraints:**  
1 ≤ T ≤ 300  
1 ≤ |s| ≤ 1016

**Example:**  
**Input:**  
2  
geeksforgeeks forgeeksgeeks  
allergy allergic

**Output:**  
YES  
NO

**Explanation:  
Testcase 1:** Both the string have same characters with same frequency. So, both are anagrams.  
**Testcase 2:** Characters in both the strings are not same, so they are not anagrams.

#include <iostream>

#include <bits/stdc++.h>

using namespace std;

bool anagram(string s1, string s2){

if(s1.size()!=s2.size())

return false;

vector<int> chars(26,0);

for(int i=0; i<s1.size(); i++)

chars[s1[i]-'a']++;

for(int i=0; i<s2.size(); i++)

chars[s2[i]-'a']--;

int sum=accumulate(chars.begin(), chars.end(),0);

if(sum!=0) return false;

return true;

}

int main() {

//code

int t;

string s1, s2;

cin>>t;

while(t--){

cin>>s1>>s2;

if(anagram(s1, s2)) cout<<"YES"<<endl;

else cout<<"NO"<<endl;

}

return 0;

}

## [Remove Duplicates](https://practice.geeksforgeeks.org/problems/remove-duplicates/0)

Company Tags [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/remove-duplicates/0#problems)

Given a **string**, the task is to remove duplicates from it. Expected time complexity O(n) where n is length of input string and extra space O(1) under the assumption that there are total 256 possible characters in a string.

**Note:** that original order of characters must be kept same.

**Input:**  
First line of the input is the number of test cases **T**. And first line of test case contains a string.

**Output:**  
Modified string without duplicates and same order of characters.

**Constraints:**   
1 <= T <= 15  
1 <= |string|<= 1000  
  
**Example:**  
**Input:**  
2  
geeksforgeeks  
geeks for geeks

**Output:**  
geksfor  
geks for

## [Form a Palindrome](https://practice.geeksforgeeks.org/problems/form-a-palindrome/0)

Company Tags [Airtel](https://practice.geeksforgeeks.org/company/Airtel/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Google](https://practice.geeksforgeeks.org/company/Google/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/form-a-palindrome/0#problems)

Given a string, find the minimum number of characters to be inserted to convert it to palindrome.  
For Example:  
ab: Number of insertions required is 1. **b**ab or aba  
aa: Number of insertions required is 0. aa  
abcd: Number of insertions required is 3. **dcb**abcd

**Input:**

The first line of input contains an integer T denoting the number of test cases.  
The first line of each test case is S.  
  
**Output:**

Print the minimum number of characters.  
  
**Constraints:**

1 ≤ T ≤ 50  
1 ≤ S ≤ 40  
  
**Example:**

**Input:**  
3  
abcd  
aba  
geeks

**Output:**  
3  
0  
3

#### Sol1:

 If we find out LCS of string and its reverse, we know how many maximum characters can form a palindrome. We need insert remaining characters. Following are the steps.

1. Find the length of LCS of input string and its reverse. Let the length be ‘l’.
2. The minimum number insertions needed is length of input string minus ‘l’.

#include <iostream>

#include<bits/stdc++.h>

using namespace std;

int lcs(string A, string B){

int lenA=A.size();

int lenB=B.size();

if(lenA==0 || lenB==0) return 0;

vector<vector<int>>dp(lenA+1, vector<int>(lenB+1,0));

for(int i=0; i<=lenA; i++){

for(int j=0; j<=lenB; j++){

if(i==0 || j==0) continue;

if(A[i-1]==B[j-1])

dp[i][j]=dp[i-1][j-1]+1;

else

dp[i][j]=max(dp[i-1][j],dp[i][j-1]);

}

}

return dp[lenA][lenB];

}

int countChar(string s){

int len=s.size();

if(len <= 1) return 0;

string rs=s;

reverse(rs.begin(), rs.end());

return len-lcs(s,rs);

}

int main() {

//code

int t;

cin>>t;

while(t--){

string s;

cin>>s;

cout<<countChar(s)<<endl;

}

return 0;

}

#### Sol2:

#include <iostream>

#include<bits/stdc++.h>

using namespace std;

int countChar(string s){

int n=s.size();

if(n<=1) return 0;

vector<vector<int>>dp(n,vector<int>(n,0));

for(int d=1; d<n; d++){

for(int i=0; i<n-d; i++){

int j=i+d;

if(s[i]==s[j]) dp[i][j]=dp[i+1][j-1];

else{

dp[i][j]=min(dp[i][j-1],dp[i+1][j])+1;

}

}

}

return dp[0][n-1];

}

int main() {

//code

int t;

cin>>t;

while(t--){

string s;

cin>>s;

cout<<countChar(s)<<endl;

}

return 0;

}

## [Longest Distinct Characters in the string](https://practice.geeksforgeeks.org/problems/longest-distinct-characters-in-string/0)

Company Tags [Adobe](https://practice.geeksforgeeks.org/company/Adobe/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Housing.com](https://practice.geeksforgeeks.org/company/Housing.com/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/longest-distinct-characters-in-string/0#problems)

Given a string **S**, find length of the longest substring with all distinct characters.  For example, for input "abca", the output is 3 as "abc" is the longest substring with all distinct characters.

**Input:**  
The first line of input contains an integer T denoting the number of test cases.  
The first line of each test case is String str.

**Output:**  
Print length of smallest substring with maximum number of distinct characters.  
**Note:** The output substring should have all distinct characters.

**Constraints:**  
1 ≤ T ≤ 100  
1 ≤ size of str ≤ 10000

**Example:**  
**Input:**  
2  
abababcdefababcdab  
geeksforgeeks

**Output:**  
6  
7

#### Approach:

We start traversing the string from left to right and maintain track of:

1. the current substring with non-repeating characters with the help of a *start* and *end* index
2. the longest non-repeating substring *res*
3. **a lookup map of already *visited* characters**

#include <iostream>

#include <bits/stdc++.h>

using namespace std;

int NRCS(string A){

string res;

map<char,int>m;

for(int start=0, end=0; end<A.size(); end++){

char curChar=A.at(end);

if(m.find(curChar)!=m.end())

start=max(start, m[curChar]+1);

if(res.size()<end-start+1)

res=A.substr(start, end-start+1);

m[curChar]=end;

}

return res.size();

}

int main() {

//code

int t;

string s;

cin>>t;

while(t--){

cin>>s;

cout<<NRCS(s)<<endl;

}

return 0;

}

## [Implement Atoi](https://practice.geeksforgeeks.org/problems/implement-atoi/1)

Company Tags [Adobe](https://practice.geeksforgeeks.org/company/Adobe/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Code Brew](https://practice.geeksforgeeks.org/company/Code%20Brew/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Morgan Stanley](https://practice.geeksforgeeks.org/company/Morgan%20Stanley/)  [Payu](https://practice.geeksforgeeks.org/company/Payu/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/implement-atoi/1#problems)

Your task  is to implement the function **atoi**. The function takes a string(str) as argument and converts it to an integer and returns it.  
  
**Input:**  
The first line of input contains an integer T denoting the no of test cases . Then T test cases follow. Each test case contains a string str .  
  
**Output:**  
For each test case in a new line output will be an integer denoting the converted integer, if the input string is not a numerical string then output will be -1.  
  
**Constraints:**  
1<=T<=100  
1<=length of (s,x)<=10  
  
**Example(To be used only for expected output) :  
Input:**  
2  
123  
21a  
  
**Output:**  
123  
-1

int atoi(string A)

{

//Your code here

long double res=0;

int sign=1;

for(int i=0; i<A.size(); i++){

if(i==0 && A[i]=='-'){

sign=-1;

continue;

}

if(!isdigit(A[i])) return -1;

res = res\*10 + (A[i]-'0');

}

return res\*sign;

}

## [Implement strstr](https://practice.geeksforgeeks.org/problems/implement-strstr/1)

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Facebook](https://practice.geeksforgeeks.org/company/Facebook/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Qualcomm](https://practice.geeksforgeeks.org/company/Qualcomm/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/implement-strstr/1#problems)

Your task is to implement the function **strstr**. The function takes two strings as arguments **(s,x)** and  locates the occurrence of the string**x** in the string **s**. The function returns and integer denoting the **first occurrence**of the string x in s.

**Input Format:**  
The first line of input contains an integer **T** denoting the no of test cases . Then T test cases follow. The first line of each test case contains two strings **s and x**.

**Output Format:**  
For each test case, in a new line, output will be an integer denoting the first occurrence of the x in the string s. Return**-1** if no match found.

**Your Task:**  
Since this is a function problem, you don't have to take any input. Just complete the **strstr()**function. The function returns -1 if no match if found else it returns an integer denoting the first occurrence of the x in the string s.

**Constraints:**  
1 <= T <= 200  
1<= |s|,|x| <= 1000

**Example:  
Input**  
2  
GeeksForGeeks Fr  
GeeksForGeeks For  
**Output**  
-1  
5

**Explanation:**  
**Testcase 1:** Fr is not present in the string GeeksForGeeks as substring.  
**Testcase 2:** For is present as substring in GeeksForGeeks from index 5.

int strstr(string s, string x)

{

//Your code here

int m=s.size();

int n=x.size();

if(m==0 || n==0 || n>m) return -1;

int i=0, j=0, start=0;

while(i<m && j<n && start<=m-n){

if(s[i]==x[j]){

if(j==n-1) return start;

i++;

j++;

}

else{

j=0;

i=++start;

}

}

## [Longest Common Prefix](https://practice.geeksforgeeks.org/problems/longest-common-prefix-in-an-array/0)

Company Tags [VMWare](https://practice.geeksforgeeks.org/company/VMWare/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/longest-common-prefix-in-an-array/0#problems)

Given a array of **N** strings, find the longest common prefix among all strings present in the array.

**Input:**  
The first line of the input contains an integer **T** which denotes the number of test cases to follow. Each test case contains an integer **N**. Next line has space separated **N** strings.

**Output:**  
Print the longest common prefix as a string in the given array. If no such prefix exists print "-1"(without quotes).  
  
**Constraints:**  
1 <= T <= 103  
1 <= N <= 103  
1 <= |S| <= 103

**Example:  
Input:**  
2  
4  
geeksforgeeks geeks geek geezer  
3  
apple ape april

**Output:**  
gee  
ap

#### Sol:

bool isSame(vector<string> &A, int i){

char c=A[0][i];

for(int j=1; j<A.size(); j++)

if(c!=A[j][i])

return false;

return true;

}

string Solution::longestCommonPrefix(vector<string> &A) {

string res;

int n=A.size();

int minLen=A[0].size();

string first=A[0];

for(int i=1; i<n; i++)

minLen=min(minLen, (int)A[i].size());

for(int i=0; i<minLen; i++){

if(isSame(A,i))

res.push\_back(first[i]);

else

break;

}

return res;

}

# **Linked List**

## [Finding middle element in a linked list](https://practice.geeksforgeeks.org/problems/finding-middle-element-in-a-linked-list/1)

Company Tags [Adobe](https://practice.geeksforgeeks.org/company/Adobe/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Flipkart](https://practice.geeksforgeeks.org/company/Flipkart/)  [GE](https://practice.geeksforgeeks.org/company/GE/)  [Hike](https://practice.geeksforgeeks.org/company/Hike/)  [IgniteWorld](https://practice.geeksforgeeks.org/company/IgniteWorld%20/)  [MAQ Software](https://practice.geeksforgeeks.org/company/MAQ%20Software/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Morgan Stanley](https://practice.geeksforgeeks.org/company/Morgan%20Stanley/)  [Nagarro](https://practice.geeksforgeeks.org/company/Nagarro/)  [Netskope](https://practice.geeksforgeeks.org/company/Netskope%20/)  [Payu](https://practice.geeksforgeeks.org/company/Payu/)  [Qualcomm](https://practice.geeksforgeeks.org/company/Qualcomm/)  [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)  [SAP Labs](https://practice.geeksforgeeks.org/company/SAP%20Labs/)  [Veritas](https://practice.geeksforgeeks.org/company/Veritas/)  [VMWare](https://practice.geeksforgeeks.org/company/VMWare/)  [Wipro](https://practice.geeksforgeeks.org/company/Wipro/)  [Zoho](https://practice.geeksforgeeks.org/company/Zoho/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/finding-middle-element-in-a-linked-list/1#problems)

Given a singly linked list of **N** nodes. The task is to find middle of the linked list. For example, if given linked list is 1->2->3->4->5 then output should be 3.  
If there are even nodes, then there would be two middle nodes, we need to print second middle element. For example, if given linked list is 1->2->3->4->5->6 then output should be 4.

**Input:**  
First line of input contains number of testcases T. For each testcase, first line of input contains length of linked list and next line contains data of nodes of linked list.

**Output:**  
For each testcase, there will be a single line of output containing data of middle element of linked list.

**User Task:**  
The task is to complete the function **getMiddle**() which takes head reference as the only argument and should return the data at the middle node of linked list.

**Constraints:**  
1 <= T <= 100  
1 <= N <= 100

**Example:  
Input:**  
2  
5  
1 2 3 4 5  
6  
2 4 6 7 5 1

**Output:**  
3  
7

int getMiddle(Node \*head)

{

// Your code here

if(!head) return -1;

Node \*fast=head, \*slow=head;

while(fast && fast->next){

slow=slow->next;

fast=fast->next->next;

}

return slow->data;

}

## [Reverse a linked list](https://practice.geeksforgeeks.org/problems/reverse-a-linked-list/1)

## [Rotate a Linked List](https://practice.geeksforgeeks.org/problems/rotate-a-linked-list/1)

## [Reverse a Linked List in groups of given size](https://practice.geeksforgeeks.org/problems/reverse-a-linked-list-in-groups-of-given-size/1)

## [Intersection point in Y shaped linked lists](https://practice.geeksforgeeks.org/problems/intersection-point-in-y-shapped-linked-lists/1/)

## [Detect Loop in linked list](https://practice.geeksforgeeks.org/problems/detect-loop-in-linked-list/1)

## [Remove loop in Linked List](https://practice.geeksforgeeks.org/problems/remove-loop-in-linked-list/1)

## [n’th node from end of linked list](https://practice.geeksforgeeks.org/problems/nth-node-from-end-of-linked-list/1)

## [Flattening a Linked List](https://practice.geeksforgeeks.org/problems/flattening-a-linked-list/1)

## [Merge two sorted linked lists](https://practice.geeksforgeeks.org/problems/merge-two-sorted-linked-lists/1)

## [Intersection point of two Linked Lists](https://practice.geeksforgeeks.org/problems/intersection-point-in-y-shapped-linked-lists/1)

## [Pairwise swap of a linked list](https://practice.geeksforgeeks.org/problems/pairwise-swap-elements-of-a-linked-list-by-swapping-data/1)

## [Add two numbers represented by linked lists](https://practice.geeksforgeeks.org/problems/add-two-numbers-represented-by-linked-lists/1)

## [Check if Linked List is Palindrome](https://practice.geeksforgeeks.org/problems/check-if-linked-list-is-pallindrome/1)

## [Implement Queue using Linked List](https://practice.geeksforgeeks.org/problems/implement-queue-using-linked-list/1)

## [Implement Stack using Linked List](https://practice.geeksforgeeks.org/problems/implement-stack-using-linked-list/1)

## [Given a linked list of 0s, 1s and 2s, sort it](https://practice.geeksforgeeks.org/problems/given-a-linked-list-of-0s-1s-and-2s-sort-it/1)

## [Delete without head pointer](https://practice.geeksforgeeks.org/problems/delete-without-head-pointer/1)

# **Stack and Queue**

## [Parenthesis Checker](https://practice.geeksforgeeks.org/problems/parenthesis-checker/0)

Company Tags [Adobe](https://practice.geeksforgeeks.org/company/Adobe/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Flipkart](https://practice.geeksforgeeks.org/company/Flipkart/)  [Hike](https://practice.geeksforgeeks.org/company/Hike/)  [Oracle](https://practice.geeksforgeeks.org/company/Oracle/)  [OYO Rooms](https://practice.geeksforgeeks.org/company/OYO%20Rooms/)  [Snapdeal](https://practice.geeksforgeeks.org/company/Snapdeal/)  [Walmart](https://practice.geeksforgeeks.org/company/Walmart/)  [Wipro](https://practice.geeksforgeeks.org/company/Wipro/)  [Yatra.com](https://practice.geeksforgeeks.org/company/Yatra.com/)  [Zoho](https://practice.geeksforgeeks.org/company/Zoho/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/parenthesis-checker/0#problems)

Given an expression string **exp**. Examine whether the pairs and the orders of “{“,”}”,”(“,”)”,”[“,”]” are correct in exp.  
For example, the program should print 'balanced' for exp = “[()]{}{[()()]()}” and 'not balanced' for exp = “[(])”

**Input:**  
The first line of input contains an integer T denoting the number of test cases.  Each test case consists of a string of expression, in a separate line.

**Output:**  
Print 'balanced' without quotes if the pair of parenthesis is balanced else print 'not balanced' in a separate line.

**Constraints:**  
1 ≤ T ≤ 100  
1 ≤ |s| ≤ 105

**Example:  
Input:**  
3  
{([])}  
()  
([]

**Output:**  
balanced  
balanced  
not balanced

int Solution::isValid(string s) {

stack<char> st;

map<char, char> matching;

matching['(']=')';

matching['{']='}';

matching['[']=']';

for(int i=0; i<s.size(); i++){

if(s[i]=='(' || s[i]=='[' || s[i]=='{')

st.push(s[i]);

else if(st.empty() || matching[st.top()]!=s[i])

return 0;

else st.pop();

}

return st.empty();

}

## [Next larger element](https://practice.geeksforgeeks.org/problems/next-larger-element/0)

## [Queue using two Stacks](https://practice.geeksforgeeks.org/problems/queue-using-two-stacks/1)

## [Stack using two queues](https://practice.geeksforgeeks.org/problems/stack-using-two-queues/1)

## [Get minimum element from stack](https://practice.geeksforgeeks.org/problems/get-minimum-element-from-stack/1)

## [LRU Cache](https://practice.geeksforgeeks.org/problems/lru-cache/1)

## [Circular tour](https://practice.geeksforgeeks.org/problems/circular-tour/1)

## [First non-repeating character in a stream](https://practice.geeksforgeeks.org/problems/first-non-repeating-character-in-a-stream/0)

## [Rotten Oranges](https://practice.geeksforgeeks.org/problems/rotten-oranges/0)

## [Maximum of all subarrays of size k](https://practice.geeksforgeeks.org/problems/maximum-of-all-subarrays-of-size-k/0)

# **Tree**

## [Print Left View of Binary Tree](https://practice.geeksforgeeks.org/problems/left-view-of-binary-tree/1)

Please note that it's Function problem i.e.

you need to write your solution in the form of Function(s) only.

Driver Code to call/invoke your function would be added by GfG's Online Judge.\*/

/\* A binary tree node

struct Node

{

int data;

Node\* left, \* right;

}; \*/

// A wrapper over leftViewUtil()

void leftViewUtil(Node \*root, int \*max\_level, int level){

if(!root) return;

if(level > \*max\_level){

cout<<root->data<<" ";

\*max\_level = level;

}

leftViewUtil(root->left, max\_level, level+1);

leftViewUtil(root->right, max\_level, level+1);

}

void leftView(Node \*root)

{

// Your code here

int level, max\_level=0;

leftViewUtil(root, &max\_level, 1);

}

## [Check for BST](https://practice.geeksforgeeks.org/problems/check-for-bst/1)

int isBSTUtil(node\* node, int min, int max);

/\* Returns true if the given

tree is a binary search tree

(efficient version). \*/

int isBST(node\* node)

{

    return(isBSTUtil(node, INT\_MIN, INT\_MAX));

}

/\* Returns true if the given

tree is a BST and its values

are >= min and <= max. \*/

int isBSTUtil(node\* node, int min, int max)

{

    /\* an empty tree is BST \*/

    if (node==NULL)

        return 1;

    /\* false if this node violates

    the min/max constraint \*/

    if (node->data < min || node->data > max)

        return 0;

    /\* otherwise check the subtrees recursively,

    tightening the min or max constraint \*/

    return

        isBSTUtil(node->left, min, node->data-1) && // Allow only distinct //values

        isBSTUtil(node->right, node->data+1, max); // Allow only distinct //values

}

## [Print Bottom View of Binary Tree](https://practice.geeksforgeeks.org/problems/bottom-view-of-binary-tree/1)

## [Print a Binary Tree in Vertical Order](https://practice.geeksforgeeks.org/problems/print-a-binary-tree-in-vertical-order/1)

## [Level order traversal in spiral form](https://practice.geeksforgeeks.org/problems/level-order-traversal-in-spiral-form/1)

## [Connect Nodes at Same Level](https://practice.geeksforgeeks.org/problems/connect-nodes-at-same-level/1)

## [Lowest Common Ancestor in a BST](https://practice.geeksforgeeks.org/problems/lowest-common-ancestor-in-a-bst/1)

## [Convert a given Binary Tree to Doubly Linked List](https://practice.geeksforgeeks.org/problems/binary-tree-to-dll/1)

## [Write Code to Determine if Two Trees are Identical or Not](https://practice.geeksforgeeks.org/problems/determine-if-two-trees-are-identical/1)

## [Given a binary tree, check whether it is a mirror of itself](https://practice.geeksforgeeks.org/problems/symmetric-tree/1)

## [Height of Binary Tree](https://practice.geeksforgeeks.org/problems/height-of-binary-tree/1)

## [Maximum Path Sum](https://practice.geeksforgeeks.org/problems/maximum-path-sum/1)

## [Diameter of a Binary Tree](https://practice.geeksforgeeks.org/problems/diameter-of-binary-tree/1)

## [Number of leaf nodes](https://practice.geeksforgeeks.org/problems/count-leaves-in-binary-tree/1)

## [Check if given Binary Tree is Height Balanced or Not](https://practice.geeksforgeeks.org/problems/check-for-balanced-tree/1)

## [Serialize and Deserialize a Binary Tree](https://practice.geeksforgeeks.org/problems/serialize-and-deserialize-a-binary-tree/1)

# **Heap**

## [Find median in a stream](https://practice.geeksforgeeks.org/problems/find-median-in-a-stream/0)

## [Heap Sort](https://practice.geeksforgeeks.org/problems/heap-sort/1)

## [Operations on Binary Min Heap](https://practice.geeksforgeeks.org/problems/operations-on-binary-min-heap/1)

## [Rearrange characters](https://practice.geeksforgeeks.org/problems/rearrange-characters/0)

## [Kth largest element in a stream](https://practice.geeksforgeeks.org/problems/kth-largest-element-in-a-stream/0)

## [Merge K sorted linked lists](https://practice.geeksforgeeks.org/problems/merge-k-sorted-linked-lists/1)

## [Kth largest element in a stream](https://practice.geeksforgeeks.org/problems/kth-largest-element-in-a-stream/0)

# **Recursion**

1. [Flood fill Algorithm](https://practice.geeksforgeeks.org/problems/flood-fill-algorithm/0)

##### **Difficulty:**[**Easy**](https://practice.geeksforgeeks.org/Easy/0/0/)**Marks: 2**

Company Tags [Google](https://practice.geeksforgeeks.org/company/Google/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/flood-fill-algorithm/0#problems)

Given a 2D screen, location of a pixel in the screen ie(x,y) and a color(K), your task is to replace color of the given pixel and all adjacent(excluding diagonally adjacent) same colored pixels with the given color K.

Example:

{{1, 1, 1, 1, 1, 1, 1, 1},  
{1, 1, 1, 1, 1, 1, 0, 0},  
{1, 0, 0, 1, 1, 0, 1, 1},  
{1, **2, 2, 2, 2,** 0, 1, 0},  
{1, 1, 1,**2, 2**, 0, 1, 0},  
{1, 1, 1, **2, 2, 2, 2**, 0},  
{1, 1, 1, 1, 1, **2**, 1, 1},  
{1, 1, 1, 1, 1, **2, 2,** 1},  
 };

 x=4, y=4, color=3

{{1, 1, 1, 1, 1, 1, 1, 1},  
{1, 1, 1, 1, 1, 1, 0, 0},  
{1, 0, 0, 1, 1, 0, 1, 1},   
{1, **3, 3, 3, 3**, 0, 1, 0},  
{1, 1, 1, **3, 3**, 0, 1, 0},  
{1, 1, 1, **3, 3, 3, 3,** 0},  
{1, 1, 1, 1, 1, **3**, 1, 1},  
{1, 1, 1, 1, 1, **3, 3**, 1}, };

**Note:**Use zero based indexing.

**Input:**  
The first line of input contains an integer T denoting the no of test cases. Then T test cases follow. The first line of each test case contains Two integers N and M denoting the size of the matrix. Then in the next line are N\*M space separated values of the matrix. Then in the next line are three values x, y and K.

**Output:**  
For each test case print the space separated values of the new matrix.

**Constraints:**  
1 <= T <= 100  
1 <= M[][] <= 100

**Example:  
Input:**  
3  
3 4  
0 1 1 0 1 1 1 1 0 1 2 3  
0 1 5  
2 2  
1 1 1 1  
0 1 8  
4 4   
1 2 3 4 1 2 3 4 1 2 3 4 1 3 2 4  
0 2 9

**Output:**  
0 5 5 0 5 5 5 5 0 5 2 3  
8 8 8 8  
1 2 9 4 1 2 9 4 1 2 9 4 1 3 2 4

1. [Number of paths](https://practice.geeksforgeeks.org/problems/number-of-paths/0)
2. [Combination Sum – Part 2](https://practice.geeksforgeeks.org/problems/combination-sum-part-2/0)
3. [Special Keyboard](https://practice.geeksforgeeks.org/problems/special-keyboard/0)
4. [Josephus problem](https://practice.geeksforgeeks.org/problems/josephus-problem/1)

# **Hashing**

1. [Relative Sorting](https://practice.geeksforgeeks.org/problems/relative-sorting/0)
2. [Sorting Elements of an Array by Frequency](https://practice.geeksforgeeks.org/problems/sorting-elements-of-an-array-by-frequency/0)
3. [Largest subarray with 0 sum](https://practice.geeksforgeeks.org/problems/largest-subarray-with-0-sum/1)
4. [Common elements](https://practice.geeksforgeeks.org/problems/common-elements/0)
5. [Find all four sum numbers](https://practice.geeksforgeeks.org/problems/find-all-four-sum-numbers/0)
6. [Swapping pairs make sum equal](https://practice.geeksforgeeks.org/problems/swapping-pairs-make-sum-equal/0)
7. [Count distinct elements in every window](https://practice.geeksforgeeks.org/problems/count-distinct-elements-in-every-window/1)
8. [Array Pair Sum Divisibility Problem](https://practice.geeksforgeeks.org/problems/array-pair-sum-divisibility-problem/0)
9. [Longest consecutive subsequence](https://practice.geeksforgeeks.org/problems/longest-consecutive-subsequence/0)
10. [Array Subset of another array](https://practice.geeksforgeeks.org/problems/array-subset-of-another-array/0)
11. [Find all pairs with a given sum](https://practice.geeksforgeeks.org/problems/find-all-pairs-whose-sum-is-x/0)
12. [Find first repeated character](https://practice.geeksforgeeks.org/problems/find-first-repeated-character/0)
13. [Zero Sum Subarrays](https://practice.geeksforgeeks.org/problems/zero-sum-subarrays/0)
14. [Minimum indexed character](https://practice.geeksforgeeks.org/problems/minimum-indexed-character/0)
15. [Check if two arrays are equal or not](https://practice.geeksforgeeks.org/problems/check-if-two-arrays-are-equal-or-not/0)
16. [Uncommon characters](https://practice.geeksforgeeks.org/problems/uncommon-characters/0)
17. [Smallest window in a string containing all the characters of another string](https://practice.geeksforgeeks.org/problems/smallest-window-in-a-string-containing-all-the-characters-of-another-string/0)
18. [First element to occur k times](https://practice.geeksforgeeks.org/problems/first-element-to-occur-k-times/0)
19. [Check if frequencies can be equal](https://practice.geeksforgeeks.org/problems/check-frequencies/0)

# Graph

## [Depth First Traversal](https://practice.geeksforgeeks.org/problems/depth-first-traversal-for-a-graph/1)

## [Breadth First Traversal](https://practice.geeksforgeeks.org/problems/bfs-traversal-of-graph/1)

## [Detect cycle in undirected graph](https://practice.geeksforgeeks.org/problems/detect-cycle-in-an-undirected-graph/1/)

## [Detect cycle in a directed graph](https://practice.geeksforgeeks.org/problems/detect-cycle-in-a-directed-graph/1)

## [Topological sort](https://practice.geeksforgeeks.org/problems/topological-sort/1)

## [Find the number of islands](https://practice.geeksforgeeks.org/problems/find-the-number-of-islands/1)

[**Number of Islands**](https://leetcode.com/problems/number-of-islands/) **(Leetcode)**

Medium

3265117FavoriteShare

Given a 2d grid map of '1's (land) and '0's (water), count the number of islands. An island is surrounded by water and is formed by connecting adjacent lands horizontally or vertically. You may assume all four edges of the grid are all surrounded by water.

**Example 1:**

**Input:**

11110

11010

11000

00000

**Output:** 1

**Example 2:**

**Input:**

11000

11000

00100

00011

**Output:** 3

**Sol:**

bool isSafe(int i, int j, int R, int C){

return (i>=0 && i<R && j>=0 && j<C) ;

}

void DFSUtil(vector<vector<char>>& grid, vector<vector<bool>>& visited, int R, int C, int i, int j){

visited[i][j]=1;

if(isSafe(i+1,j,R,C) && grid[i+1][j]=='1' && !visited[i+1][j])

DFSUtil(grid, visited, R, C, i+1, j);

if(isSafe(i,j+1,R,C) && grid[i][j+1]=='1' && !visited[i][j+1])

DFSUtil(grid, visited, R, C, i, j+1);

if(isSafe(i-1,j,R,C) && grid[i-1][j]=='1' && !visited[i-1][j])

DFSUtil(grid, visited, R, C, i-1, j);

if(isSafe(i,j-1,R,C) && grid[i][j-1]=='1' && !visited[i][j-1])

DFSUtil(grid, visited, R, C, i, j-1);

}

class Solution {

public:

int numIslands(vector<vector<char>>& grid) {

int islands=0;

int R=grid.size();

if(R<1) return islands;

int C=grid[0].size();

if(C<1) return islands;

vector<vector<bool>> visited(R, vector<bool>(C,false));

for(int i=0; i<R; i++){

for(int j=0; j<C; j++){

if(grid[i][j]=='1' && !visited[i][j]){

//cout<<i<<" "<<j<<" "<<visited[i][j]<<endl;

DFSUtil(grid, visited, R, C, i, j);

islands++;

}

}

}

return islands;

}

};

## [Implementing Dijkstra](https://practice.geeksforgeeks.org/problems/implementing-dijkstra-set-1-adjacency-matrix/1)

## [Minimum Swaps](https://practice.geeksforgeeks.org/problems/minimum-swaps/1)

int minSwaps(vector<int> &A){

int n=A.size();

if(n<=1) return 0;

vector<pair<int,int>> B(n);

vector<bool> visited(n, false);

int res=0;

sort(B.begin(), B.end());

for(int i=0; i<n; i++){

if(visited[i] || B[i].second==i)

continue;

int cycleSize=0;

int j=i;

while(!visited[j]){

visited[j]=true;

j=B[j].second;

cycleSize++;

}

if(cycleSize > 0)

res+= (cycleSize -1);

}

return res;

}

## [Strongly Connected Components](https://practice.geeksforgeeks.org/problems/strongly-connected-components-kosarajus-algo/1)

## [Shortest Source to Destination Path](https://practice.geeksforgeeks.org/problems/shortest-source-to-destination-path/0)

Company Tags [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)

[**Problems**](https://practice.geeksforgeeks.org/problems/shortest-source-to-destination-path/0#problems)

Given a boolean 2D matrix (0-based index), find whether there is path from (0,0) to (x,y) and if there is one path, print the minimum no of steps needed to reach it, else print -1 if the destination is not reachable. You may move in only four direction ie up, down, left and right. The path can only be created out of a cell if its value is 1.  
  
**Input:**  
The first line of input contains an integer T denoting the no of test cases. Then T test cases follow. Each test case contains two lines . The first line of each test case contains two integers n and m denoting the size of the matrix. Then in the next line are n\*m space separated values of the matrix. The following line after it contains two integers x and y denoting the index of the destination.  
  
**Output:**  
For each test case print in a new line the min no of steps needed to reach the destination.  
  
**Constraints:**  
1<=T<=100  
1<=n,m<=20  
  
**Example:  
Input:**  
2  
3 4  
1 0 0 0 1 1 0 1 0 1 1 1  
2 3  
3 4  
1 1 1 1 0 0 0 1 0 0 0 1  
0 3  
**Output:**  
5  
3

The idea is inspired from [Lee algorithm](https://en.wikipedia.org/wiki/Lee_algorithm) and uses BFS.

1. We start from the source cell and calls BFS procedure.
2. We maintain a queue to store the coordinates of the matrix and initialize it with the source cell.
3. We also maintain a Boolean array visited of same size as our input matrix and initialize all its elements to false.
   1. We LOOP till queue is not empty
   2. Dequeue front cell from the queue
   3. Return if the destination coordinates have reached.
   4. For each of its four adjacent cells, if the value is 1 and they are not visited yet, we enqueue it in the queue and also mark them as visited.

#include <iostream>

#include <vector>

#include <queue>

using namespace std;

struct cell{

int x, y, dist;

cell(){};

cell(int X, int Y, int D):x(X), y(Y), dist(D){};

};

vector<int>dx={1,-1,0,0};

vector<int>dy={0,0,1,-1};

bool isSafe(int x, int y, int M, int N){

return (x>=0 && x<M && y>=0 && y<N);

}

int shortestDist(vector<vector<int>> &grid, int M, int N, int X, int Y){

if(grid[0][0]!=1 || grid[X][Y]!=1) return -1;

vector<vector<int>> visited(M, vector<int>(N, false));

queue<cell> Q;

Q.push(cell(0,0,0));

while(!Q.empty()){

cell c=Q.front();

Q.pop();

if(c.x==X && c.y==Y) return c.dist;

visited[c.x][c.y]=true;

for(int i=0; i<4; i++){

int x=c.x+dx[i];

int y=c.y+dy[i];

if(!isSafe(x,y,M,N)) continue;

if(grid[x][y]!=1) continue;

if(visited[x][y]) continue;

Q.push(cell(x,y,c.dist+1));

}

}

return -1;

}

int main() {

//code

int t,M,N,X,Y;

vector<vector<int>>grid;

cin>>t;

while(t--){

cin>>M>>N;

grid.resize(M, vector<int>(N));

for(int i=0; i<M; i++){

for(int j=0; j<N; j++)

cin>>grid[i][j];

}

cin>>X>>Y;

cout<<shortestDist(grid,M,N,X,Y)<<endl;

grid.clear();

}

return 0;

}

## [Find whether path exist](https://practice.geeksforgeeks.org/problems/find-whether-path-exist/0)

**Find whether path exist**

Company Tags [Adobe](https://practice.geeksforgeeks.org/company/Adobe/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Morgan Stanley](https://practice.geeksforgeeks.org/company/Morgan%20Stanley/)  [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/find-whether-path-exist/0#problems)

Given a **N** X **N** matrix (**M**) filled with 1, 0, 2, 3. The task is to find whether there is a path possible from source to destination, while traversing through blank cells only. You can traverse up, down, right and left.

* A value of cell **1** means Source.
* A value of cell **2** means Destination.
* A value of cell **3** means Blank cell.
* A value of cell **0**means Blank Wall.

**Note**: there is only single source and single destination.

**Input:**  
The first line of input is an integer **T** denoting the no of testcases. Then T test cases follow. Each test case consists of 2 lines. The first line of each test case contains an integer N denoting the size of the square matrix. Then in the next line are N\*N space separated values of the matrix (M).

**Output:**  
For each test case in a new line print 1 if the path exist from source to destination else print 0.

**Constraints:**  
1 <= T <= 20  
1 <= N <= 20

**Example:  
Input:**  
2  
4  
3 0 0 0 0 3 3 0 0 1 0 3 0 2 3 3   
3  
0 3 2 3 0 0 1 0 0

**Output:**  
1  
0

**Explanation:  
Testcase 1:**The matrix for the above given input is:  
3 0 0 0  
0 3 3 0  
0 1 0 3  
0 2 3 3  
From the matrix we can see that there exists a path from to reach destination 2 from source 1.  
**Testcase 2:** The matrix for the above given input is:  
0 3 2  
3 0 0  
1 0 0  
From the matrix we can see that there does not exists any path to reach destination 2 from source 1.

#include <iostream>

#include <vector>

#include <queue>

using namespace std;

struct cell{

int x, y;

cell(int X, int Y): x(X), y(Y){}

};

vector<int> dx={1,-1,0,0};

vector<int> dy={0,0,1,-1};

bool isSafe(int x, int y, int N){

return (x>=0 && x<N && y>=0 && y<N);

}

cell findSource(vector<vector<int>> &grid, int N){

//cell res(-1,-1);

for(int i=0; i<N; i++){

for(int j=0; j<N; j++){

if(grid[i][j]==1){

//cout<<"src found"<<endl;

return cell(i,j);

}

}

}

return cell(-1,-1);

}

bool isPathExist(vector<vector<int>> &grid, int N){

vector<vector<bool>> visited(N,vector<bool>(N,false));

cell src=findSource(grid,N);

//cout<<src.x<<" "<<src.y<<endl;

if(src.x==-1 || src.y==-1) return false;

queue<cell>Q;

Q.push(src);

while(!Q.empty()){

cell c=Q.front();

Q.pop();

if(grid[c.x][c.y]==2) return true;

visited[c.x][c.y]=true;

for(int i=0; i<4; i++){

int x=c.x+dx[i];

int y=c.y+dy[i];

if(!isSafe(x,y,N)) continue;

if(visited[x][y]) continue;

if(grid[x][y]==0) continue;

Q.push(cell(x,y));

}

}

return false;

}

int main() {

//code

int t, N;

vector<vector<int>>grid;

cin>>t;

while(t--){

cin>>N;

grid.resize(N, vector<int>(N));

for(int i=0; i<N; i++)

for(int j=0; j<N; j++)

cin>>grid[i][j];

cout<<isPathExist(grid, N)<<endl;

grid.clear();

}

return 0;

}

## [Minimum Cost Path](https://practice.geeksforgeeks.org/problems/minimum-cost-path/0)

**Minimum Cost Path**

Company Tags [Goldman Sachs](https://practice.geeksforgeeks.org/company/Goldman%20Sachs/)  [MakeMyTrip](https://practice.geeksforgeeks.org/company/MakeMyTrip/)  [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/minimum-cost-path/0#problems)

Given a square grid of size **N**, each cell of which contains integer cost which represents a cost to traverse through that cell, we need to find a path from top left cell to bottom right cell by which total cost incurred is minimum.

**Note :**It is assumed that negative cost cycles do not exist in input matrix.

**Input:**  
The first line of input will contain number of testcases **T**. Then T test cases follow. Each test case contains 2 lines. The first line of each test case contains an integer N denoting the size of the grid. Next line of each test contains a single line containing N\*N space separated integers depicting the cost of respective cell from (0,0) to (N,N).

**Output:**  
For each test case output a single integer depecting the minimum cost to reach the destination.

**Constraints:**  
1 <= T <= 50  
1 <= N <= 50

**Example:  
Input:**  
2  
5  
31 100 65 12 18 10 13 47 157 6 100 113 174 11 33 88 124 41 20 140 99 32 111 41 20  
2  
42 93 7 14

**Output**:  
327  
63

**Explanation:**  
**Testcase 1:**  
Grid is:  
31, 100, 65, 12, 18,  
10, 13, 47, 157, 6,  
100. 113, 174, 11, 33,  
88, 124, 41, 20, 140,  
99, 32, 111, 41, 20  
A cost grid is given in below diagram, minimum  
cost to reach bottom right from top left  
is 327 (31 + 10 + 13 + 47 + 65 + 12 + 18 + 6 + 33 + 11 + 20 + 41 + 20)

Sol:

#include <iostream>

#include <vector>

#include <set>

#include <climits>

using namespace std;

struct cell{

int x,y, dist;

cell(int X, int Y, int D): x(X), y(Y), dist(D){}

};

vector<int> dx = {1,-1,0,0};

vector<int> dy = {0,0,1,-1};

bool operator <(const cell &a, const cell &b){

if(a.dist==b.dist){

if(a.x!=b.x) return a.x<b.x;

else return a.y<b.y;

}

return a.dist<b.dist;

}

bool isSafe(int x, int y, int N){

return (x>=0 && x<N && y>=0 && y<N);

}

int minCost(vector<vector<int>> &grid){

int N=grid.size();

vector<vector<int>>dp(N,vector<int>(N, INT\_MAX));

dp[0][0]=grid[0][0];

set<cell>S;

S.insert(cell(0,0,0));

while(!S.empty()){

cell c=\*S.begin();

S.erase(S.begin());

for(int i=0; i<4; i++){

int x=c.x+dx[i];

int y=c.y+dy[i];

if(!isSafe(x,y,N)) continue;

if(dp[x][y]>dp[c.x][c.y]+grid[x][y]){

if(dp[x][y]!=INT\_MAX)

S.erase(S.find(cell(x,y,dp[x][y])));

dp[x][y]=dp[c.x][c.y]+grid[x][y];

S.insert(cell(x,y,dp[x][y]));

}

}

}

return dp[N-1][N-1];

}

int main() {

//code

int t,N;

vector<vector<int>>grid;

cin>>t;

while(t--){

cin>>N;

grid.resize(N,vector<int>(N));

for(int i=0; i<N; i++)

for(int j=0; j<N; j++)

cin>>grid[i][j];

cout<<minCost(grid)<<endl;

grid.clear();

}

return 0;

}

## [Circle of Strings](https://practice.geeksforgeeks.org/problems/circle-of-strings/0)

    C++ code to check if cyclic order is possible among strings

//  under given constrainsts

#include <bits/stdc++.h>

using namespace std;

#define M 26

//    Utility method for a depth first search among vertices

void dfs(vector<int> g[], int u, vector<bool> &visit)

{

    visit[u] = true;

    for (int i = 0; i < g[u].size(); ++i)

        if(!visit[g[u][i]])

            dfs(g, g[u][i], visit);

}

//    Returns true if all vertices are strongly connected

// i.e. can be made as loop

bool isConnected(vector<int> g[], vector<bool> &mark, int s)

{

    // Initialize all vertices as not visited

    vector<bool> visit(M, false);

    //    perform a dfs from s

    dfs(g, s, visit);

    //    now loop through all characters

    for (int i = 0; i < M; i++)

    {

        /\*  I character is marked (i.e. it was first or last

            character of some string) then it should be

            visited in last dfs (as for looping, graph

            should be strongly connected) \*/

        if (mark[i] && !visit[i])

            return false;

    }

    //    If we reach that means graph is connected

    return true;

}

//    return true if an order among strings is possible

bool possibleOrderAmongString(string arr[], int N)

{

    // Create an empty graph

    vector<int> g[M];

    // Initialize all vertices as not marked

    vector<bool> mark(M, false);

    // Initialize indegree and outdegree of every

    // vertex as 0.

    vector<int> in(M, 0), out(M, 0);

    // Process all strings one by one

    for (int i = 0; i < N; i++)

    {

        // Find first and last characters

        int f = arr[i].front() - 'a';

        int l = arr[i].back() - 'a';

        // Mark the characters

        mark[f] = mark[l] = true;

        //    increase indegree and outdegree count

        in[l]++;

        out[f]++;

        // Add an edge in graph

        g[f].push\_back(l);

    }

    // If for any character indegree is not equal to

    // outdegree then ordering is not possible

    for (int i = 0; i < M; i++)

        if (in[i] != out[i])

            return false;

    return isConnected(g, mark, arr[0].front() - 'a');

}

## [Floyd Warshall](https://practice.geeksforgeeks.org/problems/implementing-floyd-warshall/0)

Associated Course(s): [Must Do Interview Preparation](https://practice.geeksforgeeks.org/courses/must-do-interview-prep/)

Show Topic Tags

Company Tags [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/implementing-floyd-warshall/0#problems)

The problem is to find shortest distances between every pair of vertices in a given edge weighted directed Graph. The Graph is represented as Adjancency Matrix, and the Matrix denotes the weight of the edegs (if it exists) else INF (1e7).  
  
**Input:**  
The first line of input contains an integer **T** denoting the no of test cases. Then T test cases follow. The first line of each test case contains an integer V denoting the size of the adjacency matrix. The next V lines contain V space separated values of the matrix (graph). All input will be integer type.

**Output:**  
For each test case output will be V\*V space separated integers where the i-jth integer denote the shortest distance of ith vertex from jth vertex. For INT\_MAX integers output INF.  
  
**Constraints:**  
1 <= T <= 20   
1 <= V <= 100  
1 <= graph[][] <= 500  
  
**Example:  
Input**  
2  
2  
0 25  
INF 0  
3  
0 1 43  
1 0 6  
INF INF 0

**Output**  
0 25  
INF 0   
0 1 7  
1 0 6  
INF INF 0

#include <iostream>

#include <vector>

using namespace std;

#define INF 10000000

void FloydWarshall(vector<vector<int>> &graph){

int n=graph.size();

for(int k=0; k<n; k++){

for(int i=0; i<n; i++){

for(int j=0; j<n; j++){

if(graph[i][k]>=INF || graph[k][j]>=INF) continue;

if(graph[i][j]>graph[i][k]+graph[k][j])

graph[i][j]=graph[i][k]+graph[k][j];

}

}

}

for(int i=0; i<n; i++){

for(int j=0; j<n; j++){

if(graph[i][j]>=INF)

cout<<"INF"<<" ";

else

cout<<to\_string(graph[i][j])<<" ";

}

cout<<endl;

}

}

int main() {

//code

int t,v;

vector<vector<int>> graph;

cin>>t;

while(t--){

cin>>v;

graph.resize(v, vector<int>(v));

for(int i=0; i<v; i++){

for(int j=0; j<v; j++)

cin>>graph[i][j];

}

FloydWarshall(graph);

graph.clear();

}

return 0;

}

## [Alien Dictionary](https://practice.geeksforgeeks.org/problems/alien-dictionary/1)

Find order of alphabets

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Google](https://practice.geeksforgeeks.org/company/Google/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [OYO Rooms](https://practice.geeksforgeeks.org/company/OYO%20Rooms/)  [Walmart](https://practice.geeksforgeeks.org/company/Walmart/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/alien-dictionary/1#problems)

Given a sorted dictionary of an alien language having N words and k starting alphabets of standard dictionary the task is to complete the function which returns a string denoting the order of characters in the language.  
**Note:** Many orders may be possible for a particular test case, thus you may return any valid order.  
**Examples:**  
Input:  Dict[] = { "baa", "abcd", "abca", "cab", "cad" }, k = 4  
Output: Function returns "bdac"  
Here order of characters is 'b', 'd', 'a', 'c'  
Note that words are sorted and in the given language "baa"  
comes before "abcd", therefore 'b' is before 'a' in output.  
Similarly we can find other orders.

Input: Dict[] = { "caa", "aaa", "aab" }, k = 3  
Output: Function returns "cab"

**Input:**  
The first line of input contains an integer T denoting the no of test cases. Then T test cases follow. Each test case contains an integer N and k denoting the size of the dictionary. Then in the next line are sorted space separated values of the alien dictionary.

**Output:**  
For each test case in a new line output will be 1 if the order of string returned by the function is correct else 0 denoting incorrect string returned.

**Constraints:**  
1 <= T <= 200  
1 <= N <= 100  
1 <= k <= 26  
1 <= Length of words <= 1000

**Example:  
Input:**  
2  
5 4  
baa abcd abca cab cad  
3 3  
caa aaa aab

**Output:**  
1  
1

|  |
| --- |
| // A C++ program to order of characters in an alien language  #include<iostream>  #include <list>  #include <stack>  #include <cstring>  using namespace std;    // Class to represent a graph  class Graph  {      int V;    // No. of vertices'        // Pointer to an array containing adjacency listsList      list<int> \*adj;        // A function used by topologicalSort      void topologicalSortUtil(int v, bool visited[], stack<int> &Stack);  public:      Graph(int V);   // Constructor        // function to add an edge to graph      void addEdge(int v, int w);        // prints a Topological Sort of the complete graph      void topologicalSort();  };    Graph::Graph(int V)  {      this->V = V;      adj = new list<int>[V];  }    void Graph::addEdge(int v, int w)  {      adj[v].push\_back(w); // Add w to v’s list.  }    // A recursive function used by topologicalSort  void Graph::topologicalSortUtil(int v, bool visited[], stack<int> &Stack)  {      // Mark the current node as visited.      visited[v] = true;        // Recur for all the vertices adjacent to this vertex      list<int>::iterator i;      for (i = adj[v].begin(); i != adj[v].end(); ++i)          if (!visited[\*i])              topologicalSortUtil(\*i, visited, Stack);        // Push current vertex to stack which stores result      Stack.push(v);  }    // The function to do Topological Sort. It uses recursive topologicalSortUtil()  void Graph::topologicalSort()  {      stack<int> Stack;        // Mark all the vertices as not visited      bool \*visited = new bool[V];      for (int i = 0; i < V; i++)          visited[i] = false;        // Call the recursive helper function to store Topological Sort      // starting from all vertices one by one      for (int i = 0; i < V; i++)          if (visited[i] == false)              topologicalSortUtil(i, visited, Stack);        // Print contents of stack      while (Stack.empty() == false)      {          cout << (char) ('a' + Stack.top()) << " ";          Stack.pop();      }  }    int min(int x, int y)  {      return (x < y)? x : y;  }    // This function fidns and prints order of characer from a sorted  // array of words. n is size of words[].  alpha is set of possible  // alphabets.  // For simplicity, this function is written in a way that only  // first 'alpha' characters can be there in words array.  For  // example if alpha is 7, then words[] should have only 'a', 'b',  // 'c' 'd', 'e', 'f', 'g'  void printOrder(string words[], int n, int alpha)  {      // Create a graph with 'alpha' edges      Graph g(alpha);        // Process all adjacent pairs of words and create a graph      for (int i = 0; i < n-1; i++)      {          // Take the current two words and find the first mismatching          // character          string word1 = words[i], word2 = words[i+1];          for (int j = 0; j < min(word1.length(), word2.length()); j++)          {              // If we find a mismatching character, then add an edge              // from character of word1 to that of word2              if (word1[j] != word2[j])              {                  g.addEdge(word1[j]-'a', word2[j]-'a');                  break;              }          }      }        // Print topological sort of the above created graph      g.topologicalSort();  } |

**953. Verifying an Alien Dictionary (LeetCode)**

Easy

297107FavoriteShare

In an alien language, surprisingly they also use english lowercase letters, but possibly in a different order. The order of the alphabet is some permutation of lowercase letters.

Given a sequence of words written in the alien language, and the order of the alphabet, return true if and only if the given words are sorted lexicographicaly in this alien language.

**Example 1:**

**Input:** words = ["hello","leetcode"], order = "hlabcdefgijkmnopqrstuvwxyz"

**Output:** true

**Explanation:** As 'h' comes before 'l' in this language, then the sequence is sorted.

**Example 2:**

**Input:** words = ["word","world","row"], order = "worldabcefghijkmnpqstuvxyz"

**Output:** false

**Explanation:** As 'd' comes after 'l' in this language, then words[0] > words[1], hence the sequence is unsorted.

**Example 3:**

**Input:** words = ["apple","app"], order = "abcdefghijklmnopqrstuvwxyz"

**Output:** false

**Explanation:** The first three characters "app" match, and the second string is shorter (in size.) According to lexicographical rules "apple" > "app", because 'l' > '∅', where '∅' is defined as the blank character which is less than any other character ([More info](https://en.wikipedia.org/wiki/Lexicographical_order)).

**Note:**

1. 1 <= words.length <= 100
2. 1 <= words[i].length <= 20
3. order.length == 26
4. All characters in words[i] and order are english lowercase letters.

class Solution {

public:

bool isAlienSorted(vector<string>& words, string order) {

for (int i = 0; i < order.size(); ++i)

od[order[i]] = i;

for (int i = 0 ; i < words.size() - 1; ++i)

{

if (Greater(words[i] , words[i+1]))

return false;

}

return true;

}

bool Greater(string A, string B)

{

int n = min(A.size(), B.size());

int i = 0;

while(i < n)

{

if ( od[A[i]] > od[B[i]])

return true;

else if (od[A[i]] < od[B[i]])

return false;

else

++i;

}

return A.size() > B.size();

}

private:

unordered\_map<char, int> od;

};

## [Snake and Ladder Problem](https://practice.geeksforgeeks.org/problems/snake-and-ladder-problem/0)

[Adobe](https://practice.geeksforgeeks.org/company/Adobe/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Belzabar](https://practice.geeksforgeeks.org/company/Belzabar/)  [Flipkart](https://practice.geeksforgeeks.org/company/Flipkart/)  [MAQ Software](https://practice.geeksforgeeks.org/company/MAQ%20Software/)  [Nutanix](https://practice.geeksforgeeks.org/company/Nutanix/)  [OYO Rooms](https://practice.geeksforgeeks.org/company/OYO%20Rooms/)  [Zoho](https://practice.geeksforgeeks.org/company/Zoho/)

Given a snake and ladder board of order 5x6, find the minimum number of dice throws required to reach the destination or last cell (30th cell) from source (1st cell) .   
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​For the above board output will be 3   
For 1st throw get a 2  
For 2nd throw get a 6  
For 3rd throw get a 2

**Input:**  
The first line of input contains an integer T denoting the no of test cases. Then T test cases follow. Each test case contains two lines. The first line of input contains an integer N denoting the no of ladders and snakes present. Then in the next line are 2\*N space separated values a,b which denotes a ladder or a snake at position **'a'** which takes to a position **'b'**.

**Output:**  
For each test case in a new line print the required answer denoting the min no of dice throws.

**Constraints:**  
1 <= T <= 100  
1 <= N <= 10  
1 <= a <= 30  
1 <= b <= 30

**Example:  
Input:**  
2  
6  
11 26 3 22 5 8 20 29 27 1 21 9  
1  
2 30

**Output:**  
3  
1

**Explanation:  
Testcase 1:**  
For 1st throw get a 2, which contains ladder to reach 22  
For 2nd throw get a 6, which will lead to 28  
Finally get a 2, to reach at the end 30. Thus 3 dice throws required to reach 30.

#### Approach: The game grid is numbered from 1 to N. So create vector of N, store ladder n snake values in that. Solve using BFS.

#include<iostream>

#include<vector>

#include<queue>

using namespace std;

struct qNode{

int vertex, throws;

qNode(){};

qNode(int v, int t): vertex(v), throws(t){};

};

int solve(int N, vector<int>&board){

vector<bool> visited(N,false);

queue<qNode> Q;

visited[0]=true;

Q.push(qNode(0,0)); //start cell

qNode qfront;

while(!Q.empty()){

qfront=Q.front();

//cout<<qfront.vertex<<" "<<qfront.throws<<endl;

Q.pop();

int v=qfront.vertex;

if(v==N-1) break;

for(int j=v+1; j<=(v+6) && j<N; j++){

if(!visited[j]){

visited[j]=true;

qNode child;

child.throws=qfront.throws+1;

if(board[j]!=-1)

child.vertex=board[j];

else

child.vertex=j;

Q.push(child);

}

}

}

return qfront.throws;

}

int main() {

//code

int N=30;// total cells on board

int t, m;

vector<int> board(N,-1);

cin>>t;

while(t--){

board.resize(N,-1);

cin>>m;

int s, d;

for(int i=0; i<m; i++)

{

cin>>s>>d;

board[s-1]=d-1;

}

cout<<solve(N, board)<<endl;

board.clear();

}

return 0;

}

# **Greedy**

## [Activity Selection](https://practice.geeksforgeeks.org/problems/activity-selection/0)

## [N meetings in one room](https://practice.geeksforgeeks.org/problems/n-meetings-in-one-room/0)

## [Coin Piles](https://practice.geeksforgeeks.org/problems/coin-piles/0)

## [Maximize Toys](https://practice.geeksforgeeks.org/problems/maximize-toys/0)

## [Page Faults in LRU](https://practice.geeksforgeeks.org/problems/page-faults-in-lru/0)

## [Largest number possible](https://practice.geeksforgeeks.org/problems/largest-number-possible/0)

## [Minimize the heights](https://practice.geeksforgeeks.org/problems/minimize-the-heights/0)

## [Minimize the sum of product](https://practice.geeksforgeeks.org/problems/minimize-the-sum-of-product/0)

## [Huffman Decoding](https://practice.geeksforgeeks.org/problems/huffman-decoding-1/1)

## [Minimum Spanning Tree](https://practice.geeksforgeeks.org/problems/minimum-spanning-tree/1)

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Cisco](https://practice.geeksforgeeks.org/company/Cisco/)  [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/minimum-spanning-tree/1#problems)

Given a weighted, undirected and connected graph. The task is to find the sum of weights of  the edges of the Minimum Spanning Tree.

**Input:**  
The first line of input contains an integer **T** denoting the number of testcases. Then T test cases follow. The first line of each testcase contains two integers N (starting from 1), E denoting the number of nodes and number of edges. Then in the next line are 3\*E space separated values a b w where a, b denotes an **edge** from **a** to **b** and **w** is the weight of the edge.

**Output:**  
For each test case in a new line print the sum of weights of  the edges of the Minimum Spanning Tree formed of the graph.

**User task:**  
Since this is a functional problem you don't have to worry about input, you just have to complete the function  **spanningTree()** which takes a graph **g** as its argument and returns an integer denoting the sum of weights of the edges of the Minimum Spanning Tree.

**Constraints:**  
1 <= T <= 10  
1 <= N<= 100  
N-1 <= E<= 1000  
1 <= w <= 1000

**Example:  
Input**:  
2  
3 3  
1 2 5 2 3 3 1 3 1  
2 1  
1 2 5

**Output**:  
4  
5

#### Sol: DisjointSet create, find, merge

struct myclass{

bool operator()(const vector<int> &A, const vector<int> &B){

return A[2]<B[2];

}

}myobj;

class DisjointSet{

private:

int noC;

vector<int> parent, rank;

public:

DisjointSet(int n): noC(n), parent(n+1,-1), rank(n+1,1){

resetParent();

}

void resetParent(){

for(int i=1; i<=noC; i++)

parent[i]=i;

}

int getRootParent(int a){

int p=parent[a];

while(p!=parent[p])

p=parent[p];

return p;

}

bool connected(int a, int b){

int rootA=getRootParent(a);

int rootB=getRootParent(b);

return (rootA==rootB);

}

int getNoC(){

return noC;

}

void merge(int a, int b){

int rootA=getRootParent(a);

int rootB=getRootParent(b);

if(rootA==rootB) return;

if(rank[rootA]>rank[rootB]){

parent[rootB]=rootA;

rank[rootA]+=rank[rootB];

}

else{

parent[rootA]=rootB;

rank[rootB]+=rank[rootA];

}

noC--;

}

};

/\*This is a function problem.You only need to complete the function given below\*/

// Function to construct and print MST for

// a graph represented using adjacency

// matrix representation, with V vertices.

// graph[i][j] = weight if edge exits else INT\_MAX

int spanningTree(int N,int E,vector<vector<int> > graph)

{

// code here

vector<vector<int>> edges;

for(int i=0; i<N; i++){

for(int j=0; j<N; j++){

if(i!=j && graph[i][j]!=INT\_MAX)

edges.push\_back(vector<int>{i+1,j+1,graph[i][j]});

}

}

DisjointSet DS(N);

sort(edges.begin(), edges.end(), myobj);

int sum=0;

int i=0;

while(DS.getNoC()!=1){

vector<int> e=edges[i];

if(!DS.connected(e[0], e[1])){

DS.merge(e[0], e[1]);

sum+=e[2];

}

i++;

}

return sum;

}

## [Shop in Candy Store](https://practice.geeksforgeeks.org/problems/shop-in-candy-store/0)

* [**Problems**](https://practice.geeksforgeeks.org/problems/shop-in-candy-store/0#problems)

In a candy store there are **N** different types of candies available  and the prices of all the N different types of candies are provided to you.  
You are now provided with an attractive offer.  
You can buy a single candy from the store and get atmost **K** other candies ( all are different types ) for free.  
Now you have to answer two questions. Firstly, you have to tell what is the **minimum amount of money** you have to spend to buy all the**N**different candies. Secondly, you have to tell what is the **maximum amount of money** you have to spend to buy all the N different candies.  
In both the cases you must utilize the offer i.e. you buy one candy and get **K**other candies for free.

**Input**   
The first line of the input contains **T** the number of test cases. Each test case consists of two lines. The first line of each test case contains the values of **N** and **K** as described above.  Then in the next line **N** integers follow denoting the price of each of the**N** different candies.

**Output**  
For each test case output a single line containing **2** space separated integers , the first denoting the **minimum amount of money required to be spent**and the second denoting the **maximum amount of money to be spent**.  
Remember to output the answer of each test case in a new line.  
  
**Constraints**        
1 <= **T**<= 50  
1 <= **N**<= 1000  
 0 <= **K** <= N-1  
1 <= **Ai** <= 100

**Expected Time Complexity :**O(nlogn)

**Example:**  
**Input**     
 1  
 4  2  
 3 2 1 4

**Output**  
3 7

**Explanation**  
As according to the offer if you but one candy you can take atmost two more for free.  
So in the first case you buy the candy which costs 1 and take candies worth 3 and 4 for free, also you buy candy worth 2 as well.  
So **min cost** = 1+2 =3.  
In the second case I buy the candy which costs 4 and take candies worth 1 and 2 for free, also I  buy candy worth 3 as well.  
So **max cost** = 3+4 =7.

#include <iostream>

#include<bits/stdc++.h>

using namespace std;

int findMin(vector<int> &A, int n, int k){

int res=0;

for(int i=0; i<n; i++){

res+=A[i];

n=n-k;

}

return res;

}

int findMax(vector<int> &A, int n, int k){

int res=0, start=0;

for(int i=n-1; i>=start; i--){

res+=A[i];

start+=k;

}

return res;

}

int main() {

//code

int t,n,k;

vector<int>A;

cin>>t;

while(t--){

cin>>n>>k;

A.resize(n);

for(int i=0; i<n; i++) cin>>A[i];

sort(A.begin(), A.end());

cout<<findMin(A,n,k)<<" "<<findMax(A,n,k)<<endl;

}

return 0;

}

## [Geek collects the balls](https://practice.geeksforgeeks.org/problems/geek-collects-the-balls/0)

# **Dynamic Programming**

## [Minimum Operations](https://practice.geeksforgeeks.org/problems/find-optimum-operation/0)

* [**Problems**](https://practice.geeksforgeeks.org/problems/find-optimum-operation/0#problems)

You are given a number**N**.You have to find the number of operations required to reach **N** from **0**. You have 2 operations available:

* Double the number
* Add one to the number

**Input:**  
The first line of input contains an integer T denoting the number of test cases. Then T test cases follow. Each test case contains an integer **N**.

**Output:**  
For each test case, in a new line, print the **minimum**number of operations required to reach **N from 0**.

**Constraints:**  
1<=T<=100  
1<=N<=104

**Example:  
Input:**  
2  
8  
7  
**Input:**  
4  
5

**Explanation:**  
**Testcase1:**  
**Input  :** N = 8  
**Output :** 4  
0 + 1 = 1, 1 + 1 = 2, 2 \* 2 = 4, 4 \* 2 = 8  
**Testcase2:**  
**Input  :** N = 7  
**Output :** 5  
0 + 1 = 1, 1 + 1 = 2, 1 + 2 = 3, 3 \* 2 = 6, 6 + 1 = 7

#include <iostream>

#include<bits/stdc++.h>

using namespace std;

int steps(int n){

vector<int> dp(n+1,0);

dp[0]=0;

dp[1]=1;

for(int i=2; i<=n; i++){

if(i%2)

dp[i]=dp[i-1]+1;

else

dp[i]=min(dp[i-1],dp[i/2])+1;

}

return dp[n];

}

int main() {

//code

int t,n;

cin>>t;

while(t--){

cin>>n;

cout<<steps(n)<<endl;

}

return 0;

}

## [Max length chain](https://practice.geeksforgeeks.org/problems/max-length-chain/1)

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/max-length-chain/1#problems)

You are given N pairs of numbers. In every pair, the first number is always smaller than the second number. A pair (c, d) can follow another pair (a, b) if b < c. Chain of pairs can be formed in this fashion. Your task is to complete the function **maxChainLen** which returns an integer denoting the longest chain which can be formed from a given set of pairs.   
  
**Input:**  
The first line of input contains an integer T denoting the no of test cases then T test cases follow .Then T test cases follow . The first line of input contains an integer N denoting the no of pairs . In the next line are 2\*N space separated values denoting N pairs.  
  
**Output:**  
For each test case output will be the length of the longest chain formed.  
  
**Constraints:**  
1<=T<=100  
1<=N<=100  
  
**Example(To be used only for expected output):  
Input**  
2  
5  
5  24 39 60 15 28 27 40 50 90  
2  
5 10 1 11   
  
**Output**  
3  
1  
​  
**Explanation**  
(i) the given pairs are {{5, 24}, {39, 60}, {15, 28}, {27, 40}, {50, 90} },the longest chain that can be formed is of length 3, and the chain is {{5, 24}, {27, 40}, {50, 90}}  
(ii) The max length chain possible is only of length one.

#### Sol:

struct myclass{

bool operator()(const vector<int>&A, const vector<int>&B){

return (A[0]<B[0]);

}

}myobj;

class Solution {

public:

int findLongestChain(vector<vector<int>>& pairs) {

int n=pairs.size();

if(n<2) return n;

sort(pairs.begin(), pairs.end());

vector<int>lis(n, 1);

for(int i=1; i<n; i++){

for(int j=0; j<i; j++)

if(pairs[i][0]>pairs[j][1] && lis[i]<lis[j]+1)

lis[i]=lis[j]+1;

}

return \*max\_element(lis.begin(),lis.end());

}

};

## [Minimum number of Coins](https://practice.geeksforgeeks.org/problems/-minimum-number-of-coins/0)

Company Tags [Visa](https://practice.geeksforgeeks.org/company/Visa/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/-minimum-number-of-coins/0#problems)

Given a value **N**, total sum you have. You have to make change for Rs. N, and there is infinite supply of each of the denominations in Indian currency, i.e., you have infinite supply of { 1, 2, 5, 10, 20, 50, 100, 200, 500, 2000} valued coins/notes, Find the minimum number of coins and/or notes needed to make the change for Rs N.

**Input:**  
The first line of input contains an integer T denoting the number of test cases. Each test case consist of an Integer value N denoting the amount to get change for.

**Output:**  
Print all the denominations needed to make the change in a separate line.

**Constraints:**  
1 ≤ T ≤ 100  
1 ≤ N ≤ 106

**Example:**  
**Input:**  
1  
43

**Output:**  
20 20 2 1

**Explanation:  
Testcase 1:** Sum of Rs 43 can be changed with minimum of 4 coins/ notes 20, 20, 2, 1.

#### Sol:

#include <iostream>

#include<bits/stdc++.h>

using namespace std;

void split(int n){

while(n>0){

if(n>=2000){

n-=2000;

cout<<2000<<" ";

}

else if(n>=500){

n-=500;

cout<<500<<" ";

}

else if(n>=200){

n-=200;

cout<<200<<" ";

}

else if(n>=100){

n-=100;

cout<<100<<" ";

}

else if(n>=50){

n-=50;

cout<<50<<" ";

}

else if(n>=20){

n-=20;

cout<<20<<" ";

}

else if(n>=10){

n-=10;

cout<<10<<" ";

}

else if(n>=5){

n-=5;

cout<<5<<" ";

}

else if(n>=2){

n-=2;

cout<<2<<" ";

}

else if(n>=1){

n-=1;

cout<<1<<" ";

}

}

}

int main() {

//code

int t,n;

cin>>t;

while(t--){

cin>>n;

split(n);

cout<<endl;

}

return 0;

}

## [Longest Common Substring](https://practice.geeksforgeeks.org/problems/longest-common-substring/0)

## [Longest Increasing Subsequence](https://practice.geeksforgeeks.org/problems/longest-increasing-subsequence/0)

## [Longest Common Subsequence](https://practice.geeksforgeeks.org/problems/longest-common-subsequence/0)

## [0 – 1 Knapsack Problem](https://practice.geeksforgeeks.org/problems/0-1-knapsack-problem/0)

## [Maximum sum increasing subsequence](https://practice.geeksforgeeks.org/problems/maximum-sum-increasing-subsequence/0)

## [Minimum number of jumps](https://practice.geeksforgeeks.org/problems/minimum-number-of-jumps/0)

## [Edit Distance](https://practice.geeksforgeeks.org/problems/edit-distance/0)

## [Coin Change Problem](https://practice.geeksforgeeks.org/problems/coin-change/0)

Company Tags [Accolite](https://practice.geeksforgeeks.org/company/Accolite/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Morgan Stanley](https://practice.geeksforgeeks.org/company/Morgan%20Stanley/)  [OYO Rooms](https://practice.geeksforgeeks.org/company/OYO%20Rooms/)  [Paytm](https://practice.geeksforgeeks.org/company/Paytm/)  [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)  [Snapdeal](https://practice.geeksforgeeks.org/company/Snapdeal/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/coin-change/0#problems)

Given a value N, find the number of ways to make change for N cents, if we have infinite supply of each of S = { S1, S2, .. , Sm} valued coins. The order of coins doesn’t matter. For example, for N = 4 and S = {1,2,3}, there are four solutions: {1,1,1,1},{1,1,2},{2,2},{1,3}. So output should be 4. For N = 10 and S = {2, 5, 3, 6}, there are five solutions: {2,2,2,2,2}, {2,2,3,3}, {2,2,6}, {2,3,5} and {5,5}. So the output should be 5.

**Input:**  
The first line contains an integer '**T**' denoting the total number of test cases. In each test cases, the first line contains an integer '**M**' denoting the size of array. The second line contains M space-separated integers A1, A2, ..., AN denoting the elements of the array. The third line contains an integer 'N' denoting the cents.

**Output:**  
Print number of possible ways to make change for N cents.

**Constraints:**  
1 ≤ T ≤ 50  
1 ≤ N ≤ 300  
1 ≤ A[i] ≤ 300

**Example:  
Input:**  
2  
3  
1 2 3  
4  
4  
2 5 3 6  
10

**Output:**  
4  
5

#### Sol: count ways with and without A[i] is considered.

#include <iostream>

#include<bits/stdc++.h>

using namespace std;

int countWays(vector<int> &A, int sum, int n){

if(sum==0) return 1;

if(sum<0) return 0;

if(sum>0 && n==0) return 0;

vector<vector<int>>dp(sum+1, vector<int>(n,1));

for(int i=1; i<=sum; i++){

for(int j=0; j<n; j++){

int x=(A[j]<=i)?dp[i-A[j]][j]:0;

int y=(j>0)?dp[i][j-1]:0;

dp[i][j]=x+y;

}

}

return dp[sum][n-1];

}

int main() {

//code

int t;

int n, sum;

vector<int> A;

cin>>t;

while(t--){

cin>>n;

A.resize(n);

for(int i=0; i<n; i++)

cin>>A[i];

cin>>sum;

cout<<countWays(A,sum,n)<<endl;

A.clear();

}

return 0;

}

## Subset Sum- Partition problems

## [Box Stacking](https://practice.geeksforgeeks.org/problems/box-stacking/1)

## [Rod Cutting](https://practice.geeksforgeeks.org/problems/cutted-segments/0)

## [Path in Matrix](https://www.geeksforgeeks.org/find-the-longest-path-in-a-matrix-with-given-constraints/)

## [Minimum sum partition](https://practice.geeksforgeeks.org/problems/minimum-sum-partition/0)

## [Count number of ways to cover a distance](https://practice.geeksforgeeks.org/problems/count-number-of-hops/0)

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/count-number-of-hops/0#problems)

A frog jumps either **1**, **2** or **3** steps to go to top. In how many ways can it reach the top.

**Input:**  
The first line of input contains an integer T denoting the number of test cases. T testcases follow. Each testcase contains one line of input **N** denoting the total number of steps.

**Output:**  
For each testcase, in a new line, print the number of ways to reach the top.

**Constraints:**  
1 ≤ T ≤ 100  
1 ≤ N ≤ 50

**Example:  
Input:**  
2  
1  
5  
**Output:**  
1  
13

int steps(int n){

int dp[n+1];

dp[0]=0; dp[1]=1; dp[2]=2; dp[3]=4;

for(int i=4; i<=n; i++){

dp[i]=dp[i-1]+dp[i-2]+dp[i-3];

}

return dp[n];

}

## [Egg Dropping Puzzle](https://practice.geeksforgeeks.org/problems/egg-dropping-puzzle/0)

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [D-E-Shaw](https://practice.geeksforgeeks.org/company/D-E-Shaw/)  [Goldman Sachs](https://practice.geeksforgeeks.org/company/Goldman%20Sachs/)  [Google](https://practice.geeksforgeeks.org/company/Google/)  [Hike](https://practice.geeksforgeeks.org/company/Hike/)  [MakeMyTrip](https://practice.geeksforgeeks.org/company/MakeMyTrip/)  [MAQ Software](https://practice.geeksforgeeks.org/company/MAQ%20Software/)  [Myntra](https://practice.geeksforgeeks.org/company/Myntra/)  [nearbuy](https://practice.geeksforgeeks.org/company/nearbuy/)  [Opera](https://practice.geeksforgeeks.org/company/Opera/)  [Oracle](https://practice.geeksforgeeks.org/company/Oracle/)  [Philips](https://practice.geeksforgeeks.org/company/Philips/)  [Samsung](https://practice.geeksforgeeks.org/company/Samsung/)  [Service Now](https://practice.geeksforgeeks.org/company/Service%20Now/)  [Unisys](https://practice.geeksforgeeks.org/company/Unisys/)  [VMWare](https://practice.geeksforgeeks.org/company/VMWare/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/egg-dropping-puzzle/0#problems)

Suppose you have N eggs and you want to determine from which floor in a K-floor building you can drop an egg such that it doesn't break. You have to determine the minimum number of attempts you need in order find the critical floor in the worst case while using the best strategy.There are few rules given below.

* An egg that survives a fall can be used again.
* A broken egg must be discarded.
* The effect of a fall is the same for all eggs.
* If the egg doesn't break at a certain floor, it will not break at any floor below.
* If the eggs breaks at a certain floor, it will break at any floor above.

For more description on this problem see [wiki page](http://en.wikipedia.org/wiki/Dynamic_programming#Egg_dropping_puzzle)

**Input:**  
The first line of input is  T denoting the number of testcases.Then each of the T lines contains two positive integer N and K where 'N' is the number of eggs and 'K' is number of floor in building.

**Output:**  
For each test case, print a single line containing one integer the minimum number of attempt you need in order find the critical floor.

**Constraints:**  
1<=T<=30  
1<=N<=10  
1<=K<=50

**Example:**  
**Input:**  
2  
2 10  
3 5

**Output:**  
4  
3

/\* Function to get minimum number of trials needed in worst

  case with n eggs and k floors \*/

int eggDrop(int n, int k)

{

    /\* A 2D table where entery eggFloor[i][j] will represent minimum

       number of trials needed for i eggs and j floors. \*/

    int eggFloor[n+1][k+1];

    int res;

    int i, j, x;

    // We need one trial for one floor and0 trials for 0 floors

    for (i = 1; i <= n; i++)

    {

        eggFloor[i][1] = 1;

        eggFloor[i][0] = 0;

    }

    // We always need j trials for one egg and j floors.

    for (j = 1; j <= k; j++)

        eggFloor[1][j] = j;

    // Fill rest of the entries in table using optimal substructure

    // property

    for (i = 2; i <= n; i++)

    {

        for (j = 2; j <= k; j++)

        {

            eggFloor[i][j] = INT\_MAX;

            for (x = 1; x <= j; x++)

            {

                res = 1 + max(eggFloor[i-1][x-1], eggFloor[i][j-x]);

                if (res < eggFloor[i][j])

                    eggFloor[i][j] = res;

            }

        }

    }

    // eggFloor[n][k] holds the result

    return eggFloor[n][k];

}

## [Optimal Strategy for a Game](https://practice.geeksforgeeks.org/problems/optimal-strategy-for-a-game/0)

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Google](https://practice.geeksforgeeks.org/company/Google/)  [Hike](https://practice.geeksforgeeks.org/company/Hike/)  [Linkedin](https://practice.geeksforgeeks.org/company/Linkedin/)  [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)  [Salesforce](https://practice.geeksforgeeks.org/company/Salesforce/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/optimal-strategy-for-a-game/0#problems)

You are given an array **A of size N**. The array contains integers and is of **even length**. The elements of the array represent N **coin**of **values V1, V2, ....Vn**. You play against an opponent in an **alternating**way.

In each **turn**, a player selects either the **first or last coin** from the **row**, removes it from the row permanently, and **receives the value** of the coin.

You need to determine the **maximum possible amouint of money**you can win if you **go first**.

**Input:**  
The first line of input contains **T** denoting the number of testcases. T testcases follow. Each testcase contains two lines of input. The first line contains **N** denoting the size of the array. The second line contains N elements of the array.

**Output:**  
For each testcase, in a new line, print the **maximum amout**.

**Constraints:**  
1 <= T <= 100  
2 <= N <= 100  
1 <= Ai <= 106

**Examples:  
Input:**  
2  
4  
5 3 7 10  
4  
8 15 3 7  
**Output:**  
15  
22

**Explanation:**  
**Testcase1:** The user collects maximum value as 15(10 + 5)  
**Testcase2:**The user collects maximum value as 22(7 + 15)

There are two choices:  
**1.** The user chooses the ith coin with value Vi: The opponent either chooses (i+1)th coin or jth coin. The opponent intends to choose the coin which leaves the user with minimum value.  
i.e. The user can collect the value Vi + min(F(i+2, j), F(i+1, j-1) )  
[![coinGame1](data:image/png;base64,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)](https://media.geeksforgeeks.org/wp-content/cdn-uploads/coinGame1.png)

**2.** The user chooses the jth coin with value Vj: The opponent either chooses ith coin or (j-1)th coin. The opponent intends to choose the coin which leaves the user with minimum value.  
i.e. The user can collect the value Vj + min(F(i+1, j-1), F(i, j-2) )  
[![coinGame2](data:image/png;base64,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)](https://media.geeksforgeeks.org/wp-content/cdn-uploads/coinGame21.png)

F(i, j) represents the maximum value the user can collect from

i'th coin to j'th coin.

F(i, j) = Max(Vi + min(F(i+2, j), F(i+1, j-1) ),

Vj + min(F(i+1, j-1), F(i, j-2) ))

Base Cases

F(i, j) = Vi If j == i

F(i, j) = max(Vi, Vj) If j == i+1

int solve(vector<int> &A, int n){

if(n==1) return A[0];

vector<vector<int>>dp(n,vector<int>(n));

for(int gap=0; gap<n; gap++){

for(int i=0,j=gap; j<n; ++i,++j){

int x=(i+2<=j)?dp[i+2][j]:0;

int y=(i+1<=j-1)?dp[i+1][j-1]:0;

int z=(i<=j-2)?dp[i][j-2]:0;

dp[i][j]=max(A[i]+min(x,y), A[j]+min(y,z));

}

}

return dp[0][n-1];

}

## [Shortest Common Supersequence](https://practice.geeksforgeeks.org/problems/shortest-common-supersequence/0)

Length of the shortest supersequence = (Sum of lengths of given two strings) - (Length of LCS of two given strings)

Company Tags [Microsoft](https://practice.geeksforgeeks.org/company/Microsoft/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/shortest-common-supersequence/0#problems)

Given two strings **str1** and **str2**, find the length of the smallest string which has both, str1 and str2 as its sub-sequences.  
**Note:**str1 and str2 can have both uppercase and lowercase letters.

**Input:**  
The first line of input contains an integer T denoting the number of test cases.Each test case contains two space separated strings.

**Output:**  
For each testcase, in a new line, output the length of the required string.

**Constraints:**  
1 <= T <= 100  
1<= |str1|, |str2| <= 100

**Example:  
Input:**  
2  
abcd xycd  
efgh jghi  
**Output:**  
6  
6

int lcs(string &A, string &B){

int lenA=A.size();

int lenB=B.size();

if(lenA==0 || lenB==0) return 0;

vector<vector<int>>dp(lenA+1, vector<int>(lenB+1,0));

for(int i=1; i<=lenA; i++){

for(int j=1; j<=lenB; j++){

if(A[i-1]==B[j-1])

dp[i][j]=dp[i-1][j-1]+1;

else

dp[i][j]=max(dp[i][j-1],dp[i-1][j]);

}

}

return dp[lenA][lenB];

}

int lcSS(string &A, string &B){

return A.size()+B.size()-lcs(A,B);

}

# **Divide and Conquer**

* x&(x-1) : clears lowest set bit
* x&~(x-1) : extracts lowest set bit; remaining bits are 0
* x|(x+1) : sets lowest clear bit
* x|~(x+1) : extracts lowest clear bit; remaining bits are 1

## [Find the element that appears once in sorted array](https://practice.geeksforgeeks.org/problems/find-the-element-that-appears-once-in-sorted-array/0)

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [D-E-Shaw](https://practice.geeksforgeeks.org/company/D-E-Shaw/)  [Ola Cabs](https://practice.geeksforgeeks.org/company/Ola%20Cabs/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/find-the-element-that-appears-once-in-sorted-array/0#problems)

Given a sorted array**A**, size **N**, of integers; every element appears twice except for one. Find that element that appears once in array.

**Input:**  
The first line of input consists of **T**, the number of the test cases. T testcases follow. Each testcase contains two lines of input.  
The first line of each test case contains the size of the array, and the second line has the elements of the array.

**Output:**  
For each testcase, in a new line, print the number that appears only once in the array.

**Constraints:**  
1 ≤ T ≤ 100  
1 ≤ N ≤ 107  
0 ≤ A[i] ≤ 1017

**Example:**  
**Input:**  
1  
11  
1 1 2 2 3 3 4 50 50 65 65  
**Output:**  
4

#### Sol:

int singleOccurence(vector<int>&A, int n){

if(n<1) return -1;

if(n==1) return A[0];

int low=0, high=n-1;

while(low<high){

int mid=(low+high)/2;

if(mid%2==0){

if(A[mid]==A[mid+1])

low=mid+2;

else

high=mid;

}

else{

if(A[mid]==A[mid-1])

low=mid+1;

else

high=mid;

}

}

if(low==high) return A[low];

return -1;

}

# [Search in a Rotated Array](https://practice.geeksforgeeks.org/problems/search-in-a-rotated-array/0)

int findStart(vector<int>&A){

int n=A.size();

if(n<1) return -1;

int low=0, high=n-1;

while(low<high){

int mid=(low+high)/2;

if(A[mid]>A[high])

low=mid+1;

else

high=mid;

}

if(low==high) return low;

return -1;

}

int binSearch(vector<int> &A, int low, int high, int x){

while(low<=high){

int mid=low+(high-low)/2;

if(A[mid]==x) return mid;

if(A[mid]<x) low=mid+1;

else high=mid-1;

}

return -1;

}

class Solution {

public:

int search(vector<int>& A, int x) {

int n=A.size();

if(n<1) return -1;

int start=findStart(A);

if(start==-1) return -1;

int res=binSearch(A, 0, start-1, x);

if(res==-1)

res=binSearch(A, start, n-1, x);

return res;

}

};

1. [Binary Search](https://practice.geeksforgeeks.org/problems/binary-search/1)
2. [Sum of Middle Elements of two sorted arrays](https://practice.geeksforgeeks.org/problems/sum-of-middle-elements-of-two-sorted-arrays/0)
3. [Quick Sort](https://practice.geeksforgeeks.org/problems/quick-sort/1)
4. [Merge Sort](https://practice.geeksforgeeks.org/problems/merge-sort/1)
5. [K-th element of two sorted Arrays](https://practice.geeksforgeeks.org/problems/k-th-element-of-two-sorted-array/0)

# **Backtracking**

## [N-Queen Problem](https://practice.geeksforgeeks.org/problems/n-queen-problem/0)

Company Tags [Accolite](https://practice.geeksforgeeks.org/company/Accolite/)  [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)  [Amdocs](https://practice.geeksforgeeks.org/company/Amdocs/)  [D-E-Shaw](https://practice.geeksforgeeks.org/company/D-E-Shaw/)  [MAQ Software](https://practice.geeksforgeeks.org/company/MAQ%20Software/)  [Twitter](https://practice.geeksforgeeks.org/company/Twitter/)  [Visa](https://practice.geeksforgeeks.org/company/Visa/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/n-queen-problem/0#problems)

The n-queens puzzle is the problem of placing n queens on an n×n chessboard such that no two queens attack each other. Given an integer n, print all distinct solutions to the n-queens puzzle. Each solution contains distinct board configurations of the n-queens’ placement, where the solutions are a permutation of [1,2,3..n] in increasing order, here the number in the ith place denotes that the ith-column queen is placed in the row with that number. For eg below figure represents a chessboard [3 1 4 2].  
  
![https://contribute.geeksforgeeks.org/wp-content/uploads/ratinmaze_filled11-1.png](data:image/png;base64,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)  
**Input:**  
The first line of input contains an integer **T** denoting the no of test cases. Then T test cases follow. Each test case contains an integer n denoting the size of the chessboard.

**Output:**  
For each test case, output your solutions on one line where each solution is enclosed in square brackets '[', ']' separated by a space . The solutions are permutations of {1, 2, 3 …, n} in increasing order where the number in the ith place denotes the ith-column queen is placed in the row with that number, if no solution exists print -1.

**Constraints:**  
1 <= T <= 10  
1 <= n <= 10

**Example:  
Input**  
2  
1  
4  
**Output:**  
[1 ]  
[2 4 1 3 ] [3 1 4 2 ]

Sol:

#include <iostream>

#include<bits/stdc++.h>

using namespace std;

vector<vector<int>> res;

struct mycomp{

bool operator()(const vector<int>&A, const vector<int> &B){

int n=A.size();

for(int i=0; i<n; i++)

if(A[i]!=B[i]) return A[i]<B[i];

}

}myobj;

void printVector(vector<vector<int>>&res){

int row=res.size();

if(row<1){

cout<<-1;

return;

}

int col=res[0].size();

for(int i=0; i<row; i++){

cout<<"[";

for(int j=0; j<col; j++)

cout<<res[i][j]<<" ";

cout<<"] ";

}

}

bool isSafe(vector<vector<bool>> &sol, int row, int col, int n){

for(int i=0; i<col; i++)

if(sol[row][i]==1)

return false;

for(int i=row, j=col; i>=0 && j>=0; i--, j--)

if(sol[i][j]==1)

return false;

for(int i=row, j=col; i<n && j>=0; i++, j--)

if(sol[i][j]==1)

return false;

return true;

}

void solveNQueensUtil(vector<vector<bool>> &sol, int col, int n){

if(col>=n){

//print sol

vector<int> tmp;

for(int i=0; i<n; i++){

for(int j=0; j<n; j++)

if(sol[i][j])

tmp.push\_back(j+1);

}

res.push\_back(tmp);

return;

}

for(int i=0; i<n; i++){

if(isSafe(sol, i, col, n)){

sol[i][col]=1;

solveNQueensUtil(sol, col+1, n);

sol[i][col]=0;

}

}

}

void solveNQueens(int n){

res.clear();

vector<vector<bool>>sol;

sol.resize(n, vector<bool>(n,0));

solveNQueensUtil(sol, 0, n);

sort(res.begin(), res.end(), myobj);

printVector(res);

cout<<endl;

}

int main() {

//code

int t,n;

cin>>t;

while(t--){

cin>>n;

solveNQueens(n);

}

return 0;

}

1. [Solve the Sudoku](https://practice.geeksforgeeks.org/problems/solve-the-sudoku/0)
2. [Rat in a Maze Problem](https://practice.geeksforgeeks.org/problems/rat-in-a-maze-problem/1)
3. [Word Boggle](https://practice.geeksforgeeks.org/problems/word-boggle/0)
4. [Generate IP Addresses](https://practice.geeksforgeeks.org/problems/generate-ip-addresses/1)

# **Bit Magic**

## [Find first set bit](https://practice.geeksforgeeks.org/problems/find-first-set-bit/0)

Company Tags [Amazon](https://practice.geeksforgeeks.org/company/Amazon/)

* [**Problems**](https://practice.geeksforgeeks.org/problems/find-first-set-bit/0#problems)

Given an integer an **N.** The task is to print the position of **first set bit found from right side** in the binary representation of the number.

**Input:**  
The first line of the input contains an integer T, denoting the number of test cases. Then T test cases follow. The only line of the each test case contains an integer N.

**Output:**  
For each test case print in a single line an integer denoting the position of the first set bit found form right side of the binary representation of the number.**If there is no set bit print "0"**.  
  
**Constraints:**  
1 <= T <= 200  
0 <= N <= 106  
  
**Example:**  
**Input:**  
2  
18  
12

**Output:**  
2  
3

#### Sol:

unsigned int getFirstSetBitPos(int n)

{

    return log2(n & ~(n-1)) + 1;

}

## [Rightmost different bit](https://practice.geeksforgeeks.org/problems/rightmost-different-bit/0)

* [**Problems**](https://practice.geeksforgeeks.org/problems/rightmost-different-bit/0#problems)

Given two numbers **M** and **N**. The task is to find the position of **rightmost different** bit in binary representation of numbers.

**Input:**  
The input line contains T, denoting the number of testcases. Each testcase follows. First line of each testcase contains two space separated integers M and N.

**Output:**  
For each testcase in new line, print the position of rightmost different bit in binary representation of numbers. If both M and N are same then print **-1** in this case.

**Constraints:**  
1 <= T <= 100  
1 <= M <= 103  
1 <= N <= 103

**Example:**  
**Input:**  
2  
11 9  
52 4

**Output:**  
2  
5

// Function to find the position of

// rightmost set bit in 'n'

int getRightMostSetBit(int n)

{

    return log2(n & -n) + 1;

}

// Function to find the position of

// rightmost different bit in the

// binary representations of 'm' and 'n'

int posOfRightMostDiffBit(int m, int n)

{

    // position of rightmost different

    //  bit

    return getRightMostSetBit(m ^ n);

}

1. [Check whether K-th bit is set or not](https://practice.geeksforgeeks.org/problems/check-whether-k-th-bit-is-set-or-not/0)
2. [Toggle bits given range](https://practice.geeksforgeeks.org/problems/toggle-bits-given-range/0)
3. [Set kth bit](https://practice.geeksforgeeks.org/problems/set-kth-bit/0)
4. [Power of 2](https://practice.geeksforgeeks.org/problems/power-of-2/0)
5. [Bit Difference](https://practice.geeksforgeeks.org/problems/bit-difference/0)
6. [Rotate Bits](https://practice.geeksforgeeks.org/problems/rotate-bits/0)
7. [Swap all odd and even bits](https://practice.geeksforgeeks.org/problems/swap-all-odd-and-even-bits/0)
8. [Count total set bits](https://practice.geeksforgeeks.org/problems/count-total-set-bits/0)
9. [Longest Consecutive 1’s](https://practice.geeksforgeeks.org/problems/longest-consecutive-1s/0)
10. [Sparse Number](https://practice.geeksforgeeks.org/problems/number-is-sparse-or-not/0)
11. [Alone in a couple](https://practice.geeksforgeeks.org/problems/alone-in-couple/0)
12. [Maximum subset XOR](https://practice.geeksforgeeks.org/problems/maximum-subset-xor/1)

# Design