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| 1. Write a function to implement recursive quick sort algorithm and using this function sort an array of integers.   **Your code:** **#include <iostream>**  **using namespace std;**  **// function to swap elements**  **void swap(int \*a, int \*b) {**  **int t = \*a;**  **\*a = \*b;**  **\*b = t;**  **}**  **// function to print the array**  **void printArray(int array[], int size){**  **int i;**  **for (i = 0; i < size; i++){**  **cout << array[i] << " ";**  **}**  **cout << endl;**  **}**  **// function to rearrange array (find the partition point)**  **int partition(int array[], int low, int high) {**    **// select the rightmost element as pivot**  **int pivot = array[high];**    **// pointer for greater element**  **int i = (low - 1);**  **// traverse each element of the array**  **// compare them with the pivot**  **for (int j = low; j < high; j++) {**  **if (array[j] <= pivot) {**    **// if element smaller than pivot is found**  **// swap it with the greater element pointed by i**  **i++;**    **// swap element at i with element at j**  **swap(&array[i], &array[j]);**  **}**  **}**    **// swap pivot with the greater element at i**  **swap(&array[i + 1], &array[high]);**    **// return the partition point**  **return (i + 1);**  **}**  **void quickSort(int array[], int low, int high) {**  **if (low < high) {**    **// find the pivot element such that**  **// elements smaller than pivot are on left of pivot**  **// elements greater than pivot are on righ of pivot**  **int pi = partition(array, low, high);**  **// recursive call on the left of pivot**  **quickSort(array, low, pi - 1);**  **// recursive call on the right of pivot**  **quickSort(array, pi + 1, high);**  **}**  **}**  **int main() {**  **int element[] = {33, 1, 02, 43, 54, 11, 44};**  **int n = sizeof(element) / sizeof(element[0]);**    **cout << "Unsorted Array: \n";**  **printArray(element, n);**    **// perform quicksort on data**  **quickSort(element, 0, n - 1);//low =0**    **cout << "Sorted array in ascending order: \n";**  **printArray(element, n);**  **}**  **Screenshot of output:** | 20 |
| 1. Implement recursive mergesort using an array of fixed size and hence sort an array of double numbers using this function.   **Your code: #include<iostream>**  **using namespace std;**  **void swapping(int &a, int &b) {**  **int temp;**  **temp = a;**  **a = b;**  **b = temp;**  **}**  **void display(int \*array, int size) {**  **for(int i = 0; i<size; i++)**  **cout << array[i] << " ";**  **cout << endl;**  **}**  **void merge(int \*array, int l, int m, int r) {**  **int i, j, k, nl, nr;**  **nl = m-l+1;//L+1**  **nr = r-m;//low=mid+1 right=ub**    **int larr[nl], rarr[nr];**    **for(i = 0; i<nl; i++){**  **larr[i] = array[l+i];**  **}**  **for(j = 0; j<nr; j++){**  **rarr[j] = array[m+1+j];**  **}**  **i = 0; j = 0; k = l;**  **//marge temp and arr**  **while(i < nl && j<nr) {**  **if(larr[i] <= rarr[j]) {**  **array[k] = larr[i];**  **i++;**  **}**  **else{**  **array[k] = rarr[j];**  **j++;**  **}**  **k++;**  **}**  **while(i<nl) {**  **array[k] = larr[i];**  **i++;**  **k++;**  **}**  **while(j<nr) {**  **array[k] = rarr[j];**  **j++;**  **k++;**  **}**  **}**  **void mergeSort(int \*array, int l, int r) {**  **int m;**  **if(l < r) {**  **int m = l+(r-l)/2;**  **// Sort 1st and 2nd arrays**  **mergeSort(array, l, m);**  **mergeSort(array, m+1, r);**  **merge(array, l, m, r);**  **}**  **}**  **int main() {**  **int n;**  **cout << "Enter the number of elements: ";**  **cin >> n;**  **int arr[n];**  **cout << "Enter elements:" << endl;**  **for(int i = 0; i<n; i++) {**  **cin >> arr[i];**  **}**  **cout << "Array before Sorting: ";**  **display(arr, n);**  **mergeSort(arr, 0, n-1); //(n-1) for last index**  **cout << "Array after Sorting: ";**  **display(arr, n);**  **}**  **Screenshot of output:** | 20 |
| 1. Implement the radix sort to sort decimal numbers.   **Your code:** **//implementation of Radix Sort**  **#include <iostream>**  **using namespace std;**  **// A utility function to get maximum value in arr[]**  **int max\_val(int arr[], int n){**  **int max = arr[0];**  **for (int i = 1; i < n; i++)**  **if (arr[i] > max)**  **max = arr[i];**  **return max;**  **}**  **// A function to do counting sort of arr[] according to**  **// the digit represented by exp.**  **void countSort(int arr[], int n, int exp){**  **int output[n]; // output array**  **int i, count[10] = { 0 };**  **// Store count of occurrences in count[]**  **for (i = 0; i < n; i++)**  **count[(arr[i] / exp) % 10]++;**  **// Change count[i] so that count[i] now contains actual**  **// position of this digit in output[]**  **for (i = 1; i < 10; i++)**  **count[i] += count[i - 1];**  **// Build the output array**  **for (i = n - 1; i >= 0; i--) {**  **output[count[(arr[i] / exp) % 10] - 1] = arr[i];**  **count[(arr[i] / exp) % 10]--;**  **}**  **// Copy the output array to arr[], so that arr[] now**  **// contains sorted numbers according to current digit**  **for (i = 0; i < n; i++)**  **arr[i] = output[i];**  **}**  **// The main function to that sorts arr[] of size n using**  **// Radix Sort**  **void radixsort(int arr[], int n){**  **// Find the maximum number to know number of digits**  **int m = max\_val(arr, n);**  **for (int exp = 1; m / exp > 0; exp \*= 10)**  **countSort(arr, n, exp);**  **}**  **// A utility function to display an array**  **void display(int arr[], int n){**  **for (int i = 0; i < n; i++)**  **cout << arr[i] << " ";**  **}**  **// Driver Code**  **int main(){**  **int arr[] = {23, 12, 90, 45, 43, 54, 11, 0};**  **int n = sizeof(arr) / sizeof(arr[0]);**    **// Function Call**  **radixsort(arr, n);**  **display(arr, n);**  **return 0;**  **}**  **Screenshot of output:** | 20 |