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# Introduction

This model has been implemented using an **M/M/c** queuing system where:  
- : Markovian (Poisson) arrival process  
- : Markovian (Exponential) service time distribution  
- : Number of servers

# 1. Model

# Function to generate inter-arrival times (Poisson arrivals)  
generate\_arrivals <- function(rate, total\_time) {  
 # Convert rate from customers per hour to customers per minute  
 rate\_per\_minute <- rate / 60  
   
 # Generate inter-arrival times using exponential distribution  
 inter\_arrival\_times <- rexp(1000, rate\_per\_minute)  
   
 # Convert to actual arrival times  
 arrival\_times <- cumsum(inter\_arrival\_times)  
   
 # Keep only arrivals within the simulation time  
 arrival\_times <- arrival\_times[arrival\_times <= total\_time]  
   
 return(arrival\_times)  
}  
  
# Function to generate service times (Exponential distribution)  
generate\_service\_times <- function(mean\_service\_time, num\_customers) {  
 # Generate service times  
 service\_times <- rexp(num\_customers, 1/mean\_service\_time)  
   
 return(service\_times)  
}  
  
# Function to simulate the queuing system  
simulate\_queue <- function(arrival\_times, service\_times, num\_servers) {  
 num\_customers <- length(arrival\_times)  
   
 # Initialize tracking variables  
 waiting\_times <- numeric(num\_customers)  
 service\_start\_times <- numeric(num\_customers)  
 service\_end\_times <- numeric(num\_customers)  
   
 # Track each server's availability time  
 server\_available\_times <- rep(0, num\_servers)  
   
 # Track which server serves which customer  
 server\_assignment <- numeric(num\_customers)  
   
 # For each customer  
 for (i in 1:num\_customers) {  
 # Find the earliest available server  
 earliest\_server <- which.min(server\_available\_times)  
   
 # Record which server is serving this customer  
 server\_assignment[i] <- earliest\_server  
   
 # Calculate when service can start  
 service\_start\_times[i] <- max(arrival\_times[i], server\_available\_times[earliest\_server])  
   
 # Calculate waiting time  
 waiting\_times[i] <- service\_start\_times[i] - arrival\_times[i]  
   
 # Calculate service end time  
 service\_end\_times[i] <- service\_start\_times[i] + service\_times[i]  
   
 # Update server availability  
 server\_available\_times[earliest\_server] <- service\_end\_times[i]  
 }  
   
 # Calculate system exit times  
 exit\_times <- service\_end\_times  
   
 # Calculate queue lengths at different points in time  
 time\_points <- sort(unique(c(arrival\_times, service\_start\_times)))  
 queue\_lengths <- numeric(length(time\_points))  
   
 for (t in 1:length(time\_points)) {  
 current\_time <- time\_points[t]  
 in\_queue <- sum(arrival\_times <= current\_time & service\_start\_times > current\_time)  
 queue\_lengths[t] <- in\_queue  
 }  
   
 # Calculate server utilization  
 total\_busy\_time <- numeric(num\_servers)  
 for (s in 1:num\_servers) {  
 # Find all customers served by this server  
 server\_indices <- which(server\_assignment == s)  
 if (length(server\_indices) > 0) {  
 total\_busy\_time[s] <- sum(service\_end\_times[server\_indices] - service\_start\_times[server\_indices])  
 } else {  
 total\_busy\_time[s] <- 0  
 }  
 }  
   
 # Calculate server utilization using max(exit\_times) as total simulation time  
 total\_simulation\_time <- max(exit\_times)  
 server\_utilization <- sum(total\_busy\_time) / (num\_servers \* total\_simulation\_time)  
   
 # Prepare results  
 results <- list(  
 waiting\_times = waiting\_times,  
 queue\_lengths = queue\_lengths,  
 time\_points = time\_points,  
 server\_utilization = server\_utilization,  
 average\_waiting\_time = mean(waiting\_times),  
 average\_queue\_length = mean(queue\_lengths),  
 max\_queue\_length = max(queue\_lengths),  
 total\_customers = num\_customers  
 )  
   
 return(results)  
}  
  
# Run the simulation  
run\_simulation <- function(arrival\_rate, service\_time, simulation\_time, num\_servers) {  
 # Generate arrivals  
 arrival\_times <- generate\_arrivals(arrival\_rate, simulation\_time)  
   
 # Generate service times  
 service\_times <- generate\_service\_times(service\_time, length(arrival\_times))  
   
 # Run simulation  
 results <- simulate\_queue(arrival\_times, service\_times, num\_servers)  
   
 return(results)  
}

## Run the model

# Set parameters  
arrival\_rate <- 10 # customers per hour  
service\_time <- 5 # minutes per customer  
simulation\_time <- 480 # minutes (8-hour workday)  
  
# Run simulation with 2 servers  
results\_2\_servers <- run\_simulation(arrival\_rate, service\_time, simulation\_time, 2)  
  
# Run simulation with 3 servers  
results\_3\_servers <- run\_simulation(arrival\_rate, service\_time, simulation\_time, 3)

# 2. Results and evaluation

## System with 2 servers

# Display key metrics for 2 servers  
cat("Performance with 2 servers:\n")

## Performance with 2 servers:

cat("Average waiting time:", round(results\_2\_servers$average\_waiting\_time, 2), "minutes\n")

## Average waiting time: 0.81 minutes

cat("Average queue length:", round(results\_2\_servers$average\_queue\_length, 2), "customers\n")

## Average queue length: 0.39 customers

cat("Maximum queue length:", results\_2\_servers$max\_queue\_length, "customers\n")

## Maximum queue length: 3 customers

cat("Server utilization:", round(results\_2\_servers$server\_utilization \* 100, 2), "%\n")

## Server utilization: 36.61 %

cat("Total customers served:", results\_2\_servers$total\_customers, "\n")

## Total customers served: 76

## System with 3 servers (Additional server)

# Display key metrics for 3 servers  
cat("Performance with 3 servers:\n")

## Performance with 3 servers:

cat("Average waiting time:", round(results\_3\_servers$average\_waiting\_time, 2), "minutes\n")

## Average waiting time: 0.08 minutes

cat("Average queue length:", round(results\_3\_servers$average\_queue\_length, 2), "customers\n")

## Average queue length: 0.12 customers

cat("Maximum queue length:", results\_3\_servers$max\_queue\_length, "customers\n")

## Maximum queue length: 2 customers

cat("Server utilization:", round(results\_3\_servers$server\_utilization \* 100, 2), "%\n")

## Server utilization: 27.81 %

cat("Total customers served:", results\_3\_servers$total\_customers, "\n")

## Total customers served: 84

**For this model, following formulas have been used:**

**The arrival rate :**

**The service rate :**

**The traffic intensity**  (we need to find this as we are using multiple servers, where is the number of servers):

**The average waiting time in the queue :**

**The average number of customers in the queue :**

**The server utilization :**

**Given below are the final key metrics received after running the model.**

**With 2 servers:**  
- Average queue length – 0.39 customers  
- Average waiting time – 0.81 minutes  
- Server utilization – 36.61%

**With 3 servers:**  
- Average queue length – 0.12 customers  
- Average waiting time – 0.08 minutes  
- Server utilization – 27.81%

According to these results, with two servers the model is running quite well. The customers have to wait an average time of 0.81 minutes (approximately 46 seconds) to get served and the queue length is 0.39 customers. At the peak times, a maximum of 2 customers can be observed in the queue. The server utilization is 36.61% which is quite low, showing that the current resources may be underutilized. Furthermore, the total number of customers that can be served within an 8 hour work day is 76.  
With the given specifications, adding another server should be considered if the average waiting time gets above 15 minutes. As the waiting time is around 46 seconds in the model with 2 servers, the current model is running really well and the customers do not need to wait for a long time to get served and the system is handling the customer flow effectively.

However, according to the results we got after running the model with an additional server (total of 3 servers), the average waiting time is 0.08 minutes which has reduced the waiting time for 2 servers by over 90%. The average queue length is 0.12, number of customers that can be observed in the peak time is 2 and total number of customers that can be served within the day is 84. Therefore, average waiting time, queue length, number of maximum customers handled at the peak time and the total number of customers served is better than the model with 2 servers. The server utilization has reduced to 27.81% which suggests potential resource efficiency.  
Although customer experience gets increased with three servers, given that the waiting times are already minimal with two servers, this improvement will not be greatly effective. Furthermore, because of the low server utilization, there is a possibility of overstaffing with 3 servers and this would increase the operational cost without much effective benefits.

# 3. Visualization & Report

## Visualization

# Create dataframe for waiting time distribution  
waiting\_times\_df <- data.frame(  
 Waiting\_Time = c(results\_2\_servers$waiting\_times, results\_3\_servers$waiting\_times),  
 Servers = factor(c(rep("2 Servers", length(results\_2\_servers$waiting\_times)),   
 rep("3 Servers", length(results\_3\_servers$waiting\_times))))  
)  
  
# Histogram of waiting times  
ggplot(waiting\_times\_df, aes(x = Waiting\_Time, fill = Servers)) +  
 geom\_histogram(position = "dodge", binwidth = 2, alpha = 0.7) +  
 labs(title = "Distribution of Customer Waiting Times",  
 x = "Waiting Time (minutes)",  
 y = "Number of Customers") +  
 theme\_minimal() +  
 scale\_fill\_brewer(palette = "Set1")
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# Create dataframe for queue lengths  
queue\_lengths\_2 <- data.frame(  
 Time = results\_2\_servers$time\_points,  
 Queue\_Length = results\_2\_servers$queue\_lengths,  
 Servers = "2 Servers"  
)  
  
queue\_lengths\_3 <- data.frame(  
 Time = results\_3\_servers$time\_points,  
 Queue\_Length = results\_3\_servers$queue\_lengths,  
 Servers = "3 Servers"  
)  
  
queue\_lengths\_df <- rbind(queue\_lengths\_2, queue\_lengths\_3)  
  
# Line plot of queue lengths  
ggplot(queue\_lengths\_df, aes(x = Time, y = Queue\_Length, color = Servers)) +  
 geom\_line() +  
 labs(title = "Queue Length Over Time",  
 x = "Time (minutes)",  
 y = "Queue Length (number of customers)") +  
 theme\_minimal() +  
 scale\_color\_brewer(palette = "Set1")

![](data:image/png;base64,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)

## Performance Comparison Table

# Create dataframe for comparison  
comparison\_df <- data.frame(  
 Metric = c("Average Waiting Time (min)", "Average Queue Length", "Server Utilization (%)"),  
 Two\_Servers = c(round(results\_2\_servers$average\_waiting\_time, 2),  
 round(results\_2\_servers$average\_queue\_length, 2),  
 round(results\_2\_servers$server\_utilization \* 100, 2)),  
 Three\_Servers = c(round(results\_3\_servers$average\_waiting\_time, 2),  
 round(results\_3\_servers$average\_queue\_length, 2),  
 round(results\_3\_servers$server\_utilization \* 100, 2)),  
 Improvement = c(round((results\_2\_servers$average\_waiting\_time - results\_3\_servers$average\_waiting\_time) /   
 results\_2\_servers$average\_waiting\_time \* 100, 2),  
 round((results\_2\_servers$average\_queue\_length - results\_3\_servers$average\_queue\_length) /   
 results\_2\_servers$average\_queue\_length \* 100, 2),  
 round((results\_2\_servers$server\_utilization - results\_3\_servers$server\_utilization) /   
 results\_2\_servers$server\_utilization \* 100, 2))  
)  
  
knitr::kable(comparison\_df, caption = "Performance Comparison Between 2 and 3 Servers")

Performance Comparison Between 2 and 3 Servers

| Metric | Two\_Servers | Three\_Servers | Improvement |
| --- | --- | --- | --- |
| Average Waiting Time (min) | 0.81 | 0.08 | 90.63 |
| Average Queue Length | 0.39 | 0.12 | 69.77 |
| Server Utilization (%) | 36.61 | 27.81 | 24.03 |

For visualization, following two charts have been created through the model to indicate the final results.

**1. Distribution of Customer Waiting Times**  
- This histogram displays the frequency distribution of waiting time of the systems with both 2 servers and 3 servers. Two-server system is shown with red bars and three-server system with blue bars.  
- According to this, in the two-server system, the majority of customers (around 72) go through minimal waiting time of nearly 0 minutes. A small group of customers wait around 4 minutes and even smaller group waits for 10 minutes.  
- In the three-server system, around 82 customers get a waiting time of 0 minutes and negligible number of customers wait longer than 2 minutes.  
- This demonstration shows that with 3 servers customers can experience a better service.

**2. Queue Length Over Time**  
- The queue length of the two systems throughout the 8 hour working day is demonstrated by the above line chart.  
- According to this chart, the two-server system has 0 waiting customers for the majority of the time period and 3 customers at the peak times (30, 420, 450 minutes). This shows an efficient service.  
- The three-server system also has 0 customers waiting for the majority of the time and a maximum of 2 customers at peak times, which is a little better than the two-server system.  
- According to these two visualizations, both systems provide excellent service with the three-service system providing marginal improvements resulting in much shorter waiting times and queue lengths.

## Final Report

This model has used the parameters customer arrivals, service times and 8 hour simulation time period and implemented through custom functions using to output the arrival times, service times. It has tracked the metrics waiting times, queue lengths and server utilization.

According to the outputs gained through the model ran for the two systems, the first system with two servers perform well with waiting time which is less than the maximum of 15 minutes. However, the server utilization of 36.61% shows the system is operating well below capacity.  
On the other hand, the system with 3 servers has reduced the waiting time by 90.63% and decreased both queue level and server utilization. The low level of server utilization shows resource efficiency and there is a possibility of overstaffing which will result in unnecessary expenses.

### Conclusion and Recommendations

Although the system with three server shows much lower waiting time for the customers, it will result in financial losses because of overstaffing and resource underutilization issues due to low server utilization.  
Furthermore, as you can see in the performance comparison table, the two server system already results in a good customer experience with low waiting time and better server utilization, making deployment of an additional server inefficient for barely improved measurements.

As the conclusion, because of the financial concerns and maximum operational efficiency, I recommend that it is **better to maintain the bank with the two server system** instead of implementing a system with an additional server.