**AI-Based Diabetes Prediction System**

**Phase 4 – Development Part 2**

**STEPS INVOLVED IN THIS PHASE:**

**1.** **Transforming the dataset to work with the model**

The first step is to transform the dataset to work with the model. This involves converting the categorical features to numerical features using dummy variables.

Dummy variables are a way of representing categorical features as numerical features. The get\_dummies function is used to convert the categorical features to dummy variables.

Next is to scale the numerical features. This is done using the RobustScaler class from scikit-learn. The RobustScaler class scales the features to a range of -1 to 1. This is used to the performance of the model by making it less sensitive to outliers.

**2. Training the model**

Next, the model is created and trained. The Random forest classifier is selected as the ensemble learning algorithm. Ensemble learning algorithms combine the predictions of multiple weak learners to create a more accurate and robust model.

Random forest classifiers work by building a large number of decision trees and averaging their predictions. Decision trees are used to split the data into smaller and smaller subsets based on the values of the features.

RandomForestClassifier class from scikit-learn is used to implement this. The RandomForestClassifier class takes a number of parameters, including the number of estimators.

The number of estimators specifies how many decision trees to build in the random forest. The random state makes sure that the model is reproducible, that is it will produce the same results each time it is trained on the same data.

**3. Assessing the performance of the model**

Next is to assess the performance of the model. To assess the model performance the following metrics are used accuracy, classification report, and confusion matrix.

The accuracy is the percentage of predictions that the model makes correctly.

The classification report gives the values for precision, recall, and F1-score.

The confusion matrix shows the number of predictions the model made for each class and the number of predictions that were correct.

**4. Prediction**

The final step is to make predictions on new data. The new data is passed to the model using the predict() method. The model will then return a prediction for each data point.

Three such sets of values were given and the result is obtained.

y\_pred1 predicts that the patient has a high probability of diabetes.

y\_pred2 predicts that the patient has a low probability of diabetes.

y\_pred3 predicts that the patient has a moderate probability of diabetes.

**IMPLEMENTATION:**

**1.Transforming the dataset to work with the model**

df = pd.get\_dummies(df, columns =["NewBMI","NewInsulinScore", "NewGlucose"], drop\_first = True)

categorical\_df = df[['NewBMI\_Obesity 1','NewBMI\_Obesity 2', 'NewBMI\_Obesity 3', 'NewBMI\_Overweight','NewBMI\_Underweight',

                     'NewInsulinScore\_Normal','NewGlucose\_Low','NewGlucose\_Normal', 'NewGlucose\_Overweight', 'NewGlucose\_Secret']]

categorical\_df.head()

Output:
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y = df["Outcome"]

X = df.drop(["Outcome",'NewBMI\_Obesity 1','NewBMI\_Obesity 2', 'NewBMI\_Obesity 3', 'NewBMI\_Overweight','NewBMI\_Underweight',

                     'NewInsulinScore\_Normal','NewGlucose\_Low','NewGlucose\_Normal', 'NewGlucose\_Overweight', 'NewGlucose\_Secret'], axis = 1)

cols = X.columns

index = X.index

from sklearn.preprocessing import RobustScaler

transformer = RobustScaler().fit(X)

X = transformer.transform(X)

X = pd.DataFrame(X, columns = cols, index = index)

X = pd.concat([X,categorical\_df], axis = 1)

**2.Training the model**

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.3, random\_state=42)

clf = RandomForestClassifier(n\_estimators=100, random\_state=42)

# Train the model on the training data

clf.fit(X\_train, y\_train)

Output:
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**3.Assessing the performance of the model**

y\_pred = clf.predict(X\_test)

y\_pred

Output:
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accuracy = accuracy\_score(y\_test, y\_pred)

print(f'Accuracy: {accuracy:.2f}')

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJwAAAAkCAYAAAB8IVNVAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAABfaVRYdFNuaXBNZXRhZGF0YQAAAAAAeyJjbGlwUG9pbnRzIjpbeyJ4IjowLCJ5IjowfSx7IngiOjE1NiwieSI6MH0seyJ4IjoxNTYsInkiOjM2fSx7IngiOjAsInkiOjM2fV19bbhXHAAAAeRJREFUeF7t2wtqwzAMgOFsN0nvf6ZeZZsgAk/I8UsWW/t/ENo4tixnqlMo+/j6cQBJPq9XIAUFh1QUHFJRcEhFwSEVBYdUFBxSUXBIRcEhFQWHVCE/bT0ej+vdcTyfz+sdokXc5zKG8mJt+5tKwa06z/PXK+LZeztzr2WMF6cV256v4JH6D8hu09qFetk49tybS85n5vIsF5xNpJaYtOtRc9dntE3jeH1E67q461MbV+tb6/92rp1uWs/2G9GnZ4yQttFYtTgl77ynTdTae3nzlK8jbC612NbMXJ4tj9Ty0yzvZ7fxWa2xresr+Xj9pK13fIuX2wgdK3FqsaS9ZM9XLBVcZCI72ZuqN1uPGVEFNEJyXZ1XY+hh16/x9d5EzFkK2eHK5P46vYHlsULXrHF3iYjvxZBzXYOStvKINF1wmqRNThO0i3hFutYMmXNZEcWutnyHK0mitvi8T1Srj9W63suLM5PPHRm7Mr6Wj1cEOldtPi/Ondb1UdO/NEgi3oKVvV4mXhvX6mOvezl4bVZPHGH7ebTP3Zw9fXqM5CNaa1K2X888s/ivrUVRxfQutj9S3wHF1o8dbsLOR86ro+CQikcqUlFwSEXBIRUFh1QUHFJRcEhFwSEVBYdUFBxSUXBIdBzfh0N5EoUvqUAAAAAASUVORK5CYII=)

# Display other evaluation metrics

print(classification\_report(y\_test, y\_pred))

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAj0AAADHCAYAAADyB+JXAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAABhaVRYdFNuaXBNZXRhZGF0YQAAAAAAeyJjbGlwUG9pbnRzIjpbeyJ4IjowLCJ5IjowfSx7IngiOjU3MywieSI6MH0seyJ4Ijo1NzMsInkiOjIwMH0seyJ4IjowLCJ5IjoyMDB9XX1U/s5nAAAQAUlEQVR4Xu3dYZajNrMA0Mn7l2XMbCXrzlZmCdlCXipf60RRBAgssKHuPYczBkQJSiBX7O7OL3/88cef327g119//XoFALDf/339CwDwaL/8+Zev1wAAj+WTHgAgBUUPAJCCogcASEHRAwCkoOgBAFJQ9AAAKSh6AIAUFD0AQAqrf5zwt99++3o1z++///71CgDgOj7pAQBSGPqkZ8anMzNjAQDs5ZMeACCFUz/pieN9skM2P378+Pvfnz9//v3vUbPicFwZg6I3FiNtzvCufuHOTv+k54wfhga4QhQSZVky0ma2uiBe6jvatIURjHrqvXNa0VMXOwofMpn1BjgrDs+0dm/EG5Z7B/7rtKKn/VpL4QNwPgUPLDv9t7faYsfP+DBLmdzbj2HbCb/XrvemsBUnrMUYOb5Ya3s0Tu98Yttam080et71/rDVZunaR/NTzmvNSJsZRvuZcT51fkIvXt1mqb+tNuVcR9rVlvq7ytr5lGuqtdvK+kictTZF3WZpfxur7WtNL+adHC56XvnkRuHDDOXh7D2wI9u21sOeY2pH97X2xOmth7U2n2jkvI9ca7seRtoUa/uKkTaviPg9r5zzmiPX3DtmtE1Ya9dbD22sq/Suo9bbP3IN7baRNqEXu14PI8eF3rYneMuvrPuqi1nah3LpIV17eHsPd7s+0uZKS+cT22vvPMdXrJ33zPFa6+cTxfmWcy6v33kNr4xFe6+GtWsZHdM7GrmurTaz8vx0byl6fNLDu/UmjHY5S5mIzuzjac4arxkx7qq99t71v/tefedzOuIpz3Kb5yc7XPRE4TKytHrb4N3ioe8tZynxP2Xyvpt6jOplj8j5K8ffXXvtS9df9n3CvVqfa728UzmHT8gP2079pMcPMcO6T5i0YYR7dd0T8/PEAu60okfBwzvEQ7p34on2Ww93r807J4Sl83napNtz1nht7ee/RvI8614dGfdPN3r+I/lp28zKc3H0uE93+v+GIih4OENvAuk9qKMP/ki8us3avlbddquf0Thh63xGtn2a0XPs5WlPfkK7v+2710dR2o20ma09z9rM8+nF6sWo242c11KMkfMbPacrjJxLe93tde6NUSxdc9tfq+1/S9v3nmM/kf/3Fre19+EF+DQj85i5bp5Tf6anLniiACpFFADA1d7yK+sAAFcb+nprJl93AQDv4JMeACCF1U96AACewic9AEAKih4AIAVFDwCQgqIHAEhB0QMApKDoAQBSUPQAACkoegCAFBQ9AEAKih4AIAVFDwCQgqIHAEhB0QMApKDoAQBSUPQAACkoegCAFBQ9AEAKih4AIAVFDwCQgqIHAEhB0QMApKDoAQBSUPQAACkoegCAFBQ9AEAKv/z5l6/XMM2PHz++Xn379vPnz69XFDPyU8coerEyj8Wsa1+LMzoOT3ZFnovSJluOR+3Jz0jbp+Vb0cN08ZDUD0i7nt2M/PQmoqVtr/Z1V7OufW+c2B/keZ+ROGXb0T6ebk9+ok2x1Hakzd34eouplh62+uHJbGZ+2jjteq+vWM8wFrPyfCSHvX6f6so8L/XF/xzJz0j7p+Vc0QPAx1PwrNuTn5GidKTNHSl6OJX/Olt3ND9xTBxbT0xyvezK3GQeB/fg5ytzxto4jbS5K0UPpzEBrns1P+XYiLMUq0xeRbuewat5HslhbCtLVnHtZ+eZOUbG6ZWx/GSKHk7x6gT4dDPyU2KUpX2TKPFje1le7fNuXr3m0RzGtrKEaJfJVXnmNSN5fXruFT1MZ8JaNyM/vRixHttrsa1eMpl1H+7N4Yw+7+RdeWafdm7oGWlzd4oepjNhrXtnfma9Qd3BWdeZKYcj5PleIq/1Um8r6v1le/36zvydHqaLB6OerNr17EbzU08w7f6yr40TlnK9tf9p2ry260XJS9jKzUgOl/p5qnfkOVuO99qTn5G2T8q3oodTlEkrmJz+ayQ/W23q/UXbLvs4zM7zyDjI8zV5rmXMeetofuK4rfyNtLkLRQ8AkIKf6QEAUlD0AAApKHoAgBQUPQBACooeACAFRQ8AkIKiBwBIQdEDAKSg6AEAUvAXmTlF+ZPo/jx8X/0n44/mqPdn5+tYvf1FlnG5Is9FaZclt7Ur81xkzvcrsudZ0cN08ZDEA1L+5d/avBzJU28i6m1rjbR5iivzXGIf6ePu2ms+koOlnIZerLIvZMv3K+TZ11tMFg+JSWjZUn7qyWVUG2c07xnG58o8Z77n33k/Z835q7LnWdHDVCaiz3XkjYht7vlruY+v8dQ8K3rgjZb+S3lLHBPH1hPTSKysb9BX5zmrs/Nc9sv/MfKs6IG36U02e5RjyyS2FqtMYhldmefMrsqz/L8me54VPfAGr75BhBKjLLHOv8nzNa7I84w+kGdFD1xsxqTSi9GbwGpPnsh63pXnbK7Is3zPIc+KHrjcq28Qe2V9w7g6z1ldmee4l+ul3sY8dY5LbuvXd+bv9HCaeEC88fxXm5elPNUTTLu/7GvjhF7bXvyna697KQ8lb6GXu9DGCUuxetufrL3mpRyUvIV2fy+nvW2tpb7ok2dFD5OVB6jH5PSPOk9Ledlq08t12660yZr7K/Lc219kyfsVee6JY7LkeJbseVb0AAAp+JkeACAFRQ8AkIKiBwBIQdEDAKSg6AEAUlD0AAApKHoAgBQUPQBACooeACAFRQ8AkIKiBwBIQdEDAKSg6AEAUlD0AAApKHoAgBQUPQBACooeACAFRQ8AkIKiBwBIQdEDAKSg6AEAUlD0AAApKHoAgBQUPQBACooeACAFRQ8AkIKiBwBIQdEDAKSg6AEAUvjlz798vQaA3X78+PH16tu3nz9/fr3ap45R9GLN6Oup2hxu5S+MtAlPybWiB4DD4g2yfkNs10eUN9k2TliLfaSvp+rlJmzlLxzZdle+3gLgkPZNtChvknu0cdr1Xl+xfqSvJ9rKXxhpE0bb3ZGi50TxMJZlyatt9m4rcXptwtb+sNZm6bi1eABwBUXPSeJNPqrjsiwVCDPajNqKNdLXaJtarw3wPGV+2KvMJfVccTQWr3n6WCh6TrJ1g/RuonZ9pM0eW8du7X/lfF45b+DzvfrGWI6NOEuxYnutXecfI+Ox1GZkLO5K0XOScrOU5RO1N/KMc37SwwGMifni1We/xChLOweV+GV+mtHnU7W561lrU3K7NBZ3pug5QXvDxPLpZp9zeUhKXOCZZjzjvRixXuaRIrbVC/9VcraWn7U2o2NxV4oepjMZQR7vfN57b9CZvVrwZKDouUCvQo4brt3ero+0aW3tH9WLc+R8gOdamhN6b6ixvSw9vThrtvZn1ct9a6vN3rG4E3+c8CT1TVImhqWJoFi6EbfajPS11H9tJE5o2/WUNlt9Ave3Z04IW/NK0bYb6SerXv6KkquRNmFkLO5K0cMpykNjYgLgU/h6i9MoeAD4JD7pYRofPQPwyRQ9AEAKvt4CAFJQ9AAAKSh6AIAUFD0AQAqKHgAgBUUPAJCCX1mHN5jxN41G/lT8k/+c/Igr8tzbX2TJ9RV5DiNtMmvz08vNkTbhKXlW9MDFYkKpJ5B2fUSZlNo4oWwbafNkbV7b9RFHcyjP8/M80iazNu9L+RppE7a23ZWvt+BC7aRTlElljzZOL+5Imye6Os89GXLtfv4cM/M32u6OFD07xcO8tLTW9hVbbcr2kXZr+0etxVmK3W6vY9QLZOBehw8WX28x7vv3738vvde1rfUw2mar3UicESNxt7a1+0NvW1a9/NX/7hHH1Mf1Yoy0eaL2Osv6keuPY+rjtmIc6eOu2mst60dyEMfUx/VijLThHyP5yZZnn/QcUH/UN/rxYCv+a3D0I8S1WEtxjvzX5lo/a44el11v7PYox0acpVgjbZ7uijwXsT+rK/K8ZyyyG8lPxjwrek5SbpayzHTWDbh1zk+68d8t8vtqPkuMsvTGbKTNk12V5+yuyrOxGDOSl7U2T86zoucE7Q0Ty6fbc87lAVh6EGJ7vdzh+q80Iye9GLEe24uRNk92VZ5br/Z5N1fl+chYZFTysTYma22enmdFD7v0HoZWbKsX/k1OrnF1nrO++bqfP8erBU8Gip4L9CbDuOHa7UcmzaU4r97QR86FbXvGK7aXpacXpzXS5omuznPx6nN3N+7nzzNyD261eXKe/XHCnWLwyw2z9DrUN0lsb/cXbbvW0nGtrTgj9p7zUj91nOLoOT3VyHhttRnJc/axuDrPmXJbuzrPtaw5b/VyU5QcjbQJT86zooep4mHpPRxL2wHgKr7eAgBS8EkP0z35o1EA7kvRAwCk4OstACAFRQ8AkIKiBwBIQdEDAKSg6AEAUlD0dMSvXPd+7XrUK8fO8gnnAACfxK+sd5SC4ejflonjR4/d03aPs+IyR12UvnKftXqxZvR1V/J8DXn+DG0Ot/IXRtqEp+Ra0XOCuGFGb5A9bfc4Ky6va8fmyFjFMaGNE9ZiH+nrrmZc+1JOw1rsI33d1YxrX8ppWIt9pK+n6uUmbOUvHNl2V77eggu1k05RJpU92jjteq+vWD/S193I8zXk+XNs5S+MtAmj7e7oEUXP0k3f2x7b6qW2tq/WtitLa2Rf/bpeamv7ipE2I9ZiLMVtt9cx6gUA3iq+3rq779+/f736t3Z7b3302KK3fSTunni1o7G34vZsxY31rW3t/tDbllUvf/W/e8Qx9XFLsVtH+rqbpVwcufY4pj5uKXbrSF93s5SLI9cex9THLcVuHekri5Hc9NrEtnr7k3L8uK+3lj5RiO1XfmQ3I/bIOffaHHU0zqz+s3l17MqxEWcpVmyvtesZyPM15PmzjIzHUpuRsbirVD/TUwawXj7dlee81c+Tbvx3i/y+ms8SoyztmJX4ZTxn9Hk3M665xChLrNdK/JLjGX3ezYxrLjHKEuu1Er/keEafT9XmrmetTcnt0ljc2aOKnjJQSwNUD2K97BXx6+VIjFHtuZZltnIdI31E2/rfVslLWc443zubkZNejFiP7bXYVi+ZyPM15PmzlJyt5WetzehY3JXf3jogboB6edWdbqb2envXX+emtz+7d+akN6E9lTxfQ54/R3kvWcvJSJsnS1P0xACXwf4kazfeyDm3beL1jOv8xFw9QW9MY713H5SxXBqLXpw1W/ufRJ6vIc+fp5f71labvWNxJ4/444RlQOqB7G0LvcErbdYGthe71u7v9dtuq7Ux9/ZXi31b/fXUcdZilHZL8dvzCXvP5enaXPdstRnJ80g/TybP15Dn9+vlryi5GmkTRsbirvxF5p3iZugN/tL2bOQHgE/lZ3oAgBR80nPAkz/6m0F+APhEih4AIAVfbwEAKSh6AIAUFD0AQAqKHgAgBUUPAJCCogcASEHRAwCkoOgBAFJQ9AAAKSh6AIAUFD0AQAqKHgAgBUUPAJCCogcASEHRAwCkoOgBAFJQ9AAAKSh6AIAUFD0AQAqKHgAgBUUPAJCCogcASODbt/8HS5tiyfXnaLAAAAAASUVORK5CYII=)

# Display the confusion matrix

conf\_matrix = confusion\_matrix(y\_test, y\_pred)

print('Confusion Matrix:')

print(conf\_matrix)

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOgAAABeCAYAAAApOlgQAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAABfaVRYdFNuaXBNZXRhZGF0YQAAAAAAeyJjbGlwUG9pbnRzIjpbeyJ4IjowLCJ5IjowfSx7IngiOjIzMiwieSI6MH0seyJ4IjoyMzIsInkiOjk0fSx7IngiOjAsInkiOjk0fV195KeMQQAABK5JREFUeF7t22Fy2yAQhuG0R8lVcu5cJdfIzzQ7k23pDkIrG1af5feZ0dSWEGDEZ2TH/fX5+fn1AkDS759/AQj69fXt5zEAMayggDACCggjoIAwAgoII6CAMAIKCCOggDACCgg79EOFt7e3n0fzvL+//zwCELGCAsJuWkFnrHoz6wKuihUUEFYa0PYzrK2cV1s9X19f/9tWWV3/o7vS+JSvoCu+aNriF6rignn9Hx8ff7crG43preN9yzlXVxbQNpgVIfWL3QZm9QSoCqW/HgVxTBVCpjQ+9yoLaLydrQhpvEhXuWh4HuXf4sZgrvgcau/i2TC27/jxHK9nVMaN2uwd2yrftmXaMqNjUVt2q+1RmT29vsR62zpHbcW6Ii8f6zdbbZjYjvEyW33o1derp8q0gN6zIs4OqQ1sZlBjud5zkykTjc4x2X1bRmXjsd5zMyqzp63Dz23/9WMm1h2fu639LtZrbqkr1tOr12ztryTxZ5aK292odwHtuV8Ut3dx7LiX8cd756w063XNNLOtGXW1dYxCaPtm9v0WEgFdcZv7iGwy2ISJYVLn/d6azP6aVry2ewLkfTk7hCPTAmohy2xRb98zs8niE37FhF5lFE5/Tb4pUOnHntIVtOILIvcoE3uL0mSuVHXd/I1DXVlAK8PpAx8vdvvcyvSOV1y02O5MZ76ujNFrr+pjb3x6bP+ovxVK/8xy7/lHxcHtTYC2TDxuxzL7zNZ+F9vZqjtqy/SOu1FdvWOZfSNef++ceCz2Za+ttrxp6zlyXiv2pa2nt89s7a9UHtCqcAJXUPoZtA2nhdUDD6BP4s8sAPpuusWdiVteYBsrKCDs0AoKoBYrKCCMgALCCCgg7NKfQeMvS3q/CMmUeVaMzfkuH9C9SZUtYzIBN/fUN0umjbbvmT6v7C/6uMXdsTcx7Vi7mXbiR6Njs2TC5GV8q+gXjiOgA5mJHmXKH63ziCPhjAipHgI6MDtIFQFYGX7UI6CT7a1OigHa6jPOR0AnsAnu2wjhxFEEdAKb4L6ZGFTVEBBOfQR0sjjh91bVsxDOx0BAi1gg2q3ddwbC+RgI6GQWuHby2+Pe1h6rZm3GN4bYb2jgl0SDMnESt/ycWCY7yVcFItNn15bd68uq/mKMgDLxUhinc3CLCwjjf7MkyjwrxuZ8lw4o8Oi4xQWEEVBAGAEFhBFQQNjTf0nEN5Xb+Bb8fAT0e4LNmFQ+Uffqaif06sk8aisGy4z6kxmnTBkcwy3uBNnJ6+V8W2WvLTtm4nHfDx0E9E4ehIxsuRn22orHK/uGPAJ6p8zEPhLie1W2hfUIaCELT7utNGrLAhz322OCrYeAFvEA+Ob7Vsi01e738tBDQIvEAKwMRKatGOIYYGggoE+ot2ISUk0EFBBGQAv0VqfeKjZDtq1eGejhl0R3BmU0sUehWBHO1l5bvX6P+pQZp0wZHENAmVQpBPQc3OICwlhBv9/1W6wA/2TGhvFb6+kDCijjFhcQRkABYQQUEEZAAWEEFBBGQAFhBBQQRkABYQQUEEZAAWEEFBBGQAFhBBQQRkABYQQUEEZAAWEEFBBGQAFhBBQQRkABYQQUEEZAAVkvL38AwBqfIA+UtMUAAAAASUVORK5CYII=)

**4.Prediction**

import numpy as np

X\_pred1=[0.6,0.770186,0.000,1.000000,1.000000,0.177778,0.672313,1.235294,1,0,0,0,0,0,0,0,0,1]

X\_pred1=np.array(X\_pred1).reshape(1,-1)

y\_pred1 = clf.predict(X\_pred1)

y\_pred1

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJQAAAArCAYAAACeoKF0AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAABfaVRYdFNuaXBNZXRhZGF0YQAAAAAAeyJjbGlwUG9pbnRzIjpbeyJ4IjowLCJ5IjowfSx7IngiOjE0OCwieSI6MH0seyJ4IjoxNDgsInkiOjQzfSx7IngiOjAsInkiOjQzfV19DQxv8QAAAfdJREFUeF7t2tFtwjAUhWHoW8aAUWBuVmEEVqC9lS25wU5u7OOUkP+TrIbgOJZ9eoloj4/H43l4U8MwhCNsxVf4CUgQKEgdnz/CMdCMCgUpAgUpAgUpAgUpAgUpAgUpAgUpAgWply82r9drONK53W7hCJ+OCgWpYoVSVBXlWNgGKtQ/O5/P4egvO5+2Gp4xascusgqVulwuv61Wy7V7czqdwtGrqfci6+PpZ1rv5dWlQvV4sP80rZXBrr/f7+FVO1WlkgYqDRKhmlcbCHWYlGNJAzV++F4jVLa4seXE81P9PH3M1PtT14yV+nopA5BqnZeRf+StGSpbAFvc2KY2da7fXB/vGKlcn8jGeCeq+SwKlIXD08Zy5xS8i+DpN9endsFVG7UVXR7Kc3qEyipA2rxqAjZ3r70Fp2S1QKm/3LRNtU1MWy9L7hXDFq/Zm0WBslB42lju3CfaY4DG5BVq/NG2VphyH0O9KO615nw9VPORBmrNMFk1sEWIrWd1WHqvuT6tc03nkntdS7GG8j8Ot16/dXFTPaEzpX72vmKDo6nxvHP26PJQvtcwRZ6NUYZFQTUf/n1FIP6Gm6UbU6oc6ZimZsM9Y5TuX4tAQYp/AYbUal9sYh9eKhTQggoFKQIFKQIFKQIFKQIFKQIFKQIFKQIFKQIFocPhG9WzYs52bG5sAAAAAElFTkSuQmCC)

import numpy as np

X\_pred2=[-0.4,-0.795031,-0.375,0.142857,0.000000,-0.600000,-0.600000,0.117647,0,0,0,1,0,1,0,1,0,0]

X\_pred2=np.array(X\_pred2).reshape(1,-1)

y\_pred2 = clf.predict(X\_pred2)

y\_pred2

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJ0AAAArCAYAAABitYq+AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAABfaVRYdFNuaXBNZXRhZGF0YQAAAAAAeyJjbGlwUG9pbnRzIjpbeyJ4IjowLCJ5IjowfSx7IngiOjE1NywieSI6MH0seyJ4IjoxNTcsInkiOjQ0fSx7IngiOjAsInkiOjQ0fV19pkXBnAAAAfpJREFUeF7t2lFuwjAQRVHoUtgK62YrbINP2pEykrGS2HFmHg3cI1lNg3Es+zFRaM+Px+N5AoR+pp+ADKGDHKGD3Pn5ZzoGJKh0kCN0kCN0kCN0kCN0kCN0kCN0kCN0kFv8cvh6vU5HcW6323SEb0alg1yz0kVUp8ixcHxUun/icrlMR6/sfNlG9IwxOvaItEpn76ey9bENv9/v02+v1l5zZWB6+u65VoTUSpfxMPJpysCM8KB4ixgvW0royrARvLbR6rJUmUaDMzqPrVJCV99WFcGzhfY2x8+v9evpY9ZeX3tPbanvu2XPK+32qgyeLZLfXqytbXyrX6tP7xiluT7Oxojic9sjcj5LhkJnAepptblzEXoXqqdfq8/opmRvZkTgVFIfJOZkBM8WvGy9RkLYutY7Nt7mcZTAGXnoor9G8QUvW5Yt1/JAZgfiaIEzQ6Gz4PS02ty5T6QMwdECZ9IqXX0bVQXOK4xCxLX2jGGBq9+/t/Ip1i8ldMrA+cJ7y/zkb71Wq0/EXLfOqUfEGGtS/wxmvuWWWrMAmNYGtvpFBcmtjdc7571SHyS+NXCuZ/OyN3grxXz416ZAXinM1s1bqkDlmGYkFD1jLF0/A6GDXDN0kQgdjPzLYWCx0gFZqHSQI3SQI3SQI3SQI3SQI3SQI3SQI3QQO51+AW8lYEAcA30bAAAAAElFTkSuQmCC)

import numpy as np

X\_pred3=[0.2,-0.546584,-0.5000,0.571429,1.000000,0.000000,-0.542020,0.117647,1,0,0,0,0,0,0,1,0,0]

X\_pred3=np.array(X\_pred3).reshape(1,-1)

y\_pred3 = clf.predict(X\_pred3)

y\_pred3

Output:
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