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ABSTRACT

Musical chords are fundamental to musical harmony and are named due to their importance. For most people, accurately identifying or naming musical chords is a difficult task requiring high levels of skill. With this in mind, a neural network that aimed to identify musical chord names from their component notes in real-time was programmed in Python using the Keras framework running on the TensorFlow library. Validation accuracy data was obtained after every training session, and manual MIDI inputs were used to obtain response time data. It was found that the current number of training iterations (2,400) provided an insufficient peak validation accuracy of 5.5%, but showed steadily decreasing values of the loss function. A left-tailed T-test for one mean was carried out on 30 randomly selected chords from the dataset and showed that the neural network responded significantly faster than the generally accepted standard of 10 milliseconds for real-time use. Further development of the neural network is recommended to increase validation accuracy. Such a neural network may be implemented on devices or software for the purposes of music education.
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Introduction

Background of the Study

Chords are collections of two or more musical notes, often played together, and are arranged in such a way that they follow the so-called “rules of harmony” (Leino, Brattico, Tervaniemi, & Vurst, 2007). These rules are recognized by humans as a response in the brain that is triggered when they are violated (Leino et al., 2007). Because of this, chords are fundamental to the harmonic integrity of any musical work.

A musical chord is commonly identified by three parameters: root note, chord type, and inversion. The root note serves as a reference point for the other notes which are played in the chord. These other notes are determined by the chord type. The inversion tells which note in the chord is played lowest. For example, a C major chord, 0th inversion has “C” as the root note, and “major” as the chord type. A major chord type includes the 1st (root), major 3rd, and 5th harmonics of the typical Western major scale, and the 0th inversion says that the root note is the bottom note. Thus, the notes of the 0th inversion of a C major chord are C (1st), E (major 3rd), and G (5th), in that order.

Humphrey, Bello, and Cho (n.d.) state that “the general music learning public places a high demand on chord-based representations of popular music” (par. 1). However, complete and accurate determination of these chords by hearing requires the use of both absolute and relative pitch, because chords utilize both an absolute reference point (root note) and a relative configuration of harmonies (chord type).

Absolute pitch is expressed when one can identify a musical note by hearing it, while relative pitch is shown when one can recognize the distances between musical notes (Zatorre, Perry, Beckett, Westbury, & Evans, 1998). While “most trained musicians” (Zatorre et al., 1998) exhibit a mastery of the latter, few of them have absolute pitch.

Absolute pitch is expressed in a low percentage of the human population and acquired through either favorable genes or music training at a young age, or both (Baharloo, Service, Risch, Gitschier, & Freimer, 2000).

Complete chord identification is thus a rare skill found in those with mastery of both absolute and relative pitch, even though chords play an important role in any musical work. An algorithm that automatically identifies chords from individual notes in real time would be a first step towards addressing this problem.

Artificial Neural Networks (ANNs) are computational models that use a layered structure of computational units called neurons in order to learn a certain task. Using mathematical functions, the neural network is able to train itself iteratively through a process called backpropagation until its error rate is significantly low (Nielsen, 2015; Sanderson, 2017). Thus, machine learning modeled through ANNs is designed to be adaptable and simple through self-organization (Daniel, 2013). The machine learns a given input dataset through by mapping an input through a probability distribution into its most probable class (Colina, Perez, & Paraan, 2017).

Objectives of the Study

This study aims to develop a neural network that quickly and correctly identifies common and extended one-root musical chords formed by playing more than two notes on a MIDI input device. Specifically, the program must identify common & extended chords and respond quickly enough to be used in live performance (Stark & Plumbley, 2009). The program must be implemented in programming languages that have MIDI input-output libraries such as pygame for Python and and neural network libraries such as Keras and TensorFlow to facilitate ease of coding.

Significance of the Study

Such application of real-time chord identification would be used in the field of music education, where a low proportion of music students have absolute pitch (Gregersen, Kowalsky, Kohn, & Marvin, 1999) despite their demand for chordal representations of music (Humphrey, Bello, & Cho, n.d., par. 1). These allow said students to learn to identify the chords they are playing more quickly and accurately, and help them develop their senses of relative and absolute pitch. They are also used in situations when musicians need to verify the chords they are playing for correctness, which usually happens when they are learning or composing a musical piece.

While automatic chord identification programs exist, they are either classical algorithm implementations that run on audio inputs in real-time (Fujishima, 1999; Stark & Plumbley, 2009), or neural network implementations that do not aim to run in real-time and do not include chords outside of major and minor triads (Perera & Kodithuwakku, 2005; Osmalskyj, Embrechts, Piérard, & Van Droogenbroeck, 2012; Zhou & Lerch, 2015). Including other chords such as 7ths and extended chords would allow identification of chords from more complex styles of music, such as jazz. The utilization of neural networks to identify extended chords from MIDI signals in real-time is largely unexplored and would provide useful data for future research.

Scope and Limitations

The study aims to create an artificial neural network that identifies both non-extended (“common”) and extended chords within a time limit of 10ms. The dataset comprises of the following chord types only: simple triads (major, minor, aug, dim), dominant extensions (7, 9, 11), major and minor extensions (M7, m7, M9, m9, M11, m11), suspended triads (sus2, sus4), major extensions with suspensions (M7sus2, M7sus4, M9sus2, M9sus4, M11sus2), dominant extensions with suspensions (7sus2, 7sus4, 9sus2, 9sus4, 11sus2), augmented and diminished extensions (aug7, dim7, ø7, aug9, dim9, aug11), and other extensions (mM7, mM9, M6, m6, M6(9), m6(9)).

MIDI commands will be used as inputs to the neural network. Audio datasets are thus not included in the scope of this study. Only 2400 epochs of training were performed due to time constraints.

Literature Review

Chords

Chord structure and naming

Chords are the basis of harmony in music. According to the The Concise Oxford Dictionary of Music, a chord is “any simultaneous combination of notes, but usually of not fewer than 3” (Chord, 2004, p. 147). The name of a chord is dictated by two significant parameters: the root note and the chord type. The root note is a “note from which a chord originates” (Root, 2004, p. 615). It is taken as a reference point from which the chord type is determined. The chord type is also determined by the distances between the notes that comprise it.

Importance of chords amongst musicians

Humphrey, Bello, and Cho (n.d.) state that “the general music learning public places a high demand on chord-based representations of popular music” (par. 1). Websites on the Internet that provide chords for many popular songs exist, but these are generated by a user base of varying levels of skill and are not guaranteed to be correct or accurate.

Role of absolute pitch in chord identification

Identification of musical chords is dependent on absolute pitch, limiting the ability of the general population to identify chords. Absolute pitch is expressed when one can identify a certain musical note by hearing it (Zatorre, Perry, Beckett, Westbury, & Evans, 1998). Absolute pitch is naturally expressed in a low percentage of the human population and can be acquired through either a combination of favorable genes, music training at a young age (Baharloo, Service, Risch, Gitschier, & Freimer, 2000), or a comprehensive ear training course. Complete and accurate determination of these chords by hearing requires the use of absolute pitch, because chords are based on an absolute reference point, the root note (Root, 2004, p. 615).

Previous attempts at chord identification

Fujishima (1999) and Stark & Plumbley (2009) independently made classical algorithms for identifying musical chords from audio inputs in real-time. Both implementations were able to identify chords with a significantly high accuracy. Relatively successful implementations of chord identification using neural networks have also been attempted before, but they do not aim to run in real-time and do not include chords outside major and minor chords (Osmalskyj, Embrechts, Piérard, & Van Droogenbroeck, 2012; Perera & Kodithuwakku, 2005; Zhou & Lerch, 2015). Perera and Kodithuwakku (2015) further note that the use of neural networks to identify chords from MIDI signals is viable; however, none of these researches explore the use of neural networks to identify more complex or extended chords in real-time.

**Artificial Neural Networks (ANNs)**

Neural networks are computational models that use sets of computational units called neurons arranged together in a layered structure. Each neuron in one layer is connected to each neuron in the next layer. Each neuron has a number called its activation, and these activations are passed down the different layers of the neural network. When a neuron receives an activation from the previous layer, it takes on an activation by manipulating the activation passed on to it using a certain mathematical function. In essence, a neural network takes numbers as inputs and gives numbers as outputs (Nielsen, 2015; Sanderson, 2017).

Neural networks are trained to learn which set of outputs are expected for every set of inputs fed to it. This is done by a process called backpropagation. Training is performed for many cycles until the error rate of the neural network becomes significantly low and the accuracy becomes significantly high (Nielsen, 2015; Sanderson, 2017).

*Artificial Neural Networks in the fields of music*

Osmalskyj, Embrechts, Piérard, and Van Droogenbroeck (2012) proposed a feed-forward neural network for identification of recorded guitar chords and other instruments. A twelve-number vector called the Pitch Class Profile served as the input and represented each note in the chord, which the neural network would use to predict the chord. Another previous study suggested the use of deep neural networks to identify cover songs (Stamenovic, 2015). The method aimed to remedy the inability of other methods to study time and audio spectra by using the neural network to extract certain features of the input audio. Artificial Neural Networks have also been used to study patterns in Carnatic Raga classical music (Srimania & Parimalab, 2011).

**Hardware and software**

*Graphics processing unit*

Various pieces of hardware and software were utilized in this research. A GPU or graphics processing unit is a parallel processor (Nickolls, Buck, Garland, & Skadron, 2008) useful for parallel computing applications such as artificial neural network (ANN) simulations and training and is empirically found to be as much as 30 times faster than a regular CPU in these tasks (Colina, Perez & Paraan, 2017).

The NVIDIA GeForce GTX 1070 (“GTX 1070” or “1070”) is a GPU is used by many ANN researches (Colina, Perez, & Paraan, 2017; Kang, Hong, & Park, 2017; Kim, Hong, Nam, & Park, 2017, Zorrilla et al., 2017) and was thus selected for use in this research.

*Software*

Certain pieces of software will be necessary to define the structure of, train, and test the neural network. The neural network libraries necessary include Keras, a library that allows for the prototyping of the neural network on Python; as used by Xie, Zhang, Sapkota, and Yang (2016) in their research; and TensorFlow, as used by Covington, Adams, and Sargin (2016) which allows GPU parallelization (Colina, Perez, & Paraan, 2017) and serves as a backbone to Keras. Use of the GPU depends on NVIDIA CUDA which will be necessary for GPU computations and neural network simulation (Nickolls, Buck, Garland, & Skadron, 2008). Anaconda is a specific distribution of the Python and R programming languages specializing in scientific computing and data processing and will be used in programming the neural network. Finally, pygame (Shinners, 2017) will be installed as it contains facilities for real-time MIDI input. The pygame library is used in the successfully-implemented music platform developed by Cerny, Suthar, and Geselowitz (2013) for user-input MIDI and is therefore viable for use in research work.

Methodology

Process Flowchart
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Procurement of materials

In order to facilitate computations that the neural network will perform, a graphics processing unit or GPU was utilized (Nickolls, Buck, Garland, & Skadron, 2008).

It is useful for parallel computing applications such as artificial neural network (ANN) simulations and training. Colina, Perez, and Paraan (2017) found that the use of a consumer GPU accelerated ANN computation by approximately 30 times when compared to a regular central processing unit. The minimum recommended GPU for research work is the NVIDIA GeForce GTX 1070 (“GTX 1070” or “1070”) (Dettmers, 2017). This GPU is used in many neural network researches and papers (Colina, Perez, & Paraan, 2017; Kang, Hong, & Park, 2017; Kim, Hong, Nam, & Park, 2017, Zorrilla et al., 2017) and was ordered online.

The necessary pieces of software to define the structure of, train, and test the neural network were acquired and installed in one of the researchers’ computers using the methods in mustgoplay (2016), which uses the following components.

Keras (Keras Team, 2018) is a Python-specific neural network library that allows for swift prototyping of ANN structures. Its relative simplicity is well-suited to research. It runs on TensorFlow, a neural networks library for Python.

NVIDIA CUDA & cuDNN are libraries that allow computation on an NVIDIA GPU and ANN simulation on a NVIDIA GPU, respectively.

Anaconda is a specific distribution of the Python and R programming languages for scientific computing and data processing.

PyCharm is a piece of software known as an independent development environment or IDE, which allows the user to write and run code.

Finally, pygame, a Python library for game development, will be installed as it contains provisions for real-time MIDI signal input to Python. This input can be fed to the neural network for chord identification.

Test chord dataset preparation and randomization

A program that makes a full list of chords from the 12 possible root notes and the chosen chord types was then written. The program outputs these chords to a text file that will serve as the input dataset of the ANN. Its training and validation datasets were randomized using a Python script to be detailed in Neural network training, testing, and data collection. The input dataset was split by this script into training and validation datasets with 80% and 20% of the chords respectively (Kolassa, 2015).

Neural network development

An algorithm that takes a current MIDI input and converts it into a format that can be interpreted by the neural network was written. The chords are interpreted by the neural network on a per-note basis (that is, one neuron per note spanning two octaves of 12 notes each for a total of 24 notes). Using the appropriate programming tools in Procurement of materials: Acquisition of programming tools, an artificial neural network whose goal is to identify chords was written in Python using Keras (Keras Team, 2018) and TensorFlow.

Neural network training, testing, and data collection

These processes are iterative by nature and thus proceeded once for every training epoch (one training “pass” through the dataset) of the neural network.

The neural network was trained using the built-in functions of Keras (Keras Team, 2018). During training, the neural network was tested with the chords in the training dataset output by the script in Test chord dataset preparation and randomization. The appropriate data such as training and validation accuracy and losses were recorded. Testing proceeded in an identical manner to training using the validation dataset. After the testing phase, adjustments were automatically made by Keras to the neural network depending on the desired output. The network was trained repeatedly until its validation accuracy stopped significantly increasing.

After training, the response time of the neural network was tested against a generally accepted standard of 10 ms for real-time use using a left-tailed T-test for one mean carried out on 30 randomly selected chords from the dataset. These chords were played manually on a MIDI controller, and response time was recorded using another Python script. The statistical T-test was carried out using R (R Core Team, 2017) and the Rcmdr package (Fox & Bouchet-Valat, 2017).

Results and Discussion

**Validation and training accuracies**

Every neural network is trained by traversing through a training dataset, and each pass through the training dataset is called an “epoch”. After every epoch, the accuracy of the network is tested separately using a different dataset called the validation dataset (Nielsen 2015).

After three training sessions of 800 epochs each, the neural network showed a markedly low peak validation accuracy, or rate of correct predictions on the test dataset, of under 5.5%. Every session of 800 epochs showed stepwise and irregular increases and decreases of validation accuracy before consistently dipping to 0% towards the end of the training session. Below are graphs showing the validation (orange) and training (blue) accuracies of the neural network.
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Figure 1: Training (blue) and validation (orange) accuracies of neural network, epochs 0-800.
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Figure 2: Training (blue) and validation (orange) accuracies of neural network, epochs 800-1600.
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Figure 3: Training (blue) and validation (orange) accuracies of neural network, epochs 1600-2400.

Validation and training losses

The loss function is a special series of mathematical operators that shows how far the neural network is from the correct prediction. As such, lower values are considered favorable (Nielsen 2015).

The same training sessions returned decreasing values of the loss function as the training session proceeded. The training and validation losses consistently decreased in a smooth fashion as expected. Below are graphs showing the validation (orange) and training (blue) losses of the neural network.
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Figure 4: Training (blue) and validation (orange) losses of neural network, epochs 0-800.
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Figure 5: Training (blue) and validation (orange) losses of neural network, epochs 800-1600.

![https://lh6.googleusercontent.com/gSojOAIZDxO9sXNBJPZ271xOv9TDaC9rwMsFrkVHPapV21245yuP-UZldt8Y3eIEUlVicKwl9srON8wc7YpsYzZNDfZslZAMTLQQf98H6VJq1KohUId7JfUxWk6oqeqqnA8Ksg6Q](data:image/png;base64,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)

Figure 6: Training (blue) and validation (orange) losses of neural network, epochs 1600-2400.

Table 7: Results of t-test for one mean on neural network response time

|  |  |
| --- | --- |
| Summary measure | Value |
| Mean, ms | 2.95466667 |
| Mean t-statistic | -17.19 |
| Critical t | -1.699 |
| Null hypothesis outcome | Reject |
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Figure 8: Boxplot of total response times of neural network to MIDI inputs in milliseconds. Note: Null hypothesis is that response time is less than or equal to 10 ms. The program used to make this boxplot does not output units on the x-axis.

The neural network performs atypically in terms of validation and training accuracies. It is expected that the training and validation accuracies would increase as the training proceeds. However, it is behaving as expected in terms of validation and training losses, as they decrease during training (Nielsen, 2015).

Bodik (2018) suggests that this behavior is caused by the input and output formats of the neural network being too complex for the neural network to properly classify input data. This can cause the neural network to underfit, i.e. not be able to adapt to the characteristics of the training data. This is manifested by consistently unfavorable values of validation accuracy. (Nielsen, 2015; Bodik, 2018). It is therefore recommended that steps to reduce this underfitting be taken in the future.

Summary and Conclusion

A neural network that aimed to identify common and extended musical chords in real-time was programmed and did so with a markedly low accuracy. However, its satisfactory response time shows that neural networks may be used in real-time tasks.

Recommendations

The use of a simpler neural network structure and an increase in training time are recommended. Other machine learning algorithms like linear regression may be considered, as the breadth of the dataset is limited (i.e. there are limited combinations of notes for one certain chord).
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**APPENDIX A**

**Latency Testing Dataset**

|  |  |
| --- | --- |
| *Chord played* | *Total time (ms)* |
| A | **1.51** |
| A#m9 | **2.12** |
| Daug | **2.19** |
| Em | **3.05** |
| Dm7 | **2.37** |
| C#M7 | **2.4** |
| G#sus4 | **2.96** |
| G#7 | **2.25** |
| Csus4 | **2.98** |
| Cdim | **3.18** |
| C9sus4 | **2.63** |
| BM9 | **2.7** |
| F#9sus4 | **2.71** |
| B11sus2 | **2.74** |
| FmM7 | **2.77** |
| Am6 | **3.06** |
| D#M6 | **2.8** |
| A#m6 | **2.83** |
| C#dim9 | **2.86** |
| C#11sus2 | **2.88** |
| EM6 | **3.34** |
| F9 | **3.13** |
| F#sus2 | **3.91** |
| GM7sus2 | **3.24** |
| A9sus2 | **3.34** |
| BM7sus2 | **3.72** |
| Bm | **4.16** |
| B7sus4 | **3.72** |
| Baug9 | **3.48** |
| FM11 | **3.61** |

**APPENDIX B**

**Neural Network Training Source Code**

'''

Neural Network Trainer

Initializes and trains the neural network

author: R2\_B09

'''

from keras.models import Sequential, load\_model

from keras.layers import Dense

import keras.callbacks

import numpy as NP

import h5py

import soleil as sol

FIRST\_RUN = False

INPUT\_VALS = NP.load("input\_dataset/samples/database/NP\_INPUT\_NEURON\_VALUES.npy")

OUTPUT\_VALS = NP.load("input\_dataset/samples/database/NP\_OUTPUT\_NEURON\_VALUES.npy")

VALIDATION\_INPUT\_VALS = NP.load("input\_dataset/samples/database/NP\_INPUT\_NEURON\_VALUES\_NOT\_SAMPLE.npy")

VALIDATION\_OUTPUT\_VALS = NP.load("input\_dataset/samples/database/NP\_OUTPUT\_NEURON\_VALUES\_NOT\_SAMPLE.npy")

def splitter():

   VI = VALIDATION\_INPUT\_VALS.tolist()

   VO = VALIDATION\_OUTPUT\_VALS.tolist()

   print(VI, len(VI))

   print(VO, len(VO))

   VI\_TEST = []

   VO\_TEST = []

   VI\_VALI = []

   VO\_VALI = []

   for i in range(len(VI)):

       if i % 2 == 0:

           VI\_VALI.append(VI[i])

           VO\_VALI.append(VO[i])

       else:

           VI\_TEST.append(VI[i])

           VO\_TEST.append(VO[i])

   NP.save("input\_dataset/samples/database/NP\_INPUT\_VALIDATION.npy", NP.array(VI\_VALI))

   NP.save("input\_dataset/samples/database/NP\_INPUT\_TEST.npy", NP.array(VI\_TEST))

   NP.save("input\_dataset/samples/database/NP\_OUTPUT\_VALIDATION.npy", NP.array(VO\_VALI))

   NP.save("input\_dataset/samples/database/NP\_OUTPUT\_TEST.npy", NP.array(VO\_TEST))

def save\_history(mh):

   MODE = 'w' if FIRST\_RUN else 'a'

   with open("models/history/mse.txt", MODE) as ModelHistoryMSE:

        ModelHistoryMSE.write(str(mh.history['mean\_squared\_error']))

   with open("models/history/val\_acc.txt", MODE) as ModelHistoryVA:

       ModelHistoryVA.write(str(mh.history['val\_acc']))

   with open("models/history/val\_loss.txt", MODE) as ModelHistoryVL:

       ModelHistoryVL.write(str(mh.history['val\_loss']))

def checkpoint(verb = 1):

   return keras.callbacks.ModelCheckpoint("models/chord\_identifier.h5", verbose=verb, monitor='val\_acc', save\_best\_only=True, mode='max')

if \_\_name\_\_ == "\_\_main\_\_":

   VALIDATION\_INPUT = NP.load("input\_dataset/samples/database/NP\_INPUT\_VALIDATION.npy")

   VALIDATION\_OUTPUT = NP.load("input\_dataset/samples/database/NP\_OUTPUT\_VALIDATION.npy")

   print('INPUT\_VALS shape: ' + str(NP.shape(INPUT\_VALS)))

   print('INPUT\_VALS shape of each element: ' + str(NP.shape(INPUT\_VALS[0])))

   print('OUTPUT\_VALS shape: ' + str(NP.shape(OUTPUT\_VALS)))

   print('OUTPUT\_VALS shape of each element: ' + str(NP.shape(OUTPUT\_VALS[0])))

   if FIRST\_RUN: # Make a new NN if FIRST\_RUN is true

       chord\_identifier = Sequential()

       chord\_identifier.add(Dense(14, input\_shape = (24,), activation = 'sigmoid'))

       chord\_identifier.add(Dense(2))

       chord\_identifier.add(Dense(2))

       chord\_identifier.add(Dense(14, activation = 'softmax'))

       chord\_identifier.compile(optimizer = 'sgd', loss = 'mean\_squared\_error', metrics = ['mse', 'accuracy'])

       checkpointer = checkpoint()

       callbacks\_list = [checkpointer]

       h = chord\_identifier.fit(INPUT\_VALS, OUTPUT\_VALS, epochs = 800, verbose = 1, validation\_data = (VALIDATION\_INPUT, VALIDATION\_OUTPUT), callbacks=callbacks\_list)

       save\_history(h)

       sol.graph\_from\_History(things\_to\_graph=['acc', 'val\_acc'], MHObject=h, title="Model accuracy", ylabel="Accuracy", xlabel="Epoch", legendlist=['train', 'test'], legendloc = 'upper left')

       sol.graph\_from\_History(things\_to\_graph=['loss', 'val\_loss'], MHObject=h, title="Model losses", ylabel="Loss", xlabel="Epoch", legendlist=['train', 'test'], legendloc = 'upper left')

   else:

       # recall and train NN if FIRST\_RUN is false

       chord\_identifier = keras.models.load\_model("models/chord\_identifier.h5")

       chord\_identifier.compile(optimizer='sgd', loss='mean\_squared\_error', metrics=['mse', 'accuracy'])

       checkpointer = checkpoint()

       h = chord\_identifier.fit(INPUT\_VALS, OUTPUT\_VALS, epochs=1000, verbose=1, validation\_data=(VALIDATION\_INPUT, VALIDATION\_OUTPUT), callbacks=callbacks\_list)

       save\_history(h)

       sol.graph\_from\_History(things\_to\_graph=['acc', 'val\_acc'], MHObject=h, title="Model accuracy", ylabel="Accuracy", xlabel="Epoch", legendlist=['train', 'test'], legendloc = 'upper left')

**APPENDIX C**

**Neural Network Testing Source Code**

'''

Neural Network Tester

Tests the neural network and gives a graph of the results

author: R2\_B09

'''

import timeit

import keras

import numpy as NP

import h5py

import loc\_note\_MIDI

import pygame

from pygame import midi

from pygame.locals import \*

import moira as moi

def check\_gpu():

   from keras import backend as K

   K.tensorflow\_backend.\_get\_available\_gpus()

def NNtest(INPUT, EXPECTED\_OUTPUT, IDENTIFIER):

   '''

   Runs a single NN test pass given input and expected outs as numpy arrays.

   :param EXPECTED\_INPUT: Numpy array for expected input.

   :param EXPECTED\_OUTPUT: Numpy array for expected output.

   :return:

   '''

   # SAFETY NET: If nothing is running through realtime input then pass

   if INPUT is None or len(INPUT) < 24:

       pass

   else:

       \_IN\_ = NP.array(INPUT)

       #print(str(NP.shape(\_IN\_)))

       tick = timeit.default\_timer()

       guess\_np = IDENTIFIER.predict(\_IN\_.reshape(1, 24))

       tock = timeit.default\_timer()

       guess = guess\_np.flatten().tolist()

       #print(guess)

       print("===============================")

       outertick = timeit.default\_timer()

       print("Guessed chord: " + moi.determineChordName(guess, INPUT))

       outertock = timeit.default\_timer()

       print("Time elapsed: " + str(tock - tick))

       print("Time elapsed, including display chord: " + str(tock - tick + outertock - outertick))

       print("===============================")

def realTimeTest(ID):

   '''

   Displays the mappings of the notes currently being played on MIDI and runs them through the NN,

   (kushalbhabra, 2013; Tang, n.d.)

   '''

   # display a list of MIDI devices connected to the computer

   # this function written by Stephen Tang (n.d.), stephentang.io

   def print\_device\_info():

       for i in range(pygame.midi.get\_count()):

           r = pygame.midi.get\_device\_info(i)

           (interf, name, input, output, opened) = r

           in\_out = ""

           if input:

               in\_out = "(input)"

           if output:

               in\_out = "(output)"

           print("%2i: interface: %s, name: %s, opened: %s %s" %

                 (i, interf, name, opened, in\_out))

   pygame.init()

   pygame.fastevent.init()

   event\_get = pygame.fastevent.get

   event\_post = pygame.fastevent.post

   pygame.midi.init()

   print("Available MIDI devices:")

   print\_device\_info()

   MI = int(input("Select device ID: "))  # 2 the default for Project-X99

   '''

   Examples for Project-X99:

   INPUT 2: Komplete Kontrol 1

   INPUT 3: Komplete Kontrol EXT

   INPUT 4: Komplete Kontrol DAW

   '''

   input\_id = MI

   midi\_in = pygame.midi.Input(input\_id)

   pygame.display.set\_caption("midi test")

   screen = pygame.display.set\_mode((400, 300), RESIZABLE, 32)

   print("Initializing realtime poll process.")

   realtime = True

   currentNoteNumbersInChord = []  # Current MIDI note #s in chord

   currentNotesInChord = []        # Binary mapping of notes in chord

   currentNoteNamesInChord = []    # Current note names in chord

   for i in range(24):

       currentNotesInChord.append(0)

   print("initialize:\n", currentNotesInChord, "length:" + str(len(currentNotesInChord)))

   while realtime:

       # pygame event handling

       events = event\_get()

       for e in events:

           if e.type in [QUIT]:

               realtime = False

           if e.type in [KEYDOWN]:

               realtime = False

       if midi\_in.poll():

           midi\_events = midi\_in.read(10)

           # MIDI NOTE ON

           if 0x90 <= midi\_events[0][0][0] <= 0x9F:

               mod = 1

               if len(currentNotesInChord) != 24:

                   print("Error - length of array is not 24! Emergency stop.")

                   realtime = False

                   break

               # Add note number to current note numbers in chord

               currentNoteNumbersInChord.append(midi\_events[0][0][1])

               # Add note to binary list

               root = currentNoteNumbersInChord[0] % 12

               # print("root:", str(root))

               # print("last element of currentNoteNumbersInChord:", currentNoteNumbersInChord[-1])

               # print("current note added:", midi\_events[0][0][1])

               try:

                   currentNotesInChord[(root) + (currentNoteNumbersInChord[-1] - currentNoteNumbersInChord[0])] = 1

               except IndexError:

                   currentNotesInChord[midi\_events[0][0][1] % 12] = 1

               # Add note being played

               currentNoteNamesInChord.append(loc\_note\_MIDI.Loc\_Note\_MIDI.midiNumToNote(midi\_events[0][0][1]))

               #print(currentNotesInChord)

               #print(currentNoteNumbersInChord)

               print(currentNoteNamesInChord)

           # MIDI NOTE OFF

           elif 0x80 <= midi\_events[0][0][0] <= 0x8F:

               print("Purging variables.")

               currentNotesInChord = []

               for i in range(24): currentNotesInChord.append(0)

               currentNoteNumbersInChord = []

               currentNoteNamesInChord = []

           # Aftertouch

           elif 0xD0 <= midi\_events[0][0][0] <= 0xDF:

               pass

           # Something else except aftertouch

           else:

               print("Something else was tinkered.")

               print(midi\_events[0][0][0])

           # Execute NN testing only if there are more than 2 notes playing

           if currentNotesInChord.count(1) > 2:

               NNtest(currentNotesInChord, [], ID)

   print("Exiting.")

   midi\_in.close()

   pygame.midi.quit()

   pygame.quit()

   exit()

if \_\_name\_\_ == "\_\_main\_\_":

   chord\_identifier = keras.models.load\_model("models/chord\_identifier.h5")

   chord\_identifier.compile(optimizer='sgd', loss='mean\_squared\_error', metrics=['mse', 'accuracy'])

   realTimeTest(chord\_identifier)

**APPENDIX D**

**Accuracy Graph Source Code**

'''

Summative Output Landscaper

Outputs a graph of the parameter and training / validation data passed to it.

author: R2\_B09

'''

import matplotlib.pyplot as plt

def graph\_from\_History(things\_to\_graph, MHObject, title=None, ylabel=None, xlabel=None, legendlist=None, legendloc='upper left'):

   for i in range(len(things\_to\_graph)):

       plt.plot(MHObject.history[things\_to\_graph[i]])

   plt.title(title)

   plt.ylabel(ylabel)

   plt.xlabel(xlabel)

   plt.legend(legendlist, loc=legendloc)

   plt.show()

**APPENDIX E**

**NN Output Interpreter Source Code**

'''

Mediating Output Interpreter for Real-time Analysis

Converts the numerical outputs of the neural network into a chord name.

author: R2\_B09

'''

import math

import numpy as NP

UPPER\_BOUNDS = [0.08, 0.16, 0.24, 0.32, 0.40, 0.48, 0.56, 0.64, 0.72, 0.80, 0.88, 0.96]

NOTES        = ['C', 'C#', 'D',  'D#', 'E', 'F', 'F#', 'G',  'G#', 'A', 'A#', 'B']

def softmax(x, verbose=False):

   x\_exp = [math.exp(i) for i in x]

   #print([round(i, 2) for i in x\_exp])

   sum\_x\_exp = sum(x\_exp)

   #print(round(sum\_x\_exp, 2))

   soft\_max = [round(i / sum\_x\_exp, 3) for i in x\_exp]

   if verbose:

       print(soft\_max)

   return soft\_max

def determineNote(NEURON\_0\_VALUE):

   #print(NEURON\_0\_VALUE)

   if NEURON\_0\_VALUE < 0.08:

       return 'C'

   else:

       for i in range(1, 12):

           if UPPER\_BOUNDS[i - 1] < NEURON\_0\_VALUE <= UPPER\_BOUNDS[i]:

               return NOTES[i]

           elif NEURON\_0\_VALUE >= 0.96:

               return "B"

def determineChordName(outputs, inputs, verbose=False) -> str:

   # Access the expected outputs for the inputs

   possible\_expected\_outputs = NP.load("input\_dataset/samples/database/NP\_ALL\_EXPECTED\_OUTPUTS.npy")

   possible\_expected\_inputs = NP.load("input\_dataset/samples/database/NP\_ALL\_EXPECTED\_INPUTS.npy")

   comparator\_of\_expected\_inputs\_index = -1

   ips = NP.array(inputs)

   if verbose:

       print("possible\_expected\_inputs: " + str(possible\_expected\_inputs))

   # Check which index of inputs corresponds to the given inputs

   for i in range(len(possible\_expected\_inputs)):

       if possible\_expected\_inputs[i][0] == ips[0]:

           if NP.array\_equal(possible\_expected\_inputs[i], ips):

               comparator\_of\_expected\_inputs\_index = i

               break

   # Access the corresponding outputs

   expected\_outputs = possible\_expected\_outputs[comparator\_of\_expected\_inputs\_index]

   if verbose:

       print(expected\_outputs)

   # Main determine chord name routine

   rn = float(outputs[0])

   softmax\_in = []

   for i in range(1, len(expected\_outputs)):

       softmax\_in.append(expected\_outputs[i])

   ROOT\_NOTE = determineNote(rn)

   if verbose:

       print(ROOT\_NOTE)

   chord\_modifiers = ""

   soft\_max\_expected = [0]

   soft\_max\_expected.extend(softmax(softmax\_in, verbose))

   for output\_neuron in range(1, len(outputs)):

       if outputs[output\_neuron] >= soft\_max\_expected[output\_neuron]:             # The number contained is 1

           if output\_neuron == 1:                  # The index is some value

               chord\_modifiers += "maj"

           elif output\_neuron == 2:

               chord\_modifiers += "min"

           elif output\_neuron == 7 and outputs[2] == 1 and outputs[9] == 1:

               chord\_modifiers += "o"

           elif output\_neuron == 3:

               chord\_modifiers += "aug"

           elif output\_neuron == 4:

               chord\_modifiers += "dim"

           else:

               pass

   for output\_neuron in range(1, len(outputs)):

       if outputs[output\_neuron] >= soft\_max\_expected[output\_neuron]:

           if output\_neuron == 8:

               chord\_modifiers += "6"

           elif output\_neuron == 9:

               chord\_modifiers += "7"

           elif output\_neuron == 10:

               chord\_modifiers += "9"

           elif output\_neuron == 11:

               chord\_modifiers += "11"

           elif output\_neuron == 12:

               chord\_modifiers += "maj7"

           else:

               pass

   for output\_neuron in range(1, len(outputs)):

       if outputs[output\_neuron] >= soft\_max\_expected[output\_neuron]:

           if output\_neuron == 13:

               chord\_modifiers += "(9)"

           elif output\_neuron == 5:

               chord\_modifiers += "sus2"

           elif output\_neuron == 6:

               chord\_modifiers += "sus4"

           elif output\_neuron == 7 and outputs[2] == 1 and outputs[9] == 1:

               chord\_modifiers = "o7"

           else:

               pass

   return ROOT\_NOTE + chord\_modifiers

**APPENDIX F**

**Dataset Initiation Source Code**

'''

Dataset Initiation Algorithm for Nominal Note Extrapolation

MAIN FILE:

Initializes a dataset from a given set of possible notes and chord types.

author: R2\_B09

'''

import chord

import ChordTypes

import Note

import scale

chordsFile = None

chordObjectsList = []

chordsList = []

chordAbsolutePositionsList = []

subsetChordObjectsList = []

subsetChordsList = []

def generateChords():

   '''

   Constructs all possible chord objects as defined in ChordTypes.py and Note.py

   :return: Void

   '''

   for rootNote in scale.TWELVE\_NOTE\_SCALE:

       for chordType in scale.CHORD\_TYPES:

           chordObjectsList.append(chord.Chord(rootNote, chordType))

   for a in range(len(chordObjectsList)):

       chordname = chordObjectsList[a].\_\_repr\_\_() + " "

       chordpat = chordObjectsList[a].getPattern()

       chordap = chordObjectsList[a].getAbsoluteNotePattern()

       chordsList.append(chordname + chordpat + "  " + chordap)

       #chordsList.append(chordname)

def writeToChordsFile():

   '''

   Writes list of chords to an output text file.

   :return: Void

   '''

   for i in chordsList:

       print(i)

   with open("../input\_dataset.txt", 'w') as chordsFile:

       for i in chordsList:

           chordsFile.write(i)

           chordsFile.write("\n")

       chordsFile.write("\n\n\n" + "Number of chords: " + str(len(chordsList)))

   print("Written " + str(len(chordsList)) + " chords to file.")

# Main thread

if \_\_name\_\_ == "\_\_main\_\_":

   generateChords()

   writeToChordsFile()

**APPENDIX G**

**Dataset Initiation Source Code: Note Enumeration**

'''

Dataset Initiation Algorithm for Nominal Note Extrapolation

NOTE ENUMERATION:

Contains representations of the 12 possible notes in the Western musical scale.

author: R2\_B09

'''

from enum import Enum

class Note(Enum):

   C    = 1

   C\_SHARP = 2

   D    = 3

   D\_SHARP = 4

   E    = 5

   F    = 6

   F\_SHARP = 7

   G    = 8

   G\_SHARP = 9

   A    = 10

   A\_SHARP = 11

   B    = 12

   def noteToString(n):

       if n == Note.C:

           return "C"

       elif n == Note.C\_SHARP:

           return "C#"

       elif n == Note.D:

           return "D"

       elif n == Note.D\_SHARP:

           return "D#"

       elif n == Note.E:

           return "E"

       elif n == Note.F:

           return "F"

       elif n == Note.F\_SHARP:

           return "F#"

       elif n == Note.G:

           return "G"

       elif n == Note.G\_SHARP:

           return "G#"

       elif n == Note.A:

           return "A"

       elif n == Note.A\_SHARP:

           return "A#"

       elif n == Note.B:

           return "B"

       else:

           return "X"

   def stringToNote(n):

       if n == 'C':

           return Note.C

       elif n == 'C#':

           return Note.C\_SHARP

       elif n == 'D':

           return Note.D

       elif n == 'D#':

           return Note.D\_SHARP

       elif n == 'E':

           return Note.E

       elif n == 'F':

           return Note.F

       elif n == 'F#':

           return Note.F\_SHARP

       elif n == 'G':

           return Note.G

       elif n == 'G#':

           return Note.G\_SHARP

       elif n == 'A':

           return Note.A

       elif n == 'A#':

           return Note.A\_SHARP

       elif n == 'B':

           return Note.B

       else:

           return None

**APPENDIX H**

**Dataset Initiation Source Code: Chord Type Enumeration**

'''

Dataset Initiation Algorithm for Nominal Note Extrapolation

CHORD TYPE ENUMERATION:

Contains enumeration of chord types with relative chromatic mappings. (Root = 1). Also contains a representation method.

author: R2\_B09

'''

from enum import Enum

NUMBER\_OF\_CHORD\_TYPES = 37

NUMBER\_OF\_CHORDS = 12 \* NUMBER\_OF\_CHORD\_TYPES

'''

NOTE    C C#   D D# E    F F# G G#    A A# B

#NUM    1 2   3 4 5    6 7 8 9     10 11 12

       13 14   15 16 17   18 19 20 21    22 23 24

'''

class ChordTypes(Enum):

   # Triads

   MAJOR           = (1, 5, 8)

   MINOR           = (1, 4, 8)

   AUGMENTED       = (1, 5, 9)

   DIMINISHED      = (1, 4, 7)

   SUS2            = (1, 3, 8)

   SUS4            = (1, 6, 8)

   # 7-based

   MAJOR\_7         = (1, 5, 8, 12)

   MINOR\_7         = (1, 4, 8, 11)

   DOMINANT\_7      = (1, 5, 8, 11)

   AUG\_7           = (1, 5, 9, 11)

   DIM\_7           = (1, 4, 7, 10)

   HALF\_DIM        = (1, 4, 7, 11)

   MAJOR\_7\_SUS2    = (1, 3, 8, 12)

   MAJOR\_7\_SUS4    = (1, 6, 8, 12)

   DOM\_7\_SUS2      = (1, 3, 8, 11)

   DOM\_7\_SUS4      = (1, 6, 8, 11)

   # 9-based

   MAJOR\_9         = (1, 5, 8, 12, 15)

   MINOR\_9         = (1, 4, 8, 11, 15)

   DOMINANT\_9      = (1, 5, 8, 11, 15)

   AUG\_9           = (1, 5, 9, 11, 15)

   DIM\_9           = (1, 4, 7, 10, 15)

   MAJOR\_9\_SUS2    = (1, 3, 8, 12, 15)

   MAJOR\_9\_SUS4    = (1, 6, 8, 12, 15)

   DOM\_9\_SUS2      = (1, 3, 8, 11, 15)

   DOM\_9\_SUS4      = (1, 6, 8, 11, 15)

   # 11-based

   MAJOR\_11        = (1, 5, 8, 12, 15, 18)

   MINOR\_11        = (1, 4, 8, 11, 15, 18)

   DOMINANT\_11     = (1, 5, 8, 11, 15, 18)

   AUG\_11          = (1, 5, 9, 11, 15, 18)

   MAJOR\_11\_SUS2   = (1, 3, 8, 12, 15, 18)

   DOM\_11\_SUS2     = (1, 3, 8, 11, 15, 18)

   # Special

   MIN\_MAJ\_7       = (1, 4 ,8, 12)

   MIN\_MAJ\_7\_9     = (1, 4, 8, 12, 15)

   MAJ\_6           = (1, 5, 8, 10)

   MIN\_6           = (1, 4, 8, 10)

   MAJ\_6\_9         = (1, 5, 8, 10, 15)

   MIN\_6\_9         = (1, 4, 8, 10, 15)

   def chordTypeToString(ct):

       if ct == ChordTypes.MAJOR:

           return "maj"

       elif ct == ChordTypes.MINOR:

           return "min"

       elif ct == ChordTypes.AUGMENTED:

           return "aug"

       elif ct == ChordTypes.DIMINISHED:

           return "dim"

       elif ct == ChordTypes.SUS2:

           return "sus2"

       elif ct == ChordTypes.SUS4:

           return "sus4"

       elif ct == ChordTypes.MAJOR\_7:

           return "M7"

       elif ct == ChordTypes.MINOR\_7:

           return "m7"

       elif ct == ChordTypes.DOMINANT\_7:

           return "7"

       elif ct == ChordTypes.AUG\_7:

           return "aug7"

       elif ct == ChordTypes.DIM\_7:

           return "dim7"

       elif ct == ChordTypes.HALF\_DIM:

           return "o7"

       elif ct == ChordTypes.MAJOR\_7\_SUS2:

           return "M7sus2"

       elif ct == ChordTypes.MAJOR\_7\_SUS4:

           return "M7sus4"

       elif ct == ChordTypes.DOM\_7\_SUS2:

           return "7sus2"

       elif ct == ChordTypes.DOM\_7\_SUS4:

           return "7sus4"

       elif ct == ChordTypes.MAJOR\_9:

           return "M9"

       elif ct == ChordTypes.MINOR\_9:

           return "m9"

       elif ct == ChordTypes.DOMINANT\_9:

           return "9"

       elif ct == ChordTypes.AUG\_9:

           return "aug9"

       elif ct == ChordTypes.DIM\_9:

           return "dim9"

       elif ct == ChordTypes.MAJOR\_9\_SUS2:

           return "M9sus2"

       elif ct == ChordTypes.MAJOR\_9\_SUS4:

           return "M9sus4"

       elif ct == ChordTypes.DOM\_9\_SUS2:

           return "9sus2"

       elif ct == ChordTypes.DOM\_9\_SUS4:

           return "9sus4"

       elif ct == ChordTypes.MAJOR\_11:

           return "M11"

       elif ct == ChordTypes.MINOR\_11:

           return "m11"

       elif ct == ChordTypes.DOMINANT\_11:

           return "11"

       elif ct == ChordTypes.AUG\_11:

           return "aug11"

       elif ct == ChordTypes.MAJOR\_11\_SUS2:

           return "M11sus2"

       elif ct == ChordTypes.DOM\_11\_SUS2:

           return "11sus2"

       elif ct == ChordTypes.MIN\_MAJ\_7:

           return "mM7"

       elif ct == ChordTypes.MIN\_MAJ\_7\_9:

           return "mM7(9)"

       elif ct == ChordTypes.MAJ\_6:

           return "M6"

       elif ct == ChordTypes.MIN\_6:

           return "m6"

       elif ct == ChordTypes.MAJ\_6\_9:

           return "M6(9)"

       elif ct == ChordTypes.MIN\_6\_9:

           return "m6(9)"

       else:

           return "XC"

**APPENDIX I**

**Dataset Initiation Source Code: Chord Class**

'''

Dataset Initiation Algorithm for Nominal Note Extrapolation

CHORD CLASS: Python class representing a chord.

author: R2\_B09

'''

import Note

import ChordTypes

import scale

class Chord():

   rootNote = None

   type = None

   scaleNotes = []

   pattern = []

   def \_\_init\_\_(self, r, t):

       '''

       Constructor for chord class.

       :param r: Note n.

       :param t: ChordTypes t from enum.

       '''

       self.rootNote = r

       self.type = t

       self.scaleNotes = []

       self.pattern = []

       self.absolutePositionNotes = []

       noteNum = r.value

       # Notes of the scale this chord is in

       for note in range(noteNum - 1, noteNum + 23):

           self.scaleNotes.append(Note.Note.noteToString(scale.TWELVE\_NOTE\_SCALE[note % 12]))

       for i in range(len(self.type.value)):

           self.pattern.append(self.scaleNotes[self.type.value[i] - 1])

           #print("Added " + self.scaleNotes[self.type.value[i] - 1] + " to pattern")

           #self.absolutePositionNotes.append(scale.NOTE\_ABSOLUTE\_POSITIONS[Note.Note.stringToNote(self.pattern[i])])

       # Append the indeces of the notes in the chord from self.scaleNotes

       self.scaleNotesSelection = 0

       self.patternSelection = 0

       while self.scaleNotesSelection < 24 and self.patternSelection < len(self.pattern):

           #print('Checking self.pattern', self.patternSelection)

           if self.scaleNotes[self.scaleNotesSelection] == self.pattern[self.patternSelection]:

               self.absolutePositionNotes.append(24 if (self.scaleNotesSelection + noteNum == 24) else (self.scaleNotesSelection + noteNum) % 24)

               self.patternSelection += 1

           self.scaleNotesSelection += 1

   def getPattern(self):

       '''

       Returns a list of notes in the chord.

       '''

       s = ""

       for n in self.pattern:

           s += (n + " ")

       return s

   def getAbsoluteNotePattern(self):

       '''

       Returns the numerical representations of the notes in the chord

       (C = 1, B = 12)

       '''

       s = ""

       for n in self.absolutePositionNotes:

           s += (str(n) + " ")

       return s

   def \_\_repr\_\_(self):

       return Note.Note.noteToString(self.rootNote) + ChordTypes.ChordTypes.chordTypeToString(self.type)

**APPENDIX J**

**Dataset Initiation Source Code: Scale List**

'''

Dataset Initiation Algorithm for Nominal Note Extrapolation

SCALE LIST: Contains the scale, a configuration of notes. Also contains a list of defined ChordTypes.

author: R2\_B09

'''

import Note

import ChordTypes

TWELVE\_NOTE\_SCALE = (Note.Note.C, Note.Note.C\_SHARP, Note.Note.D, Note.Note.D\_SHARP, Note.Note.E, Note.Note.F, Note.Note.F\_SHARP, Note.Note.G, Note.Note.G\_SHARP, Note.Note.A, Note.Note.A\_SHARP, Note.Note.B)

NOTE\_ABSOLUTE\_POSITIONS = {Note.Note.C: 1, Note.Note.C\_SHARP: 2, Note.Note.D: 3, Note.Note.D\_SHARP: 4, Note.Note.E: 5, Note.Note.F: 6, Note.Note.F\_SHARP: 7, Note.Note.G: 8, Note.Note.G\_SHARP: 9, Note.Note.A: 10, Note.Note.A\_SHARP: 11, Note.Note.B: 12}

CHORD\_TYPES = (

ChordTypes.ChordTypes.MAJOR,

ChordTypes.ChordTypes.MINOR,

ChordTypes.ChordTypes.AUGMENTED,

ChordTypes.ChordTypes.DIMINISHED,

ChordTypes.ChordTypes.SUS2,

ChordTypes.ChordTypes.SUS4,

ChordTypes.ChordTypes.MAJOR\_7,

ChordTypes.ChordTypes.MINOR\_7,

ChordTypes.ChordTypes.DOMINANT\_7,

ChordTypes.ChordTypes.AUG\_7,

ChordTypes.ChordTypes.DIM\_7,

ChordTypes.ChordTypes.HALF\_DIM,

ChordTypes.ChordTypes.MAJOR\_7\_SUS2,

ChordTypes.ChordTypes.MAJOR\_7\_SUS4,

ChordTypes.ChordTypes.DOM\_7\_SUS2,

ChordTypes.ChordTypes.DOM\_7\_SUS4,

ChordTypes.ChordTypes.MAJOR\_9,

ChordTypes.ChordTypes.MINOR\_9,

ChordTypes.ChordTypes.DOMINANT\_9,

ChordTypes.ChordTypes.AUG\_9,

ChordTypes.ChordTypes.DIM\_9,

ChordTypes.ChordTypes.MAJOR\_9\_SUS2,

ChordTypes.ChordTypes.MAJOR\_9\_SUS4,

ChordTypes.ChordTypes.DOM\_9\_SUS2,

ChordTypes.ChordTypes.DOM\_9\_SUS4,

ChordTypes.ChordTypes.MAJOR\_11,

ChordTypes.ChordTypes.MINOR\_11,

ChordTypes.ChordTypes.DOMINANT\_11,

ChordTypes.ChordTypes.AUG\_11,

ChordTypes.ChordTypes.MAJOR\_11\_SUS2,

ChordTypes.ChordTypes.DOM\_11\_SUS2,

ChordTypes.ChordTypes.MIN\_MAJ\_7,

ChordTypes.ChordTypes.MIN\_MAJ\_7\_9,

ChordTypes.ChordTypes.MAJ\_6,

ChordTypes.ChordTypes.MIN\_6,

ChordTypes.ChordTypes.MAJ\_6\_9,

ChordTypes.ChordTypes.MIN\_6\_9

**APPENDIX K**

**Dataset Initiation Source Code: Sampler**

'''

Dataset Initiation Algorithm for Nominal Note Extrapolation

SAMPLER: Makes a stratified random sample from the initialized dataset.

author: R2\_B09

'''

import scale

import chord

import ChordTypes

import random

import numpy as NP

listOfChordsOfChordTypes = []

listOfChords = []

sampleChords = []

flatSampleChords = []

notInTheSample = []

ct = []

SAMPLE\_SIZE\_G = 7

INPUTS = "../input\_dataset\_binaries.txt"

OUTPUTS = "../input\_dataset\_output\_binaries.txt"

SAMPLE\_FILE = "../samples/sample\_one.txt"

def chordgen():

   for rootNote in scale.TWELVE\_NOTE\_SCALE:

       for chordType in scale.CHORD\_TYPES:

           listOfChords.append(chord.Chord(rootNote, chordType))

   print(listOfChords)

def output\_array\_to\_file(in\_sample, out\_sample, in\_notsample, out\_notsample):

   IS\_FP = "../samples/database/NP\_INPUT\_NEURON\_VALUES.npy"

   OS\_FP = "../samples/database/NP\_OUTPUT\_NEURON\_VALUES.npy"

   INS\_FP = "../samples/database/NP\_INPUT\_NEURON\_VALUES\_NOT\_SAMPLE.npy"

   ONS\_FP = "../samples/database/NP\_OUTPUT\_NEURON\_VALUES\_NOT\_SAMPLE.npy"

   NP.save(IS\_FP, in\_sample)

   NP.save(OS\_FP, out\_sample)

   NP.save(INS\_FP, in\_notsample)

   NP.save(ONS\_FP, out\_notsample)

   print("numpy array save complete.")

def sample(SAMPLE\_SIZE):

   # Makes list of list of chords. The top level list is broken down into lists of chords grouped by type

   for type in range(0, ChordTypes.NUMBER\_OF\_CHORD\_TYPES):

       listOfChordsOfChordTypes.append([])

       for chord in range(0, ChordTypes.NUMBER\_OF\_CHORDS, ChordTypes.NUMBER\_OF\_CHORD\_TYPES):

           listOfChordsOfChordTypes[type].append(listOfChords[chord + type])

   print(listOfChordsOfChordTypes)

   print(len(listOfChordsOfChordTypes))

   for ctListIndex in range(len(listOfChordsOfChordTypes)):

       #for r in range(SAMPLE\_SIZE):

       sampleChords.append(random.sample(listOfChordsOfChordTypes[ctListIndex], SAMPLE\_SIZE))

   flatSampleChords = [\_chord\_ for \_chordList\_ in sampleChords for \_chord\_ in \_chordList\_]

   for c in listOfChords:

       if c not in flatSampleChords:

           notInTheSample.append(c)

   print("sample chords:", sampleChords)

   print("flat list:", flatSampleChords)

   print("not in the sample:", notInTheSample)

   printEqualElements(flatSampleChords, notInTheSample)

   print("Sample size:", str(len(flatSampleChords)), "(" , str(ChordTypes.NUMBER\_OF\_CHORD\_TYPES), "chord types \*", SAMPLE\_SIZE, "chords per type)")

   print(4 \* '\n')

   # ===============================================================================

   # WRITING SUBROUTINE

   inputs\_file = open(INPUTS, 'r')

   outputs\_file = open(OUTPUTS, 'r')

   inputs\_file\_contents = [i.strip().split() for i in inputs\_file]

   outputs\_file\_contents = [i.strip().split() for i in outputs\_file]

   INPUT\_NEURON\_VALUES = []

   OUTPUT\_NEURON\_VALUES = []

   INPUT\_NEURON\_VALUES\_NOT\_SAMPLE = []

   OUTPUT\_NEURON\_VALUES\_NOT\_SAMPLE = []

   temp1 = []

   temp2 = []

   print(inputs\_file\_contents)

   print(len(inputs\_file\_contents))

   print(outputs\_file\_contents)

   print(len(outputs\_file\_contents))

   print()

   with open(SAMPLE\_FILE, 'w') as sampleFile:

       counter = 0

       print(len(flatSampleChords))

       for sampleChord in range(len(flatSampleChords)):

           for inputs\_index in range(len(inputs\_file\_contents)):

               # print(inputs\_file\_contents[inputs\_index][0])

               # print(flatSampleChords[sampleChord].\_\_repr\_\_())

               if inputs\_file\_contents[inputs\_index][0] == flatSampleChords[sampleChord].\_\_repr\_\_():

                   counter += 1

                   print(counter)

                   # Name of the chord

                   print(flatSampleChords[sampleChord], end=" ")

                   sampleFile.write(flatSampleChords[sampleChord].\_\_repr\_\_() + " ")

                   # Input representation of the chord as a 24-number list

                   print("INPUTS:", end=" ")

                   sampleFile.write("INPUTS: ")

                   for i in range(1, len(inputs\_file\_contents[inputs\_index])):

                       # Print the value for bug fixing

                       print(inputs\_file\_contents[inputs\_index][i], end=" ")

                       # Append the value to be written to the file to the numpy array

                       temp1.append(inputs\_file\_contents[inputs\_index][i])

                       # Write the value to the file

                       sampleFile.write(inputs\_file\_contents[inputs\_index][i] + " ")

                   INPUT\_NEURON\_VALUES.append(temp1)

                   temp1 = []

                   # Output representation of the chord as a 14-number list

                   print("OUTPUTS:", end=" ")

                   sampleFile.write("OUTPUTS: ")

                   for k in range(1, len(outputs\_file\_contents[inputs\_index])):

                       # Print the value for bug fixing

                       print(outputs\_file\_contents[inputs\_index][k], end=" ")

                       # Append the value to be written to the file to the numpy array

                       temp2.append(outputs\_file\_contents[inputs\_index][k])

                       # Write the value to the file

                       sampleFile.write(outputs\_file\_contents[inputs\_index][k] + " ")

                   OUTPUT\_NEURON\_VALUES.append(temp2)

                   temp2 = []

                   print()

                   sampleFile.write("\n")

       print("\nNOT IN THE SAMPLE\n")

       sampleFile.write("\nNOT IN THE SAMPLE\n")

       for sampleChord in range(len(notInTheSample)):

           for inputs\_index in range(len(inputs\_file\_contents)):

               # print(inputs\_file\_contents[inputs\_index][0])

               # print(flatSampleChords[sampleChord].\_\_repr\_\_())

               if inputs\_file\_contents[inputs\_index][0] == notInTheSample[sampleChord].\_\_repr\_\_():

                   counter += 1

                   print(counter)

                   print(notInTheSample[sampleChord], end=" ")

                   sampleFile.write(notInTheSample[sampleChord].\_\_repr\_\_() + " ")

                   print("INPUTS:", end=" ")

                   sampleFile.write("INPUTS: ")

                   for i in range(1, len(inputs\_file\_contents[inputs\_index])):

                       print(inputs\_file\_contents[inputs\_index][i], end=" ")

                       # Append the value to be written to the file to the numpy array

                       temp1.append(inputs\_file\_contents[inputs\_index][i])

                       sampleFile.write(inputs\_file\_contents[inputs\_index][i] + " ")

                   INPUT\_NEURON\_VALUES\_NOT\_SAMPLE.append(temp1)

                   temp1 = []

                   print("OUTPUTS:", end=" ")

                   sampleFile.write("OUTPUTS: ")

                   for k in range(1, len(outputs\_file\_contents[inputs\_index])):

                       print(outputs\_file\_contents[inputs\_index][k], end=" ")

                       # Append the value to be written to the file to the numpy array

                       temp2.append(outputs\_file\_contents[inputs\_index][k])

                       sampleFile.write(outputs\_file\_contents[inputs\_index][k] + " ")

                   OUTPUT\_NEURON\_VALUES\_NOT\_SAMPLE.append(temp2)

                   temp2 = []

                   print()

                   sampleFile.write("\n")

       # print(INPUT\_NEURON\_VALUES)

       # print(OUTPUT\_NEURON\_VALUES)

       # print(INPUT\_NEURON\_VALUES\_NOT\_SAMPLE)

       # print(OUTPUT\_NEURON\_VALUES\_NOT\_SAMPLE)

       # Make numpy arrays of the sample

       # print(len(INPUT\_NEURON\_VALUES))

       # print(len(OUTPUT\_NEURON\_VALUES))

       # print(len(INPUT\_NEURON\_VALUES\_NOT\_SAMPLE))

       # print(len(OUTPUT\_NEURON\_VALUES\_NOT\_SAMPLE))

       NP\_INPUT\_NEURON\_VALUES = NP.asarray(INPUT\_NEURON\_VALUES)

       NP\_OUTPUT\_NEURON\_VALUES = NP.asarray(OUTPUT\_NEURON\_VALUES)

       NP\_INPUT\_NEURON\_VALUES\_NOT\_SAMPLE = NP.asarray(INPUT\_NEURON\_VALUES\_NOT\_SAMPLE)

       NP\_OUTPUT\_NEURON\_VALUES\_NOT\_SAMPLE = NP.asarray(OUTPUT\_NEURON\_VALUES\_NOT\_SAMPLE)

       print("-------------------------------------")

       print("NUMPY ARRAYS")

       print("-------------------------------------")

       print()

       print("NP\_INPUT\_NEURON\_VALUES")

       print(NP\_INPUT\_NEURON\_VALUES)

       print()

       print("NP\_OUTPUT\_NEURON\_VALUES")

       print(NP\_OUTPUT\_NEURON\_VALUES)

       print()

       print("NP\_INPUT\_NEURON\_VALUES\_NOT\_SAMPLE")

       print(NP\_INPUT\_NEURON\_VALUES\_NOT\_SAMPLE)

       print()

       print("NP\_OUTPUT\_NEURON\_VALUES\_NOT\_SAMPLE")

       print(NP\_OUTPUT\_NEURON\_VALUES\_NOT\_SAMPLE)

       print("-------------------------------------")

       # Outputs sample arrays to h5

       output\_array\_to\_file(NP\_INPUT\_NEURON\_VALUES.astype(float), NP\_OUTPUT\_NEURON\_VALUES.astype(float), NP\_INPUT\_NEURON\_VALUES\_NOT\_SAMPLE.astype(float), NP\_OUTPUT\_NEURON\_VALUES\_NOT\_SAMPLE.astype(float))

def anyTwoElementsEqual(CBL, CL):

   for i in range(len(CBL)):

       for j in range(i + 1, len(CBL)):

           if CBL[i] == CBL[j]:

               print(CL[i][0], "and", CL[j][0])

               return True

   return False

def printEqualElements(CBL, CL):

   if not anyTwoElementsEqual(CBL, CL):

       print("No elements of the two lists are the same.")

   else:

       ee = []

       for i in range(len(CBL)):

           for j in range(i + 1, len(CBL)):

               if CBL[i] == CBL[j]:

                   print(CL[i][0], "and", CL[j][0])

                   ee.append(CL[i][0])

                   ee.append(CL[j][0])

       print(len(ee) // 2)

# =============== MAIN THREAD ===============

chordgen()

if SAMPLE\_SIZE\_G < 12:

   sample(SAMPLE\_SIZE\_G)

   #writeSampleToFile(flatSampleChords, notInTheSample)

else:

   print("Sample invalid.")

**APPENDIX L**

**Dataset Interpreter Source Code**

'''

Neural Array Dataset Interpreter for Note Extrapolates

MAIN: Converts chord input file to data that can be interpreted by the ANN.

author: R2\_B09

'''

import sys

import loc\_note\_MIDI

import pygame

from pygame import midi

from pygame.locals import \*

sys.path.insert(0, "../Dianne/")

INPUT\_FILE = "../input\_dataset.txt"

NUM\_CHORDS = 444

outputFile = None

chordsList = []

chordTypesList = []

chordObjectsList = []

chordPossList = []

chordBoolsList = []

def chordmap(input\_file, WRITE\_TO\_OUTPUT\_FILE):

   # STEP 1: MAKE LIST OF CHORDS

   input\_notes = open(INPUT\_FILE)

   #chordsList, chordTypesList = [i.strip().split(' ') for i in input\_notes]

   chordsList = ([i.strip().split() for i in input\_notes])

   for i in range(4):

       chordsList.pop()

   print(chordsList)

   print(len(chordsList))

   # STEP 2: MAKE LIST OF POSITIONS

   for chord in chordsList:

       # Numbers at which chord notes are (1 = C, 2 = C#...)

       chord\_notes = []

       for s in chord:

           try:

               # Try converting the string to a number

               num = int(s)

               # Append the positions

               chord\_notes.append(num)

           except:

               # Go to next element if the string can't be converted to a number

               pass

       chordPossList.append(chord\_notes)

   print(chordPossList)

   print(len(chordPossList))

   # STEP 3: MAKE LIST OF BINARY POSITIONS

   for \_set\_ in range(len(chordPossList)):

       poss = []

       # Put a 1 or 0 in the position

       for i in range(24):

           if (i + 1) in chordPossList[\_set\_]:

               poss.append(1)

           else:

               poss.append(0)

       chordBoolsList.append(poss)

   print(chordBoolsList)

   print(len(chordBoolsList))

   if WRITE\_TO\_OUTPUT\_FILE:

       writeToChordsFile(chordsList, chordBoolsList)

def writeToChordsFile(CL, CBL):

   SPACE\_LENGTH = 10

   try:

       with open("../input\_dataset\_binaries.txt", 'w') as chordsFile:

           for i in range(len(CL)):

               chordsFile.write(CL[i][0] + ((SPACE\_LENGTH - len(CL[i][0])) \* " "))

               for j in range(24):

                   chordsFile.write(str(CBL[i][j]) + " ")

               chordsFile.write("\n")

   except Exception as e:

       print(e)

   printEqualElements(CBL, CL)

def anyTwoElementsEqual(CBL, CL):

   for i in range(len(CBL)):

       for j in range(i + 1, len(CBL)):

           if CBL[i] == CBL[j]:

               print(CL[i][0], "and", CL[j][0])

               return True

   return False

def printEqualElements(CBL, CL):

   if not anyTwoElementsEqual(CBL, CL):

       print("No two chords have equal mappings.")

   else:

       ee = []

       for i in range(len(CBL)):

           for j in range(i + 1, len(CBL)):

               if CBL[i] == CBL[j]:

                   print(CL[i][0], "and", CL[j][0])

                   ee.append(CL[i][0])

                   ee.append(CL[j][0])

       print(len(ee) // 2)

def realTimeMIDIChords():

   '''

   Displays the mappings of the notes currently being played on MIDI.

   (kushalbhabra, 2013; Tang, n.d.)

   '''

   # display a list of MIDI devices connected to the computer

   # this function written by Stephen Tang (n.d.), stephentang.io

   def print\_device\_info():

       for i in range(pygame.midi.get\_count()):

           r = pygame.midi.get\_device\_info(i)

           (interf, name, input, output, opened) = r

           in\_out = ""

           if input:

               in\_out = "(input)"

           if output:

               in\_out = "(output)"

           print("%2i: interface: %s, name: %s, opened: %s %s" %

                 (i, interf, name, opened, in\_out))

   pygame.init()

   pygame.fastevent.init()

   event\_get = pygame.fastevent.get

   event\_post = pygame.fastevent.post

   pygame.midi.init()

   print("Available MIDI devices:")

   print\_device\_info()

   MI = int(input("Select device ID: "))  # 2 the default for Project-X99

   '''

   Examples for Project-X99:

   INPUT 2: Komplete Kontrol 1

   INPUT 3: Komplete Kontrol EXT

   INPUT 4: Komplete Kontrol DAW

   '''

   input\_id = MI

   midi\_in = pygame.midi.Input(input\_id)

   pygame.display.set\_caption("midi test")

   screen = pygame.display.set\_mode((400, 300), RESIZABLE, 32)

   print("Initializing realtime poll process.")

   realtime = True

   currentNoteNumbersInChord = []  # Current MIDI note #s in chord

   currentNotesInChord = []        # Binary mapping of notes in chord

   currentNoteNamesInChord = []    # Current note names in chord

   for i in range(24):

       currentNotesInChord.append(0)

   print("initialize:\n", currentNotesInChord, "length:" + str(len(currentNotesInChord)))

   while realtime:

       # pygame event handling

       events = event\_get()

       for e in events:

           if e.type in [QUIT]:

               realtime = False

           if e.type in [KEYDOWN]:

               realtime = False

       if midi\_in.poll():

           midi\_events = midi\_in.read(10)

           # MIDI NOTE ON

           if 0x90 <= midi\_events[0][0][0] <= 0x9F:

               mod = 1

               if len(currentNotesInChord) != 24:

                   print("Error - length of array is not 24! Emergency stop.")

                   realtime = False

                   break

               # Add note number to current note numbers in chord

               currentNoteNumbersInChord.append(midi\_events[0][0][1])

               # Add note to binary list

               root = currentNoteNumbersInChord[0] % 12

               # print("root:", str(root))

               # print("last element of currentNoteNumbersInChord:", currentNoteNumbersInChord[-1])

               # print("current note added:", midi\_events[0][0][1])

               try:

                   currentNotesInChord[(root) + (currentNoteNumbersInChord[-1] - currentNoteNumbersInChord[0])] = 1

               except IndexError:

                   currentNotesInChord[midi\_events[0][0][1] % 12] = 1

               # Add note being played

               currentNoteNamesInChord.append(loc\_note\_MIDI.Loc\_Note\_MIDI.midiNumToNote(midi\_events[0][0][1]))

               print(currentNotesInChord)

               print(currentNoteNumbersInChord)

               print(currentNoteNamesInChord)

           # MIDI NOTE OFF

           elif 0x80 <= midi\_events[0][0][0] <= 0x8F:

               print("Purging variables.")

               currentNotesInChord = []

               for i in range(24): currentNotesInChord.append(0)

               currentNoteNumbersInChord = []

               currentNoteNamesInChord = []

           # Aftertouch

           elif 0xD0 <= midi\_events[0][0][0] <= 0xDF:

               pass

           # Something else except aftertouch

           else:

               print("Something else was tinkered.")

               print(midi\_events[0][0][0])

   print("Exiting.")

   midi\_in.close()

   pygame.midi.quit()

   pygame.quit()

   exit()

if \_\_name\_\_ == "\_\_main\_\_":

   print("Real-time MIDI to ANN Input Interpreter")

   choice = input("Generate chord file? [y/n]: ")

   if choice in ['y', 'Y']:

       chordmap(INPUT\_FILE, True)

   choice2 = input("Enter real-time MIDI-ANN input mode? ")

   if choice2 in ['y', 'Y']:

       realTimeMIDIChords()

**APPENDIX M**

**Dataset Interpreter Source Code: Output Neuron Map Generator**

'''

Neural Array Dataset Interpreter for Note Extrapolates

OUTPUT NEURON MAP GENERATOR: Generates a set of output numbers for a certain chord type.

author: R2\_B09

'''

import output\_mappings

NOTES = [0.08, 0.16, 0.24, 0.32, 0.40, 0.48, 0.56, 0.64, 0.72, 0.80, 0.88, 0.96]

CHORD\_TYPES = [

   output\_mappings.MAJOR,

   output\_mappings.MINOR,

   output\_mappings.AUGMENTED,

   output\_mappings.DIMINISHED,

   output\_mappings.SUS2,

   output\_mappings.SUS4,

   output\_mappings.MAJOR\_7,

   output\_mappings.MINOR\_7,

   output\_mappings.DOMINANT\_7,

   output\_mappings.AUG\_7,

   output\_mappings.DIM\_7,

   output\_mappings.HALF\_DIM,

   output\_mappings.MAJOR\_7\_SUS2,

   output\_mappings.MAJOR\_7\_SUS4,

   output\_mappings.DOM\_7\_SUS2,

   output\_mappings.DOM\_7\_SUS4,

   output\_mappings.MAJOR\_9,

   output\_mappings.MINOR\_9,

   output\_mappings.DOMINANT\_9,

   output\_mappings.AUG\_9,

   output\_mappings.DIM\_9,

   output\_mappings.MAJOR\_9\_SUS2,

   output\_mappings.MAJOR\_9\_SUS4,

   output\_mappings.DOM\_9\_SUS2,

   output\_mappings.DOM\_9\_SUS4,

   output\_mappings.MAJOR\_11,

   output\_mappings.MINOR\_11,

   output\_mappings.DOMINANT\_11,

   output\_mappings.AUG\_11,

   output\_mappings.MAJOR\_11\_SUS2,

   output\_mappings.DOM\_11\_SUS2,

   output\_mappings.MIN\_MAJ\_7,

   output\_mappings.MIN\_MAJ\_7\_9,

   output\_mappings.MAJ\_6,

   output\_mappings.MIN\_6,

   output\_mappings.MAJ\_6\_9,

   output\_mappings.MIN\_6\_9,

]

INPUT\_FILE = "../input\_dataset.txt"

OUTPUT\_FILE = "../input\_dataset\_output\_binaries.txt"

listOfOutputVectors = []

def chordmap(N, CT):

   i = 0

   while i < len(N):

       for chord in CT:

           # chord[0] = N[i]

           # listOfOutputVectors.append(chord)

           listOfOutputVectors.append((N[i], chord[1], chord[2], chord[3], chord[4], chord[5], chord[6], chord[7], chord[8], chord[9], chord[10], chord[11], chord[12], chord[13]))

       i += 1

   for i in listOfOutputVectors: print(i)

   print(len(listOfOutputVectors))

def writeToFile(LOOV):

   SPACE\_LENGTH = 10

   f = open(INPUT\_FILE)

   rawListChordFile = [i.strip().split() for i in f]

   for i in range(4):

       rawListChordFile.pop()

   chordsList = [rawListChordFile[i][0] for i in range(len(rawListChordFile))]

   try:

       with open(OUTPUT\_FILE, 'w') as of:

           of.write("CHORD      note ma mi au di s2 s4 b5 ~6 ~7 ~9 11 +M7 +9\n")

           for i in range(len(chordsList)):

               of.write(chordsList[i] + ((SPACE\_LENGTH - len(chordsList[i])) \* " "))

               of.write(str(LOOV[i]))

               of.write("\n")

   except Exception as e:

       print(e)

   print("File write complete.")

if \_\_name\_\_ == "\_\_main\_\_":

   chordmap(NOTES, CHORD\_TYPES)

   writeToFile(listOfOutputVectors)

**APPENDIX N**

**Dataset Interpreter Source Code: Output Neuron Mappings**

'''

Neural Array Dataset Interpreter for Note Extrapolates

OUTPUT NEURON MAPPINGS: A list of expected neuron outputs for each chord type.

author: R2\_B09

'''

# Notes

C               = 0.08

C\_SHARP         = 0.16

D               = 0.24

D\_SHARP         = 0.32

E               = 0.40

F               = 0.48

F\_SHARP         = 0.56

G               = 0.64

G\_SHARP         = 0.72

A               = 0.80

A\_SHARP         = 0.88

B               = 0.96

# Triads

#                  n ma mi a d s2 s4 b5 6  7 9 11 +M7+9

MAJOR           = [0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0]

MINOR           = [0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0]

AUGMENTED       = [0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0]

DIMINISHED      = [0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0]

SUS2            = [0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0]

SUS4            = [0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0]

# 7-based

#                  n ma mi a d s2 s4 b5 6  7 9 11 +M7+9

MAJOR\_7         = [0, 1, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0]

MINOR\_7         = [0, 0, 1, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0]

DOMINANT\_7      = [0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0]

AUG\_7           = [0, 0, 0, 1, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0]

DIM\_7           = [0, 0, 0, 0, 1, 0, 0, 0, 0, 1, 0, 0, 0, 0]

HALF\_DIM        = [0, 0, 1, 0, 0, 0, 0, 1, 0, 1, 0, 0, 0, 0]

MAJOR\_7\_SUS2    = [0, 1, 0, 0, 0, 1, 0, 0, 0, 1, 0, 0, 0, 0]

MAJOR\_7\_SUS4    = [0, 1, 0, 0, 0, 0, 1, 0, 0, 1, 0, 0, 0, 0]

DOM\_7\_SUS2      = [0, 0, 0, 0, 0, 1, 0, 0, 0, 1, 0, 0, 0, 0]

DOM\_7\_SUS4      = [0, 0, 0, 0, 0, 0, 1, 0, 0, 1, 0, 0, 0, 0]

# 9-based

#                  n ma mi a d s2 s4 b5 6  7 9 11 +M7+9

MAJOR\_9         = [0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0]

MINOR\_9         = [0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0]

DOMINANT\_9      = [0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0]

AUG\_9           = [0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0]

DIM\_9           = [0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 1, 0, 0, 0]

MAJOR\_9\_SUS2    = [0, 1, 0, 0, 0, 1, 0, 0, 0, 0, 1, 0, 0, 0]

MAJOR\_9\_SUS4    = [0, 1, 0, 0, 0, 0, 1, 0, 0, 0, 1, 0, 0, 0]

DOM\_9\_SUS2      = [0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 1, 0, 0, 0]

DOM\_9\_SUS4      = [0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 1, 0, 0, 0]

# 11-based

#                  n ma mi a d s2 s4 b5 6  7 9 11 +M7+9

MAJOR\_11        = [0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0]

MINOR\_11        = [0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0]

DOMINANT\_11     = [0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0]

AUG\_11          = [0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0]

MAJOR\_11\_SUS2   = [0, 1, 0, 0, 0, 1, 0, 0, 0, 0, 0, 1, 0, 0]

DOM\_11\_SUS2     = [0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 1, 0, 0]

# Special

#                  n ma mi a d s2 s4 b5 6  7 9 11 +M7+9

MIN\_MAJ\_7       = [0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0]

MIN\_MAJ\_7\_9     = [0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 1]

MAJ\_6           = [0, 1, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0]

MIN\_6           = [0, 0, 1, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0]

MAJ\_6\_9         = [0, 1, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 1]

MIN\_6\_9         = [0, 0, 1, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 1]

**APPENDIX O**

**Key Name VK Dictionary Source Code for *pygame***

'''

giantwin32.py

Giant dictionary to hold key name and VK value

author: Bhabra, Kushal (2013)

'''

import win32api

import win32con

import time

# Giant dictionary to hold key name and VK value

VK\_CODE = {'backspace': 0x08,

          'tab': 0x09,

          'clear': 0x0C,

          'enter': 0x0D,

          'shift': 0x10,

          'ctrl': 0x11,

          'alt': 0x12,

          'pause': 0x13,

          'caps\_lock': 0x14,

          'esc': 0x1B,

          'spacebar': 0x20,

          'page\_up': 0x21,

          'page\_down': 0x22,

          'end': 0x23,

          'home': 0x24,

          'left\_arrow': 0x25,

          'up\_arrow': 0x26,

          'right\_arrow': 0x27,

          'down\_arrow': 0x28,

          'select': 0x29,

          'print': 0x2A,

          'execute': 0x2B,

          'print\_screen': 0x2C,

          'ins': 0x2D,

          'del': 0x2E,

          'help': 0x2F,

          '0': 0x30,

          '1': 0x31,

          '2': 0x32,

          '3': 0x33,

          '4': 0x34,

          '5': 0x35,

          '6': 0x36,

          '7': 0x37,

          '8': 0x38,

          '9': 0x39,

          'a': 0x41,

          'b': 0x42,

          'c': 0x43,

          'd': 0x44,

          'e': 0x45,

          'f': 0x46,

          'g': 0x47,

          'h': 0x48,

          'i': 0x49,

          'j': 0x4A,

          'k': 0x4B,

          'l': 0x4C,

          'm': 0x4D,

          'n': 0x4E,

          'o': 0x4F,

          'p': 0x50,

          'q': 0x51,

          'r': 0x52,

          's': 0x53,

          't': 0x54,

          'u': 0x55,

          'v': 0x56,

          'w': 0x57,

          'x': 0x58,

          'y': 0x59,

          'z': 0x5A,

          'numpad\_0': 0x60,

          'numpad\_1': 0x61,

          'numpad\_2': 0x62,

          'numpad\_3': 0x63,

          'numpad\_4': 0x64,

          'numpad\_5': 0x65,

          'numpad\_6': 0x66,

          'numpad\_7': 0x67,

          'numpad\_8': 0x68,

          'numpad\_9': 0x69,

          'multiply\_key': 0x6A,

          'add\_key': 0x6B,

          'separator\_key': 0x6C,

          'subtract\_key': 0x6D,

          'decimal\_key': 0x6E,

          'divide\_key': 0x6F,

          'F1': 0x70,

          'F2': 0x71,

          'F3': 0x72,

          'F4': 0x73,

          'F5': 0x74,

          'F6': 0x75,

          'F7': 0x76,

          'F8': 0x77,

          'F9': 0x78,

          'F10': 0x79,

          'F11': 0x7A,

          'F12': 0x7B,

          'F13': 0x7C,

          'F14': 0x7D,

          'F15': 0x7E,

          'F16': 0x7F,

          'F17': 0x80,

          'F18': 0x81,

          'F19': 0x82,

          'F20': 0x83,

          'F21': 0x84,

          'F22': 0x85,

          'F23': 0x86,

          'F24': 0x87,

          'num\_lock': 0x90,

          'scroll\_lock': 0x91,

          'left\_shift': 0xA0,

          'right\_shift ': 0xA1,

          'left\_control': 0xA2,

          'right\_control': 0xA3,

          'left\_menu': 0xA4,

          'right\_menu': 0xA5,

          'browser\_back': 0xA6,

          'browser\_forward': 0xA7,

          'browser\_refresh': 0xA8,

          'browser\_stop': 0xA9,

          'browser\_search': 0xAA,

          'browser\_favorites': 0xAB,

          'browser\_start\_and\_home': 0xAC,

          'volume\_mute': 0xAD,

          'volume\_Down': 0xAE,

          'volume\_up': 0xAF,

          'next\_track': 0xB0,

          'previous\_track': 0xB1,

          'stop\_media': 0xB2,

          'play/pause\_media': 0xB3,

          'start\_mail': 0xB4,

          'select\_media': 0xB5,

          'start\_application\_1': 0xB6,

          'start\_application\_2': 0xB7,

          'attn\_key': 0xF6,

          'crsel\_key': 0xF7,

          'exsel\_key': 0xF8,

          'play\_key': 0xFA,

          'zoom\_key': 0xFB,

          'clear\_key': 0xFE,

          '+': 0xBB,

          ',': 0xBC,

          '-': 0xBD,

          '.': 0xBE,

          '/': 0xBF,

          '`': 0xC0,

          ';': 0xBA,

          '[': 0xDB,

          '\\': 0xDC,

          ']': 0xDD,

          "'": 0xDE,

          '`': 0xC0}

def press(\*args):

   '''

   one press, one release.

   accepts as many arguments as you want. e.g. press('left\_arrow', 'a','b').

   '''

   for i in args:

       win32api.keybd\_event(VK\_CODE[i], 0, 0, 0)

       win32api.keybd\_event(VK\_CODE[i], 0, win32con.KEYEVENTF\_KEYUP, 0)

       time.sleep(0.02)

def pressAndHold(\*args):

   '''

   press and hold. Do NOT release.

   accepts as many arguments as you want.

   e.g. pressAndHold('left\_arrow', 'a','b').

   '''

   for i in args:

       win32api.keybd\_event(VK\_CODE[i], 0, 0, 0)

       time.sleep(.02)

def pressHoldRelease(\*args):

   '''

   press and hold passed in strings. Once held, release

   accepts as many arguments as you want.

   e.g. pressAndHold('left\_arrow', 'a','b').

   this is useful for issuing shortcut command or shift commands.

   e.g. pressHoldRelease('ctrl', 'alt', 'del'), pressHoldRelease('shift','a')

   '''

   for i in args:

       win32api.keybd\_event(VK\_CODE[i], 0, 0, 0)

       time.sleep(.05)

   for i in args:

       win32api.keybd\_event(VK\_CODE[i], 0, win32con.KEYEVENTF\_KEYUP, 0)

       time.sleep(.1)

def release(\*args):

   '''

   release depressed keys

   accepts as many arguments as you want.

   e.g. release('left\_arrow', 'a','b').

   '''

   for i in args:

       win32api.keybd\_event(VK\_CODE[i], 0, win32con.KEYEVENTF\_KEYUP, 0)

def event(code1):

   '''

       this function will call the win32 api keyboard event,

       basically this method will reduce the LOC's by

       generalizing the calls to simplify typer(xx,xx) function.

   '''

   win32api.keybd\_event(VK\_CODE[code1], 0, 0, 0)

   time.sleep(.05)

   win32api.keybd\_event(VK\_CODE[code1], 0, win32con.KEYEVENTF\_KEYUP, 0)

def event(code1, code2):

   '''

       This is overloaded event() funtion - where in there are two event calls instead of one !!!

       this function will call the win32 api keyboard event,

       basically this method will reduce the LOC's by

       generalizing the calls to simplify typer(xx,xx) function.

   '''

   win32api.keybd\_event(VK\_CODE[code1], 0, 0, 0)

   win32api.keybd\_event(VK\_CODE[code2], 0, 0, 0)

   time.sleep(.05)

   win32api.keybd\_event(VK\_CODE[code1], 0, win32con.KEYEVENTF\_KEYUP, 0)

   win32api.keybd\_event(VK\_CODE[code2], 0, win32con.KEYEVENTF\_KEYUP, 0)

def typer(string=None, \*args):

   ##  time.sleep(4)

   for i in string:

       if i == ' ':

           event('spacebar')

       elif i == '!':

           event('left\_shift', '1')

       elif i == '@':

           event('left\_shift', '2')

       elif i == '{':

           event('left\_shift', '[')

       elif i == '?':

           event('left\_shift', '/')

       elif i == ':':

           event('left\_shift', ';')

       elif i == '"':

           event('left\_shift', '\\')

       elif i == '}':

           event('left\_shift', ']')

       elif i == '#':

           event('left\_shift', '3')

       elif i == '$':

           event('left\_shift', '4')

       elif i == '%':

           event('left\_shift', '5')

       elif i == '^':

           event('left\_shift', '6')

       elif i == '&':

           event('left\_shift', '7')

       elif i == '\*':

           event('left\_shift', '8')

       elif i == '(':

           event('left\_shift', '9')

       elif i == ')':

           event('left\_shift', '0')

       elif i == '\_':

           event('left\_shift', '-')

       elif i == '=':

           event('left\_shift', '+')

       elif i == '~':

           event('left\_shift', '`')

       elif i == '<':

           event('left\_shift', ')')

       elif i == '>':

           event('left\_shift', '.')

       elif i == 'A':

           event('left\_shift', 'a')

       elif i == 'B':

           event('left\_shift', 'b')

       elif i == 'C':

           event('left\_shift', 'c')

       elif i == 'D':

           event('left\_shift', 'd')

       elif i == 'E':

           event('left\_shift', 'e')

       elif i == 'F':

           event('left\_shift', 'f')

       elif i == 'G':

           event('left\_shift', 'g')

       elif i == 'H':

           event('left\_shift', 'h')

       elif i == 'I':

           event('left\_shift', 'i')

       elif i == 'J':

           event('left\_shift', 'j')

       elif i == 'K':

           event('left\_shift', 'k')

       elif i == 'L':

           event('left\_shift', 'l')

       elif i == 'M':

           event('left\_shift', 'm')

       elif i == 'N':

           event('left\_shift', 'n')

       elif i == 'O':

           event('left\_shift', 'o')

       elif i == 'P':

           event('left\_shift', 'p')

       elif i == 'Q':

           event('left\_shift', 'q')

       elif i == 'R':

           event('left\_shift', 'r')

       elif i == 'S':

           event('left\_shift', 's')

       elif i == 'T':

           event('left\_shift', 't')

       elif i == 'U':

           event('left\_shift', 'u')

       elif i == 'V':

           event('left\_shift', 'v')

       elif i == 'W':

           event('left\_shift', 'w')

       elif i == 'X':

           event('left\_shift', 'x')

       elif i == 'Y':

           event('left\_shift', 'y')

       elif i == 'Z':

           event('left\_shift', 'z')

       else:

           event(i)