## Python Pandas Introduction

Data analysis requires lots of processing, such as **restructuring, cleaning** or **merging**, etc. There are different tools are available for fast data processing, such as **Numpy, Scipy, Cython**, and **Panda**. But we prefer Pandas because working with Pandas is fast, simple and more expressive than other tools.

Pandas is built on top of the **Numpy** package, means **Numpy** is required for operating the Pandas.

## Key Features of Pandas

* It has a fast & efficient DataFrame object with default and customized indexing.
* Used for reshaping and pivoting of the data sets.
* Group by data for aggregations and transformations.
* It is used for data alignment and integration of the missing data.
* Provide the functionality of Time Series.
* Process a variety of data sets in different formats like **matrix data, tabular heterogeneous, time series.**
* Handle multiple operations of the data sets such as **subsetting**, **slicing**, **filtering**, groupBy, re-ordering, and re-shaping.
* It integrates with the other libraries such as **SciPy**, and **scikit-learn.**
* Provides fast performance, and If you want to speed it, you can use **Cython**.

## Benefits of Pandas

* **Data Representation:** It represents the data in a form that is suited for data analysis through its DataFrame and Series.
* **Clear code:** The clear API of the Pandas allows you to focus on the core part of the code. So, it provides clear and concise code for the user.

## Python Pandas Data Structure

The Pandas provides two data structures for processing the data, i.e., **Series** and **DataFrame**, which are discussed below:

### 1) Series

It is defined as a one-dimensional array that is capable of storing various data types. The row labels of series are called the **index**. We can easily convert the list, tuple, and dictionary into series using "series' method. A Series cannot contain multiple columns. It has one parameter:

**Data:** It can be any list, dictionary, or scalar value.

**Creating Series from Array:**

Before creating a Series, Firstly, we have to import the numpy module and then use array() function in the program.

1. **import** pandas as pd
2. **import** numpy as np
3. info = np.array(['P','a','n','d','a','s'])
4. a = pd.Series(info)
5. **print**(a)

## Python Pandas DataFrame

It is a widely used data structure of pandas and works with a two-dimensional array with labeled axes (rows and columns). DataFrame is defined as a standard way to store data and has two different indexes, i.e., row index and column index.

* The columns can be heterogeneous types like int, bool, and so on.
* It can be seen as a dictionary of Series structure where both rows & columns are indexed. It is denoted as "columns" in case of columns & "index" in case of rows.

**Create a DataFrame using List:**

1. **import pandas as pd**
2. **x = ['Python', 'Pandas'] # a list of strings**
3. **df = pd.DataFrame(x) # Calling DataFrame constructor on list**
4. **print(df)**

# Python Pandas Series

The Pandas Series can be defined as a one-dimensional array that is capable of storing various data types. We can easily convert the list, tuple, and dictionary into a series using "**series**' method. The row labels of series are called the index. A Series cannot contain multiple columns. It has the following parameter:

* **data:** It can be any list, dictionary, or scalar value.
* **index:** The value of index should be unique and hashable. It must be of the same length as data. If we do not pass any index, default **np.arrange(n)** will be used.
* **dtype:** It refers to the data type of series.
* **copy:** It is used for copying the data.

## Creating a Series: We can create a Series in two ways:

1. Create an empty Series
2. Create a Series using inputs.

**1)**We can easily create an empty series in Pandas,means it will not have any value.

1. **import** pandas as pd
2. x = pd.Series()
3. print (x)

**2)**We can create Series by using various inputs: **Array,Dict,Scalar Value.**

**Creating Series from Array:**

Before creating a Series, firstly, we have to import the **numpy** module and then use array() function in the program. If the data is ndarray, then the passed index must be of the same length.

If we do not pass an index, then by default an index of **range(n)** is being passed where n defines the length of an array, i.e., [0,1,2,....**range(len(array))-1**].

1. **import** pandas as pd
2. **import** numpy as np
3. info = np.array(['P','a','n','d','a','s'])
4. a = pd.Series(info)
5. print(a)
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**Create a Series from dict**

We can also create a Series from dict. **If the dictionary object is being passed as an input and the index is not specified, then the dictionary keys are taken in a sorted order to construct the index**.

If index is passed, then values correspond to a particular label in the index will be extracted from the **dictionary**.

1. **import** pandas as pd
2. **import** numpy as np
3. info = {'x' : 0., 'y' : 1., 'z' : 2.}
4. a = pd.Series(info)
5. print (a)
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**Create a Series using Scalar:**

If we take the scalar values, then the index must be provided. The scalar value will be repeated for matching the length of the index.

1. **import** pandas as pd
2. **import** numpy as np
3. x = pd.Series(4, index=[0, 1, 2, 3])
4. print (x)
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## Accessing data from series with Position:

Once you create the Series type object, you can access its indexes, data, and even individual elements.

The data in the Series can be accessed similar to that in the ndarray.

1. **import** pandas as pd
2. x = pd.Series([1,2,3],index = ['a','b','c'])
3. print (x[0]) //1 #retrieve the first element

### Series object attributes

The Series attribute is defined as any information related to the Series object such as size, datatype. etc. Below are some of the attributes .

| **Attributes** | **Description** |
| --- | --- |
| **Series.index** | Defines the index of the Series. |
| **Series.shape** | It returns a tuple of shape of the data. |
| **Series.dtype** | It returns the data type of the data. |
| **Series.size** | It returns the size of the data. |
| **Series.empty** | It returns True if Series object is empty, otherwise returns false. |
| **Series.hasnans** | It returns True if there are any NaN values, otherwise returns false. |
| **Series.nbytes** | It returns the number of bytes in the data. |
| **Series.ndim** | It returns the number of dimensions in the data. |
| **Series.itemsize** | It returns the size of the datatype of item. |

### Retrieving Index array and data array of a series object

We can retrieve the index array and data array of an existing Series object by using the attributes index and values.

1. **import** numpy as np
2. **import** pandas as pd
3. x=pd.Series(data=[2,4,6,8])
4. y=pd.Series(data=[11.2,18.6,22.5], index=['a','b','c'])
5. print(x.index) //RangeIndex(start=0, stop=4, step=1)
6. print(x.values) //[2 4 6 8]
7. print(y.index) //Index(['a', 'b', 'c'], dtype='object')
8. print(y.values) //[11.2 18.6 22.5]

### Retrieving Types (dtype) and Size of Type (itemsize)

You can use attribute dtype with Series object as <objectname> dtype for retrieving the data type of an individual element of a series object, you can use the **itemsize** attribute to show the number of bytes allocated to each data item.

1. a=pd.Series(data=[1,2,3,4])
2. b=pd.Series(data=[4.9,8.2,5.6],
3. index=['x','y','z'])
4. print(a.dtype) //int64
5. print(a.itemsize) //8
6. print(b.dtype) //float64
7. print(b.itemsize) //8

### Retrieving Shape

The shape of the Series object defines total number of elements including missing or empty values(NaN).

1. a=pd.Series(data=[1,2,3,4])
2. b=pd.Series(data=[4.9,8.2,5.6],index=['x','y','z'])
3. print(a.shape) //(4,)
4. print(b.shape) //(3,)

### Retrieving Dimension, Size and Number of bytes:

1. a=pd.Series(data=[1,2,3,4])
2. b=pd.Series(data=[4.9,8.2,5.6],
3. index=['x','y','z'])
4. print(a.ndim, b.ndim) // 1 1
5. print(a.size, b.size) // 4 3
6. print(a.nbytes, b.nbytes) // 32 24

### Checking Emptiness and Presence of NaNs

To check the Series object is empty, you can use the **empty attribute**. Similarly, to check

if a series object contains some NaN values or not, you can use the **hasans** attribute.

1. a=pd.Series(data=[1,2,3,np.NaN])
2. b=pd.Series(data=[4.9,8.2,5.6],index=['x','y','z'])
3. c=pd.Series()
4. print(a.empty,b.empty,c.empty) //False False True
5. print(a.hasnans,b.hasnans,c.hasnans) //True False False
6. print(len(a),len(b)) // 4 3
7. print(a.count( ),b.count( )) // 3 3

## Series Functions

| **Functions** | **Description** |
| --- | --- |
| [Pandas Series.map()](https://www.javatpoint.com/pandas-series-map) | Map the values from two series that have a common column. |
| [Pandas Series.std()](https://www.javatpoint.com/pandas-standard-deviation) | Calculate the standard deviation of the given set of numbers, DataFrame, column, and rows. |
| [Pandas Series.to\_frame()](https://www.javatpoint.com/pandas-series-to_frame) | Convert the series object to the dataframe. |
| [Pandas Series.value\_counts()](https://www.javatpoint.com/pandas-series-value_counts) | Returns a Series that contain counts of unique values. |

# Pandas Series.map()

The main task of map() is used to map the values from two series that have a common column. To map the two Series, the last column of the first Series should be the same as the index column of the second series, and the values should be unique.

**Series.map(arg, na\_action=None)**

* **arg:** function, dict, or Series.It refers to the mapping correspondence.
* **na\_action:** {None, 'ignore'}, Default value None. If ignore, it returns null values, without passing it to the mapping correspondence.

It returns the Pandas Series with the same index as a caller.

1. a = pd.Series(['Java', 'C', 'C++', np.nan])
2. a.map({'Java': 'Core'})
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1. a = pd.Series(['Java', 'C', 'C++', np.nan])
2. a.map({'Java': 'Core'})
3. a.map('I like {}'.format, na\_action='ignore')
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# Pandas Series.std()

The Pandas **std()** is defined as a function for calculating the standard deviation of given set of numbers, DataFrame, column, and rows. In respect to calculate the standard deviation, we need to import the package named "**statistics**" for calculation of median.

The standard deviation is normalized by N-1 by default and can be changed using the **ddof** argument.

**Series.std(axis=None, skipna=None, level=None, ddof=1, numeric\_only=None, \*\*kwargs)**

* **axis:** {index (0), columns (1)}
* **skipna:** It excludes all the NA/null values. If NA is present in an entire row/column, the result will be NA.
* **level:** It counts along with a particular level, and collapsing into a scalar if the axis is a MultiIndex (hierarchical).
* **ddof:** Delta Degrees of Freedom. The divisor used in calculations is N - ddof, where N represents the number of elements.
* **numeric\_only:** boolean, default value None  
  It includes only float, int, boolean columns. If it is None, it will attempt to use everything, so use only numeric data.  
  It is not implemented for a Series.

**It returns Series or DataFrame if the level is specified.**

1. **import** pandas as pd
2. **import** numpy as np
3. print(np.std([4,7,2,1,6,3])) //2.1147629234082532
4. print(np.std([6,9,15,2,-17,15,4])) //10.077252622027656

Ex:2 #Create a DataFrame

1. info = {
2. 'Name':['Parker','Smith','John','William'],
3. 'sub1\_Marks':[52,38,42,37],
4. 'sub2\_Marks':[41,35,29,36]}
5. data = pd.DataFrame(info)
6. data.std() # standard deviation of the dataframe
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# Pandas Series.to\_frame()

Series is defined as a type of list that can hold an integer, string, double values, etc. It returns an object in the form of a list that has an index starting from 0 to n where n represents the length of values in Series.

The main difference between Series and Data Frame is that

**Series can only contain a single list with a particular index, whereas the DataFrame is a combination of more than one series that can analyze the data**.

Pandas **Series.to\_frame()** function is used to convert the series object to DataFrame.

**Series.to\_frame(name=None)**

**name:** Refers to the object. Its Default value is None. If it has one value, the passed name will be substituted for the series name.

**It returns DataFrame representation of Series.**

1. s = pd.Series(["a", "b", "c"],
2. name="vals")
3. s.to\_frame()
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1. emp = ['Parker', 'John', 'Smith', 'William']
2. id = [102, 107, 109, 114]
3. emp\_series = pd.Series(emp)
4. id\_series = pd.Series(id)
5. frame = { 'Emp': emp\_series, 'ID': id\_series }
6. result = pd.DataFrame(frame)
7. print(result)
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# Pandas Series.unique()

While working with the DataFrame in Pandas, you need to find the **unique** elements present in the column. For this, we have to use unique() method to extract the unique values from columns.Pandas library in Python can easily help us to find unique data.

The unique values present in columns are returned in order of its occurrence. This does not sort the order of its appearance. In addition, this method is based on the **hash-table**.

It is significantly faster than **numpy.unique()** method and also includes null values.

**pandas.unique(values)**

This method returns a numpy.ndarray or ExtensionArray object and can be:

* **index:** Returns when user passes index as an input.
* **Categorical:** Returns when user passes a Categorical dtype as an input.
* **ndarray:** Returns when user passes a ndarray/Series as an input.

AD

1. **import** pandas as pd
2. pd.unique(pd.Series([2, 1, 3, 3])) //[2,1,3]

# Pandas Series.value\_counts()

The value\_counts() function returns a Series that contain counts of unique values. It returns an object that will be in descending order so that its first element will be the most frequently-occurred element.

By default, it excludes NA values.

**Series.value\_counts(normalize=False, sort=True, ascending=False, bins=None, dropna=True)**

* **normalize:** If it is true, then the returned object will contain the relative frequencies of the unique values.
* **sort:** It sort by the values.
* **ascending:** It sort in the ascending order.
* **bins:** Rather than counting the values, it groups them into the half-open bins that provide convenience for the pd.cut, which only works with numeric data.
* **dropna:** It does not include counts of NaN.

1. index = pd.Index([2, 1, 1, np.nan, 3])
2. a = pd.Series([2, 1, 1, np.nan, 3])
3. a.value\_counts(normalize=True)
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Ex: 1. a = pd.Series([1, 3, 2, 2, 1, np.nan])

2.a.value\_counts(bins=2)

![](data:image/png;base64,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)It creates the group. Like as count b/w value 2 & 3 is 1.

1. a = pd.Series([1, 3, 2, 2, 1, np.nan])
2. a.value\_counts(dropna=False) //It also count NaN
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# Python Pandas DataFrame

Pandas DataFrame is a widely used data structure which works with a two-dimensional array with labeled axes (rows and columns). DataFrame is defined as a standard way to store data that has two different indexes, i.e., **row index** and **column index**. It consists of the following properties:

* The columns can be heterogeneous types like int, bool, and so on.
* It can be seen as a dictionary of Series structure where both the rows and columns are indexed. It is denoted as "columns" in case of columns and "index" in case of rows.

## Parameter & Description:

**data:** It consists of different forms like ndarray, series, map, constants, lists, array.

**index:** The Default np.arrange(n) index is used for the row labels if no index is passed.

**columns:** The default syntax is np.arrange(n) for the column labels. It shows only true if no index is passed.

**dtype:** It refers to the data type of each column.

**copy():** It is used for copying the data.

## Create a DataFrame

We can create a DataFrame using **dict, Lists, Numpy ndarrrays, Series.**

1. **import** pandas as pd
2. df = pd.DataFrame() //create an empty data frame
3. **print** (df)

Ex:

1. x = ['Python', 'Pandas']
2. df = pd.DataFrame(x) # Calling DataFrame constructor on list
3. **print**(df)

Ex:

1. info = {'ID' :[101, 102, 103],'Department' :['B.Sc','B.Tech','M.Tech',]}
2. df = pd.DataFrame(info)
3. **print** (df)
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1. info = {'one' : pd.Series([1, 2, 3, 4, 5, 6], index=['a', 'b', 'c', 'd', 'e', 'f']),
2. 'two' : pd.Series([1, 2, 3, 4, 5, 6, 7, 8], index=['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h'])}
3. d1 = pd.DataFrame(info)
4. **print** (d1)
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## Column Selection:We can select any column from the DataFrame.

1. info = {'one' : pd.Series([1, 2, 3, 4, 5, 6], index=['a', 'b', 'c', 'd', 'e', 'f']),
2. 'two' : pd.Series([1, 2, 3, 4, 5, 6, 7, 8], index=['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h'])}
3. d1 = pd.DataFrame(info)
4. **print** (d1 ['one'])
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## Column Addition:We can also add any new column to an existing DataFrame.

1. info = {'one' : pd.Series([1, 2, 3, 4, 5], index=['a', 'b', 'c', 'd', 'e']),
2. 'two' : pd.Series([1, 2, 3, 4, 5, 6], index=['a', 'b', 'c', 'd', 'e', 'f'])}
3. df = pd.DataFrame(info)
4. df['three']=pd.Series([20,40,60],index=['a','b','c']) #Add new colmn by passing seris
5. **print** (df)
6. df['four']=df['one']+df['three'] //Add new column using existing DataFrame colum
7. **print** (df)
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## Column Deletion:We can delete any column from the existing DataFrame.

1. **import** pandas as pd
2. info = {'one' : pd.Series([1, 2], index= ['a', 'b']),
3. 'two' : pd.Series([1, 2, 3], index=['a', 'b', 'c'])}
4. df = pd.DataFrame(info)
5. **print** (df)
6. **del** df['one'] //Delete the first column using del function
7. **print** (df)
8. df.pop('two') # Delete the another column using pop function
9. **print** (df)

### Row Selection: We can easily select, add, or delete any row at anytime. First of all, we will understand the row selection.

**Selection by Label:** We can select any row by passing the row label to a **loc** function.

1. info = {'one' : pd.Series([1, 2, 3, 4, 5], index=['a', 'b', 'c', 'd', 'e']),
2. 'two' : pd.Series([1, 2, 3, 4, 5, 6], index=['a', 'b', 'c', 'd', 'e', 'f'])}
3. df = pd.DataFrame(info)
4. **print** (df.loc['b'])
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**Selection by integer location:** The rows can also be selected by passing the integer location to an **iloc** function.

1. info = {'one' : pd.Series([1, 2, 3, 4, 5], index=['a', 'b', 'c', 'd', 'e']),
2. 'two' : pd.Series([1, 2, 3, 4, 5, 6], index=['a', 'b', 'c', 'd', 'e', 'f'])}
3. df = pd.DataFrame(info)
4. **print** (df.iloc[3])
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**Slice Rows:-** It is another method to select multiple rows using **':'** operator.

1. info = {'one' : pd.Series([1, 2, 3, 4, 5], index=['a', 'b', 'c', 'd', 'e']),
2. 'two' : pd.Series([1, 2, 3, 4, 5, 6], index=['a', 'b', 'c', 'd', 'e', 'f'])}
3. df = pd.DataFrame(info)
4. **print** (df[2:5])
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**Addition of rows:** We can easily add new rows to the DataFrame using **append** function. It adds the new rows at the end.

1. d = pd.DataFrame([[7, 8], [9, 10]], columns = ['x','y'])
2. d2 = pd.DataFrame([[11, 12], [13, 14]], columns = ['x','y'])
3. d = d.append(d2)
4. **print** (d)
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**Deletion of rows:** We can delete or drop any rows from a DataFrame using the **index** label. If in case, the label is duplicate then multiple rows will be deleted.

1. a\_info = pd.DataFrame([[4, 5], [6, 7]], columns = ['x','y'])
2. b\_info = pd.DataFrame([[8, 9], [10, 11]], columns = ['x','y'])
3. a\_info = a\_info.append(b\_info)
4. a\_info = a\_info.drop(0) # Drop rows with label 0
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## 

## DataFrame Functions

| **Functions** | **Description** |
| --- | --- |
| [Pandas DataFrame.append()](https://www.javatpoint.com/pandas-append) | Add the rows of other dataframe to the end of the given dataframe. |
| [Pandas DataFrame.apply()](https://www.javatpoint.com/pandas-apply) | Allows the user to pass a function and apply it to every single value of the Pandas series. |
| [Pandas DataFrame.assign()](https://www.javatpoint.com/pandas-dataframe-assign) | Add new column into a dataframe. |
| [Pandas DataFrame.astype()](https://www.javatpoint.com/pandas-dataframe-astype) | Cast the Pandas object to a specified dtype.astype() function. |
| [Pandas DataFrame.concat()](https://www.javatpoint.com/pandas-concatenation) | Perform concatenation operation along an axis in the DataFrame. |
| [Pandas DataFrame.count()](https://www.javatpoint.com/pandas-count) | Count the number of non-NA cells for each column or row. |
| [Pandas DataFrame.describe()](https://www.javatpoint.com/pandas-dataframe-describe) | Calculate some statistical data like percentile, mean and std of the numerical values of the Series or DataFrame. |
| [Pandas DataFrame.drop\_duplicates()](https://www.javatpoint.com/pandas-dataframe-drop_duplicates) | Remove duplicate values from the DataFrame. |
| [Pandas DataFrame.groupby()](https://www.javatpoint.com/pandas-groupby) | Split the data into various groups. |
| [Pandas DataFrame.head()](https://www.javatpoint.com/pandas-dataframe-head) | Returns the first n rows for the object based on position. |
| [Pandas DataFrame.hist()](https://www.javatpoint.com/pandas-dataframe-hist) | Divide the values within a numerical variable into "bins". |
| [Pandas DataFrame.iterrows()](https://www.javatpoint.com/pandas-dataframe-iterrows) | Iterate over the rows as (index, series) pairs. |
| [Pandas DataFrame.mean()](https://www.javatpoint.com/pandas-dataframe-mean) | Return the mean of the values for the requested axis. |
| [Pandas DataFrame.melt()](https://www.javatpoint.com/pandas-melt) | Unpivots the DataFrame from a wide format to a long format. |
| [Pandas DataFrame.merge()](https://www.javatpoint.com/pandas-merge) | Merge the two datasets together into one. |
| [Pandas DataFrame.pivot\_table()](https://www.javatpoint.com/pandas-pivot-table) | Aggregate data with calculations such as Sum,Count,Average,Max, Min. |
| [Pandas DataFrame.query()](https://www.javatpoint.com/pandas-dataframe-query) | Filter the dataframe. |
| [Pandas DataFrame.sample()](https://www.javatpoint.com/pandas-dataframe-sample) | Select the rows and columns from the dataframe randomly. |
| [Pandas DataFrame.shift()](https://www.javatpoint.com/pandas-shift) | Shift column or subtract the column value with the previous row value from the dataframe. |
| [Pandas DataFrame.sort()](https://www.javatpoint.com/python-pandas-sorting) | Sort the dataframe. |
| [Pandas DataFrame.sum()](https://www.javatpoint.com/pandas-sum) | Return the sum of the values for the requested axis by the user. |
| [Pandas DataFrame.to\_excel()](https://www.javatpoint.com/pandas-dataframe-to_excel) | Export the dataframe to the excel file. |
| [Pandas DataFrame.transpose()](https://www.javatpoint.com/pandas-dataframe-transpose) | Transpose the index and columns of the dataframe. |
| [Pandas DataFrame.where()](https://www.javatpoint.com/pandas-dataframe-where) | Check the dataframe for one or more conditions. |

# Pandas DataFrame.append()

The Pandas **append()** function is used to add the rows of other dataframe to the end of the given dataframe, returning a new dataframe object. The new columns and the new cells are inserted into the original DataFrame that are populated with NaN value.

**DataFrame.append(other, ignore\_index=False, verify\_integrity=False, sort=None)**

* **other:** DataFrame or Series/dict-like object, or a list of these It refers to the data to be appended.
* **ignore\_index:** If it is true, it does not use the index labels.
* **verify\_integrity:** If it is true, it raises **ValueError** on creating an index with duplicates.
* **sort:** It sorts the columns if the columns of self and other are not aligned. The default sorting is deprecated, and it will change to not-sorting in a future version of pandas. We pass **sort=True** Explicitly for silence the warning and the sort, whereas we pass **sort=False** Explicitly for silence the warning and not the sort.

1. **import** pandas as pd
2. info1 = pd.DataFrame({"x":[25,15,12,19], "y":[47, 24, 17, 29]})
3. Info2 = pd.DataFrame({"x":[25, 15, 12], "y":[47, 24, 17], "z":[38, 12, 45]})
4. info.append(info2, ignore\_index = True) //# append info2 at end in info1
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1. info1 = info = pd.DataFrame({"x":[15, 25, 37, 42], "y":[24, 38, 18, 45]})
2. info2 = pd.DataFrame({"x":[15, 25, 37], "y":[24, 38, 45]})
3. print(info1, "\n")
4. print(info2)
5. info1.append(df2) # append info2 at the end of info1 dataframe
6. # Continuous index value will maintained
7. info.append(info2, ignore\_index = True) #across rows in **new** apended data fram
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# Pandas DataFrame.apply()

The Pandas **apply()** function allows the user to pass a function and apply it to every single value of the Pandas series. This function improves the capabilities of the panda's library because it helps to segregate data according to the conditions required. So that it can be efficiently used for data science and machine learning.

The objects that are to be passed to function are **Series objects** whose index is either the DataFrame's index, i.e., axis=0 or the DataFrame's columns, i.e., axis=1. By default, the **result\_type=None** and the final return type is inferred from the return type of the applied function. Otherwise, it depends on the **result\_type** argument.

**DataFrame.apply(func, axis=0, broadcast=None, raw=False, reduce=None, result\_type=None, args=(), \*\*kwds)**

* **func:** It is a function that is to be applied to each column or row.
* **axis:** {0 or 'index', 1 or 'columns'}, default value 0  
  It is an axis along which the function is applied. It can have two values:
  + 0 or 'index': It applies the function to each of the columns.
  + 1 or 'columns': It applies the function to each of the rows.
* **broadcast:** It is an optional parameter that returns the boolean values.  
  Only relevant for aggregation functions:  
  False or None: It returns a Series whose length will be the length of the index or the number of columns based on the axis parameter.  
  True: The results will be broadcasted to the original shape of the frame; the original index and columns will be retained.
* **raw:** bool, default value False  
  **False:** It passes each row or column as a Series to the function.  
  **True:** The passed function will receive a ndarray objects. If you are applying a NumPy reduction function, it will achieve better performance.
* **reduce:** bool or None, default value None  
  It tries to apply the reduction procedures. If the DataFrame is empty, the **apply** will use the **reduce** to determine whether the result should be a Series or a DataFrame.  
  By default, **reduce=None**, the **apply's** return value will be guessed by calling **func** on an empty Series (note: All the exceptions that are to be raised by func will be ignored while guessing). If **reduce=True**, Series will always be returned, whereas **reduce=False**, Always the DataFrame will be returned.
* **result\_type:** {'expand', 'reduce', 'broadcast', None}, default value None  
  These only act when axis=1 (columns):  
  **'expand':** It defines the list-like results that will be turned into columns.  
  **'reduce':** It is the opposite of '**expand**'. If possible, it returns a Series rather than expanding list-like results.  
  **'broadcast':** It broadcast the results to the original shape of the DataFrame, the original index, and the columns will be retained.  
  The default value **None** depends on the return value of the applied function , i.e., list-like results returned as a Series of those.  
  If **apply** returns a Series, it expands to the columns.
* **args:** It is a positional argument that is to be passed to **func** in addition to the array/series.
* **\*\*kwds:** It is an optional keyword argument, which is used to pass as keywords arguments to func.

**It returns the result of applying func along the given axis of the DataFrame.**

1. info = pd.DataFrame([[2, 7]] \* 4, columns=['P', 'Q'])
2. info.apply(np.sqrt)
3. info.apply(np.sum, axis=0)
4. info.apply(np.sum, axis=1)
5. info.apply(lambda x: [1, 2], axis=1)
6. info.apply(lambda x: [1, 2], axis=1, result\_type='expand')
7. info.apply(lambda x: pd.Series([1, 2], index=['foo', 'bar']), axis=1)
8. info.apply(lambda x: [1, 2], axis=1, result\_type='broadcast')
9. print(info)
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# Pandas DataFrame.aggregate()

The main task of DataFrame.aggregate() function is to apply some aggregation to one or more column. Most frequently used aggregations are:

**sum:** It is used to return the sum of the values for the requested axis.

**min:** It is used to return the minimum of the values for the requested axis.

**max:** It is used to return the maximum values for the requested axis.

**DataFrame.aggregate(func, axis=0, \*args, \*\*kwargs)**

**func:** It refers callable, string, dictionary, or list of string/callables.

It is used for aggregating the data. For a function, it must either work when passed to a DataFrame or DataFrame.apply(). For a DataFrame, it can pass a dict, if the keys are the column names.

**axis: (default 0):** It refers to 0 or 'index', 1 or 'columns'

**0 or 'index':** It is an apply function for each column.

**1 or 'columns':** It is an apply function for each row.

**\*args:** It is a positional argument that is to be passed to **func**.

**\*\*kwargs:** It is a keyword argument that is to be passed to the **func**.

### Returns: It returns the scalar, Series or DataFrame.

**scalar:** It is being used when **Series.agg** is called with the single function.

**Series:** It is being used when DataFrame.agg is called for the single function.

**DataFrame:** It is being used when DataFrame.agg is called for the several functions.

1. **import** pandas as pd
2. **import** numpy as np
3. info=pd.DataFrame([[1,5,7],[10,12,15],[18,21,24],[np.nan,np.nan,np.nan]],columns=['X','Y','Z'])
4. info.agg(['sum','min'])
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1. **import** pandas as pd
2. **import** numpy as np
3. info=pd.DataFrame([[1,5,7],[10,12,15],[18,21,24],[np.nan,np.nan,np.nan]],columns=['X','Y','Z'])
4. df.agg({'X' : ['sum', 'min'], 'Y' : ['min', 'max']})
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# Pandas DataFrame.assign()

The assign() method is also responsible for adding a new column into a DataFrame.

If we re-assign an existing column, then its value will be overwritten.

**DataFrame.assign(\*\*kwargs)**

* **kwargs:** keywords are the column names. These keywords are assigned to the new column if the values are callable. If the values are not callable, they are simply assigned.

## Returns: It returns a new DataFrame with the addition of the new columns.

1. **import** pandas as pd
2. info = pd.DataFrame() # Create an empty dataframe
3. info['ID'] = [101, 102, 103] # Create a column
4. print(info) ## View the dataframe
5. # Assign a **new** column to dataframe called name
6. info.assign(Name = ['Smith', 'Parker', 'John'])
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1. info = pd.DataFrame({'temp\_c': [17.0, 25.0]},
2. index=['Canada', 'Australia']) # Create an index that consist some values
3. info
4. info.assign(temp\_f=lambda x: x['temp\_c'] \* 6 / 2 + 21,
5. temp\_k=lambda x: (x['temp\_f'] + 342.27) \* 6 / 4)
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# 

# Pandas DataFrame.astype()

The astype() method is generally used for casting the pandas object to a specified **dtype.astype()** function. It can also convert any suitable existing column to a categorical type.

It comes into use when we want to case a particular column data type to another data type. We can also use the input to Python dictionary to change more than one column type at once. In the dictionary, the key label corresponds to the column name, and the values label corresponds to the new data types that we want to be in the columns.

**DataFrame.astype(dtype, copy=True, errors='raise', \*\*kwargs)**

**dtype:** It uses numpy.dtype or the Python type for casting the entire pandas object to the same type. It can also use {col: dtype, ?} alternatively where col refers to the column label, and dtype is a numpy.dtype or Python type for casting one or more of the DataFrame's columns to column-specific types.

**copy:** If copy=True, it returns a copy. Be careful when setting copy= False because changes to values may propagate to other pandas objects.

**errors:** For provided dtype, it controls the raising of exceptions on the invalid data.

* **raise:** It allows the exception that is to be raised.
* **ignore:** It ignores the exception. It returns the original object on error.

**kwargs:** It is a keyword argument that is to be passed on to the constructor.

### Returns: **casted:** It returns the same type as a caller.

1. **import** pandas as pd
2. a = {'col1': [1, 2], 'col2': [3, 4]}
3. info = pd.DataFrame(data=a)
4. info.dtypes
5. info.astype('int64').dtypes # We convert it into 'int64' type.
6. info.astype({'col1': 'int64'}).dtypes
7. x = pd.Series([1, 2], dtype='int64')
8. x.astype('category')
9. cat\_dtype = pd.api.types.CategoricalDtype(categories=[2, 1], ordered=True)
10. x.astype(cat\_dtype)
11. x1 = pd.Series([1,2])
12. x2 = x1.astype('int64', copy=False)
13. x2[0] = 10
14. x1 # note that x1[0] has changed too
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# Pandas DataFrame.count()

The Pandas count() is defined as a method that is used to count the number of non-NA cells for each column or row. It is also suitable to work with the non-floating data.

**DataFrame.count(axis=0, level=None, numeric\_only=False)**

* **axis:** *{0 or 'index', 1 or 'columns'}, default value 0*0 or 'index' is used for row-wise, whereas 1 or 'columns' is used for column-wise.
* **level:** *int or str.* It is an optional parameter. If an axis is hierarchical, it counts along with the particular level and collapsing into the DataFrame.
* **numeric\_only:** *bool, default value False.* It only includes int, float, or Boolean data.

## Returns: It returns the count of Series or DataFrame if the level is specified.

1. **import** pandas as pd
2. **import** numpy as np
3. info = pd.DataFrame({"Person":["Parker", "Smith", "William", "John"],
4. "Age": [27., 29, np.nan, 32] })
5. info.count()
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**Example 2:** If we want to count for each of the row, we can use the **axis** parameter.

1. info = pd.DataFrame({"Person":["Parker", "Smith", "William", "John"],
2. "Age": [27., 29, np.nan, 32] })
3. info.count(axis='columns')

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHQAAACBCAYAAAARxZ6NAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAczSURBVHhe7Z2/TuNKFMa/ex/AFUkFTYx0paUCGlKiK0X7ACirldKgtGy/hBpCv7QRTaQVEQ+AIq0oQ7NQhSqmYSvYyi9w75nx2HHsZG3+BMYn5ydZJENCxv7OnDkO58z8tbyy/B8ENvxtfgpMEEGZIYIyQwRlxnRBd7u4GXnwwqPfNr9YdNrox6/LqE8tdpEWVIl5UAWujuCuunT04FXqIiqa6F7XUYqui4venYv6dZd+Yw8pQdufq3D8AU4aHdOyj9q5B1Q+ortrmhaSDhobLtaj60JX5pqui7OGbYuuS0LQJlaWAP/2krofQm5mx6WfDsr/BC2CvSQEXUXZAR5/GTmP+zRP1IFzcrv0tLRsk3N5f9o0YuEPcXlqGixgelCk5wua9GsPOKK5ovbVNAsRze4N6hVQbNGIebP3JyHoCA8+4O60UO7TxL8x2dlo5C44SszWlgPv3D5jTwjawf1v+kFB0Vm8o8ebcMnp/pSRarWYipTL3f8+gO9UsdcN58sgKPKvzijeXWxsF1Mx/b8t5l6U4iONT/de8XB9MVFfKtTJU02BPNpRYnp6L+TfZ8yYEeUKRUUEZYYIygwRlBkiKDNEUGaIoMwQQZkhgjJDBGWGCMoMEZQZIigzRFBmiKDMEEGZMVvQsBzCsszw96WIpRBhCucXYHhnmgSioKUQze4e1m6p0xsN3Js2QVHIUgjqdmNdEsIKjARFL6BApRBCFgUphRDyUKBSCCGLwpVCCLMpZimEqgnVBb5JfAwO19GwKAB4W6QUQngHxOUyQwRlhgjKDBGUGSIoM0RQZoigzBBBmSGCMkMEZYYIygwRlBkiKDNEUGaIoMwQQZkxVVCVajFO9/dwE63MKSja/eC69I9Ng0WkBT3uo7X1iJ5J93cPB8BWy8rOvzl6yXYPmw8D+KbJNtKCfq2RkLXx2rinlxiqVa43Fn2bD7VuMLSh136YJguROTQ3+6jFDd1SsgXd3caaA3jXi76edTHIEJTcjFrZOrkGvWAtfxDU5KFalHMqZDNDUBGzqEwRVMQsMqnM+bB+Yxo213TMH1WS30J12qW568Gt2RE0SikEM7JvW4RCIYIyQwRlhgjKDBGUGSIoM0RQZoigzBBBmSGCMkMEZYYIygwRlBkiKDNEUGaIoMxICxruBhE7pBQiRKXnxK9NEXaFOG1gPSyDkFKIGAXdFSKFKYUoLS/6KC3orhApjj+h6vgY/pD8vyIwXdD4PLrjwjtf5IWPZ2PjrhA5sv5Mnq5FqYo2YOty5dkuV1VdndNcUdm0LqJ7L2xeez6HoHQCyyVyLQ8YmeeLjO0bCWQLSvPpHp2Af3u58GURtoupyLErxKLvBhFiYgnzbALZFUKYF7nmUKE4iKDMEEGZIYIyQwRlhgjKDBGUGSIoM0RQZoigzBBBmSGCMkMEZYYIygwRlBm5BFX/qfcsSyieF/pcR8WtFnjBCA3KAiSjPonKsM9hEImSk1mvDw3M6+dL0ROXm6DTWNdlDvEM+ddGi3SwhuHhuORk6ufpfC7Af8IWFCLoW2NEys7TopH+pQpcneDit2nKwXRBE+5gYv3c6HdBwpS7M35dNM+a/U2S7jhwHzfo6lqQ0GUHLir6GynXkrPiy3xmXteUIny/OdJTSVZ/w34Ga+o6W63xa2J9bv67BidHtn2zu0d/x8PFEz1FWlAl2EEVj+djd3B0FRvzUXVaDx49VSmN4evcMPPt6xkGqb1emtj+4MAni4tbprvTwtqtqeg6HMCv1GMXU12kyYqvo6sS6vMo49P71ajPCM5rFqq/5b4534n+qm1AVPuRPnc/1uf4PjirZVL79z1Wze5MwREaeUgbn3S66NO3FUkJ2v5chXPXe2HeaQcN6vBEtr3eLiRtcerEo/mDjOXibmwIze5HvVT6Sew9ncYFXXAXm8kRFAoy53IN1d/o2pze49E8fBJkBJvXodjKSIHqwdhI2/2g9OQ5GiQEbWJliTr98Ao58nqUuvhoorfAUH7ms7illcB1K5wqWpElq2NGbmyRSIg1YaTk+usVD71nGmZC0A7uaQJ2yqvm+Uvo4PLWh/Nhm8RpY7PiY/A9ZyfJJUVjUiUxR65rfNiauZ7F6IH8cdxgFbsrKJmHuqKNxK3HjLheoSYa1epx1u1QyuXqD4y5ShXITARFESOol/5pTzRteTTC9q7Jdd5dZGffa+scC9/5MYSv3p/nJv+lQdGrYQaFNuQ04TX5FJsytPciw1WbHe3X0sbbo2lIb1RAj7Nup1KCqvswXWpurKNVvoCrqs9S0Dz5LQgKQktKf5u0jzMKqByyh1mjcyIa1JvFxcJ5FYCZJQGi1+jj9YOicAvJVPT+DAPZr1FgNTFVxPtLwROdUyl2d1Bfer1SirmXQugR/mE4pcPjCHaeN/GLRmqEvirkBlvqJvqbbOjzVsxF0Oj7x52SVK69MVJ9xoz5ulzhzRFBWQH8D80cpJHMViQgAAAAAElFTkSuQmCC)

# Pandas DataFrame.cut()

The **cut()** method is invoked when you need to segment and sort the data values into bins. It is used to convert a continuous variable to a categorical variable. It can also segregate an array of elements into separate bins. The method only works for the one-dimensional array-like objects.

If we have a large set of scalar data and perform some statistical analysis on it, we can use the **cut()** method.

**pandas.cut(x, bins, right=True, labels=None, retbins=False, precision=3, include\_lowest=False, duplicates='raise')**

**x:** It generally refers to an array as an input that is to be bin. The array should be a one-dimensional array.

**bins:** It refers to an **int**, **sequence of scalars**, or **IntervalIndex** values that define the bin edges for segmentation. Most of the time, we have numerical data on a very large scale. So, we can group values into bins to easily perform descriptive statistics as a generalization of patterns in data. criteria for binning the data into groups are as folows:

* **int:** It defines the number of equal-width bins that are in the range of **x**. We can also extend the range of **x** by **.1**% on both sides to include the minimum and maximum values of **x**.
* **sequence of scalars:** It mainly defines the bin edges that are allowed for non-uniform width.
* **IntervalIndex:** It refers to an exact bin that is to be used in the function. It should be noted that the **IntervalIndex** for bins must be non-overlapping.
* **right:** It consists of a boolean value that checks whether the **bins** include the rightmost edge or not. Its default value is True, and it is ignored when **bins** is an
* **labels:** It is an **optional** parameter that mainly refers to an array or a boolean value. Its main task is to specify the labels for the returned The length of the labels must be the same as the resulting bins. If we set its value to False, it returns only integer indicator of the bins. This argument is ignored if bins is an IntervalIndex.
* **retbins:** It refers to a boolean value that checks whether to return the bins or not. It is often useful when bins are provided as a scalar value. The default value of retbins is False.
* **precision:** It is used to store and display the bins labels. It consists of an integer value that has the default value **3**.
* **include\_lowest:** It consists of a boolean value that is used to check whether the first interval should be left-inclusive or not.
* **duplicates:** It is an **optional** parameter that decides whether to raise a ValueError or drop duplicate values if the bin edges are not unique.

## Returns: This method returns two objects as output which are as follows:

1. **out:** It mainly refers to a **Categorical**, **Series,** or **ndarray** that is an array-like object which represents the respective bin for each value of These objects depend on the value of **labels**. The possible values than can be returned are as follows:
   * **True:** It is a default value that returns a Series or a Categorical variable. The values stored in these objects are Interval data type.
   * **sequence of scalars:** It also returns a Series or a Categorical variable. The values that are stored in these objects are the type of the sequence.
   * **False:** The false value returns an ndarray of integers.
2. **bins:** It mainly refers to a **ndarray**
3. **import** pandas as pd
4. **import** numpy as np
5. info\_nums = pd.DataFrame({'num': np.random.randint(1, 50, 11)})
6. print(info\_nums)
7. info\_nums['num\_bins'] = pd.cut(x=df\_nums['num'], bins=[1, 25, 50])
8. print(info\_nums)
9. print(info\_nums['num\_bins'].unique())
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1. info\_nums = pd.DataFrame({'num': np.random.randint(1, 10, 7)})
2. print(info\_nums)
3. info\_nums['nums\_labels'] = pd.cut(x=info\_nums['num'], bins=[1, 7, 10], labels=['Lows', 'Highs'], right=False)
4. print(info\_nums)
5. print(info\_nums['nums\_labels'].unique())
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# Pandas DataFrame.describe()

The describe() method is used for calculating some statistical data like **percentile, mean** and **std** of the numerical values of the Series or DataFrame. It analyzes both numeric and object series and also the DataFrame column sets of mixed data types.

**DataFrame.describe(percentiles=None, include=None, exclude=None)**

### Returns: It returns the statistical summary of the Series and DataFrame.

1. **import** pandas as pd
2. **import** numpy as np
3. a1 = pd.Series([1, 2, 3])
4. a1.describe()
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1. info = pd.DataFrame({'categorical': pd.Categorical(['s','t','u']), 'numeric': [1, 2, 3],
2. 'object': ['p', 'q', 'r'] })
3. info.describe()
4. info.describe(include='all')
5. info.numeric.describe()
6. info.describe(include=[np.number])
7. info.describe(include=[np.object])
8. info.describe(include=['category'])
9. info.describe(exclude=[np.number])
10. info.describe(exclude=[np.object])

![](data:image/png;base64,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)

# Pandas DataFrame.drop\_duplicates()

drop\_duplicates() funct performs common data cleaning task that deals with duplicate values in DataFrame. This method helps in removing duplicate values from DataFrame.

**DataFrame.drop\_duplicates(subset=None, keep='first', inplace=False)**

* **subset:** It takes a column or the list of column labels. It considers only certain columns for identifying duplicates. Default value **None**.
* **keep:** It is used to control how to consider duplicate values. It has three distinct values that are as follows:
  + **first:** It drops the duplicate values except for the first occurrence.
  + **last:** It drops the duplicate values except for the last occurrence.
  + **False:** It drops all the duplicates.
* **inplace:** Returns the boolean value. Default value is False.

**If it is true, it removes the rows with duplicate values.**

### Return: Depending on the arguments passed, it returns the DataFrame with the removal of duplicate rows.

1. **import** pandas as pd
2. emp = {"Name": ["Parker", "Smith", "William", "Parker"], "Age": [21, 32, 29, 21]}
3. info = pd.DataFrame(emp)
4. info = info.drop\_duplicates()
5. print(info)
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# Pandas DataFrame.groupby()

In Pandas, **groupby()** function allows us to rearrange data by utilizing them on real-world data sets. Its primary task is to split the data into various groups. These groups are categorized based on some criteria. The objects can be divided from any of their axes.

**DataFrame.groupby(by=None, axis=0, level=None, as\_index=True, sort=True, group\_keys=True, squeeze=False, \*\*kwargs)**

This operation consists of the following steps for aggregating/grouping the data:

* **Splitting datasets**
* **Analyzing data**
* **Aggregating or combining data**

#### Note: The result of Groupby operation is not a DataFrame, but dict of DataFrame objects.

## Split data into groups: There are multiple ways to split any object into group.like..

* obj.groupby('key')
* obj.groupby(['key1','key2'])
* obj.groupby(key,axis=1)

We can also add some functionality to each subset. The following operations can be performed on the applied functionality:

* **Aggregation:** Computes summary statistic.
* **Transformation:** It performs some group-specific operation.
* **Filtration:** It filters the data by discarding it with some condition.

### Aggregations

It is defined as a function that returns a single aggregated value for each of the groups. We can perform several aggregation operations on the grouped data when the **groupby** object is created.

1. data = {'Name': ['Parker', 'Smith', 'John', 'William'], 'Percentage': [82, 98, 91, 87],
2. 'Course': ['B.Sc','B.Ed','M.Phill','BA']}
3. df = pd.DataFrame(data)
4. grouped = df.groupby('Course')
5. print(grouped['Percentage'].agg(np.mean))
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### Transformations

It is an operation on a group or column that performs some group-specific computation and returns an object that is indexed with the same size as of the group size.

1. data = {'Name': ['Parker', 'Smith', 'John', 'William'], ‘'Percentage': [82, 98, 91, 87],
2. 'Course': ['B.Sc','B.Ed','M.Phill','BA']}
3. df = pd.DataFrame(data)
4. grouped = df.groupby('Course')
5. Percentage = lambda x: (x - x.mean()) / x.std()\*10
6. print(grouped.transform(Percentage))

### Filtration: The **filter()** function filters the data by defining some criteria and returns the subset of data.

1. data = {'Name': ['Parker', 'Smith', 'John', 'William'], 'Percentage': [82, 98, 91, 87],
2. 'Course': ['B.Sc','B.Ed','M.Phill','BA']}
3. df = pd.DataFrame(data)
4. grouped = df.groupby('Course')
5. print (df.groupby('Course').filter(lambda x: len(x) >= 1))
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# Pandas DataFrame.head()

The head() returns the first n rows for the object based on position. If your object has the right type of data in it, it is useful for quick testing. This method is used for returning top n (by default value 5) rows of a data frame or series.

**DataFrame.head(n=5)**

### Return : It returns the DataFrame with top n rows.

1. **import** pandas as pd
2. data = pd.read\_csv("aa.csv") # making data frame
3. data\_top = data.head(2) # calling head() method storing in **new** variable
4. data\_top
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# Pandas DataFrame.hist()

# The hist() function is defined as a quick way to understand the distribution of certain numerical variables from the dataset. It divides the values within a numerical variable

into "**bins**". It counts the number of examinations that fall into each of the bin. These bins are responsible for a rapid and intuitive sense of the distribution of the values within a variable by visualizing bins.

We can create a histogram by using the **DataFrame.hist()** method, which is a wrapper for the matplotlib pyplot API.

It is also a useful tool that quickly access the probability distribution.

**DataFrame.hist(data, column=None, by=None, grid=True, xlabelsize=None, xrot=None, ylabelsize=None, yrot=None, ax=None, sharex=False, sharey=False, figsize=None, layout=None, bins=10, \*\*kwds)**

* **data:** A DataFrame.It is a pandas DataFrame object that holds the data.
* **column:** Refers to a string or sequence. If it is passed, it will be used to limit the data to a subset of columns.
* **by:** It is an optional parameter. If it is passed, then it will be used to form the histogram for independent groups.
* **grid:** It is an optional parameter. Used for showing axis grid lines. Default is True.
* **xlabelsize:** Refers to the integer value. Default value None. Used for specifying the changes in the x-axis label size.
* **xrot:** Refers to float value. Used for rotating the x-axis labels. Default value None.
* **ylabelsize:** Refers to an integer value. Used for specifying the changes in the y-axis label size.
* **yrot:** Refers to the float value. Used for rotating y-axis labels. Default value None.
* **ax:** Matplotlib axes object.  
  It defines the axis on which we need to plot the histogram. Default value None.
* **sharex:** Refers to the boolean value. Default value True, if ax is None else False. In the case of subplots, if value is True, it shares the x-axis and sets some of the x-axis labels to invisible. Its Default value is True.  
  If the ax is none, it returns False if an ax is passed in.

#### **Note:** Passing true in both an ax and sharex, it will alter all x-axis labels for all the subplots

* **sharey:** Default value False. In the case of subplots is True, it shares the y-axis and sets some y-axis labels to invisible.
* **figsize:** Refers to the size in inches for the figure to create. By default, it uses the value in **matplotlib.rcParams**.
* **layout:** It is an optional parameter. It returns the tuple of (rows, columns) for the layout of the histograms.
* **bins:** Default value 10. It refers to number of histogram bins that are to be used. If an integer value is given, then it returns calculated value of bins +1 bin edges.
* **\*\*kwds:** Refers to all the other plotting keyword arguments that are to be passed to matplotlib.pyplot.hist().

### Returns: It returns the matplotlib.AxesSubplot or numpy.ndarray.

1. info = pd.DataFrame({
2. 'length': [2, 1.7, 3.6, 2.4, 1], 'width': [4.2, 2.6, 1.6, 5.1, 2.9] })
3. hist = info.hist(bins=4)
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# Pandas DataFrame.iterrows()

If you want to loop over the DataFrame for performing some operations on each of the rows then you can use iterrows() function in Pandas.Pandas use three functions for iterating over the rows of the DataFrame, i.e., **iterrows**(), **iteritems**() and **itertuples**().

## Iterate rows with Pandas iterrows:

The iterrows () is responsible for loop through each row of the DataFrame. It returns an iterator that contains index and data of each row as a Series.

We have the next function to see the content of the iterator.

This function returns each index value along with a series that contain data in each row.

* **iterrows()** - used for iterating over the rows as (index, series) pairs.
* **iteritems()** - used for iterating over the (key, value) pairs.
* **itertuples()** - used for iterating over the rows as namedtuples.

### Yields:

1. **index:** Returns the index of the row and a tuple for the MultiIndex.
2. **data:** Returns the data of the row as a Series.
3. **it:** Returns a generator that iterates over the rows of the frame.
   1. data = pd.read\_csv("aa.csv") # making data frame from csv file
   2. **for** i, j in data.iterrows():
   3. print(i, j)
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# Pandas DataFrame.join()

The method of combining the DataFrame using common fields is called "**joining**". The method that we use for combining the DataFrame is a **join()** method. The columns that contain common values are called "**join key"**.

The join() method is often useful when one DataFrame is a lookup table that contains additional data added into the other DataFrame. It is a convenient method that can combine the columns of two differently-indexed DataFrames into a single DataFrame.

## Identifying join keys

To determine the appropriate join keys, first, we have to define required fields that are shared between the DataFrames. Both the DataFrames consist of the columns that have the same name and also contain the same data.

## Inner joins: Basically, its main task is to combine the two DataFrames based on a join key and returns a new DataFrame. The returned DataFrame consists of only selected rows that have matching values in both of the original DataFrame.

## Left joins: If we want to add some information into the DataFrame without losing any of the data, we can simply do it through a different type of join called a "**left outer join**"..

Like an inner join, left join also uses the join keys to combine two DataFrames, but unlike inner join, it returns all of the rows from the left DataFrame, even those rows whose join keys do not include the values in the right DataFrame.

## Syntax: **DataFrame.join(other, on=None, how='left', lsuffix='', rsuffix='', sort=False)**

## Parameters: **other:** It refers to the DataFrame or Series.

In this case, index should be similar to one of the columns. If we pass a Series, named attribute has to be set for using it as the column name in resulting joined DataFrame.

**on:** It is an optional parameter that refers to **array-like** or **str** values.

It refers to a column or index level name in the caller to join on the index. Otherwise, it joins index-on-index. If multiple values are present, then the **other** DataFrame must have MultiIndex. It is like an Excel VLOOKUP operation that can pass an array as the join key if it is not already contained within the calling DataFrame.

**how:** It refers to 'left', 'right', 'outer', 'inner' values that mainly work on how to handle the operation of the two objects. The default value of **how** is **left.**

* **left:** It uses a calling frame's index or column if the parameter on is specified.
* **right:** It uses the other index.
* **outer:** It is used to form a union of calling frame's index or column if parameter on is specified with other's index, and also sort it lexicographically.
* **inner:** It is used to form an intersection of calling frame's index or column if parameter **on** is specified with other's index. So, due to this, it preserves the order of the calling object.

**lsuffix:** It refers to a string object that has the default value ''. It uses the Suffix from the left frame's overlapping columns.

**rsuffix:** It refers to a string value, that has the default value ''. It uses the Suffix from the right frame's overlapping columns.

**sort:** It consists of a boolean value that sorts the resulting DataFrame lexicographically by the join key. If we pass False value, then the order of the join key mainly depends on the join type, i.e., **how**.

1. **import** pandas as pd
2. info = pd.DataFrame({'key': ['K0', 'K1', 'K2', 'K3', 'K4', 'K5'],
3. 'A': ['A0', 'A1', 'A2', 'A3', 'A4', 'A5']})
4. x = pd.DataFrame({'key': ['K0', 'K1', 'K2'],
5. 'B': ['B0', 'B1', 'B2']})
6. info.join(x, lsuffix='\_caller', rsuffix='\_x')
7. info.set\_index('key').join(x.set\_index('key'))
8. info.join(x.set\_index('key'), on='key')
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1. **import** pandas as pd
2. leftindex = pd.MultiIndex.from\_product([list('xyz'), list('pq'), [1, 2]],
3. names=['xyz', 'pq', 'num'])
4. left = pd.DataFrame({'value': range(12)}, index=leftindex)
5. left
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Pandas DataFrame.mean()

The mean() function is used to return the mean of the values for the requested axis. If we apply this method on a **Series object**, then it returns a **scalar value**, which is the mean value of all the observations in the dataframe.

If we apply this method on a DataFrame object, then it returns a Series object which contains mean of values over the specified axis.

### Syntax:**DataFrame.mean(axis=None, skipna=None, level=None, numeric\_only=None, \*\*kwargs)**

* **axis:** {index (0), columns (1)}.This refers to axis for a functn that is to be applied.
* **skipna:** It excludes all the null values when computing result.
* **level:** It counts along with a particular level and collapsing into a Series if the axis is a MultiIndex (hierarchical),
* **numeric\_only:** It includes only int, float, boolean columns. If None, it will attempt to use everything, then use only numeric data. Not implemented for Series.

### Returns: It returns the mean of the Series or DataFrame if the level is specified.

1. **import** pandas as pd
2. info = pd.DataFrame({"A":[8, 2, 7, 12, 6], "B":[26, 19, 7, 5, 9], "C":[10, 11, 15, 4, 3],
3. "D":[16, 24, 14, 22, 1]})
4. # If axis = 0 is not specified, then by **default** method **return** mean over index axis
5. info.mean(axis = 0)
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1. info = pd.DataFrame({"A":[5, 2, 6, 4, None], "B":[12, 19, None, 8, 21],
2. "C":[15, 26, 11, None, 3], "D":[14, 17, 29, 16, 23]})
3. info.mean(axis = 1, skipna = True) # **while** finding mean, it skip **null** values
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# Pandas melt()

Pandas.melt() function is used to **unpivot** DataFrame from wide format to long format.

Its main task is to massage a DataFrame into a format where some columns are identifier variables and remaining columns are considered as measured variables, are unpivoted to the row axis. It leaves just two non-identifier columns, variable and value.

### Syntax:**pandas.melt(frame, id\_vars=None, value\_vars=None, var\_name=None, value\_name='value', col\_level=None)**

* **frame:** It refers to the DataFrame.
* **id\_vars[tuple, list, or ndarray, optional]:** It refers to the columns to use as identifier variables.
* **value\_vars[tuple, list, or ndarray, optional]:** Refers to columns to unpivot. If it is not specified, use all columns that are not set as id\_vars.
* **var\_name[scalar]:** Refers to a name to use for the 'variable' column. If it is None, it uses frame.columns.name or 'variable'.
* **value\_name[scalar, default 'value']:** Refers to a name to use for 'value' column.
* **col\_level[int or string, optional]:** It’ll use this level to melt if colms are MultiIndex.

### Returns:**It returns the unpivoted DataFrame as the output.**

1. **import pandas as pd**
2. **info = pd.DataFrame({'Name': {0: 'Parker', 1: 'Smith', 2: 'John'},**
3. **'Language': {0: 'Python', 1: 'Java', 2: 'C++'}, 'Age': {0: 22, 1: 30, 2: 26}})**
4. **# Name is id\_vars and Course is value\_vars**
5. **pd.melt(info, id\_vars =['Name'], value\_vars =['Language'])**
6. **info**
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1. **info = pd.DataFrame({'A': {0: 'p', 1: 'q', 2: 'r'}, 'B': {0: 40, 1: 55, 2: 25},**
2. **'C': {0: 56, 1: 62, 2: 42}})**
3. **pd.melt(info, id\_vars=['A'], value\_vars=['C'])**
4. **pd.melt(info, id\_vars=['A'], value\_vars=['B', 'C'])**
5. **pd.melt(info, id\_vars=['A'], value\_vars=['C'], var\_name='myVarname', value\_name='myValname')**
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# Pandas DataFrame.merge()

Pandas **merge()** is defined as the process of bringing the two datasets together into one and aligning the rows based on the common attributes or columns. It is an entry point for all standard database join operations between DataFrame objects:

## Syntax:**pd.merge(left, right, how='inner', on=None, left\_on=None, right\_on=None,**

**left\_index=False, right\_index=False, sort=True)**

* **right:** *DataFrame or named Series.* It is an object which merges with DataFrame.
* **how:** *{'left', 'right', 'outer', 'inner'}, default 'inner'* Type of merge to be performed.
  + **left:** It use only keys from the left frame, similar to a SQL left outer join; preserve key order.
  + **right:** It use only keys from the right frame, similar to a SQL right outer join; preserve key order.
  + **outer:** It used the union of keys from both frames, similar to a SQL full outer join; sort keys lexicographically.
  + **inner:** It use the intersection of keys from both frames, similar to a SQL inner join; preserve the order of the left keys.
* **on:** *label or list.* It is a column or index level names to join on. It must be found in both the left and right DataFrames. If on is None and not merging on indexes, then this defaults to the intersection of the columns in both DataFrames.  
  **left\_on:** *label or list, or array-like.* It is a column or index level names from the left DataFrame to use as a key. It can be an array with length equal to the length of the DataFrame.
* **right\_on:** *label or list, or array-like.* It is a column or index level names from the right DataFrame to use as keys. It can be an array with length equal to the length of the DataFrame.
* **left\_index :** *bool, default False.* It uses the index from left DataFrame as the join key(s), If true. In case of MultiIndex (hierarchical), many keys in other DataFrame (either the index or some columns) should match the number of levels.
* **right\_index :** *bool, default False.* It uses the index from the right DataFrame as the join key. It has the same usage as the left\_index.
* **sort:** *bool, default False.* If True, it sorts the join keys in lexicographical order in the result DataFrame. Otherwise, the order of the join keys depends on the join type (how keyword).
* **suffixes:** *tuple of the (str, str), default ('\_x', '\_y').* It suffixes to apply to overlap the column names in the left and right DataFrame, respectively. The columns use (False, False) values to raise an exception on overlapping.
* **copy:** *bool, default True.* If True, it returns a copy of the DataFrame.Otherwise, It can avoid the copy.
* **indicator:** *bool or str, default False.* If True, It adds a column to output DataFrame "**\_merge**" with information on the source of each row. If it is a string, a column with information on the source of each row will be added to output DataFrame, and the column will be named value of a string. The information column is defined as a categorical-type and it takes value of:
  + **"left\_only"** for the observations whose merge key appears only in 'left' of the DataFrame, whereas,
  + **"right\_only"** is defined for observations in which merge key appears only in 'right' of the DataFrame,
  + **"both"** if the observation's merge key is found in both of them.
* **validate:** *str, optional,* If it is specified, it checks merge type that is given below:
  + "one\_to\_one" or "1:1": It checks if merge keys are unique in both the left and right datasets.
  + "one\_to\_many" or "1:m": It checks if merge keys are unique in only the left dataset.
  + "many\_to\_one" or "m:1": It checks if merge keys are unique in only the right dataset.
  + "many\_to\_many" or "m:m": It is allowed, but does not result in checks.

### Example1: Merge two DataFrames on a key

1. **import** pandas as pd
2. left = pd.DataFrame({ 'id':[1,2,3,4], 'Name': ['John', 'Parker', 'Smith', 'Parker'],
3. 'subject\_id':['sub1','sub2','sub4','sub6']})
4. right = pd.DataFrame({ 'id':[1,2,3,4], 'Name': ['William', 'Albert', 'Tony', 'Allen'],
5. 'subject\_id':['sub2','sub4','sub3','sub6']})
6. print (left)
7. print (right)

### Example2: Merge two DataFrames on multiple keys:

1. left = pd.DataFrame({ 'id':[1,2,3,4,5], 'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],
2. 'subject\_id':['sub1','sub2','sub4','sub6','sub5']})
3. right = pd.DataFrame({ 'id':[1,2,3,4,5], 'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],
4. 'subject\_id':['sub2','sub4','sub3','sub6','sub5']})
5. print pd.merge(left,right,on='id')
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# Pandas DataFrame.pivot\_table()

The Pandas **pivot\_table()** is used to calculate, aggregate, and summarize your data. It is defined as a powerful tool that aggregates data with calculations such as **Sum, Count, Average, Max,** and **Min**.

It also allows the user to sort and filter your data when the pivot table has been created.

### Parameters: **data:** A DataFrame.

* **values:** It is an **optional** parameter and refers the column to aggregate.
* **index:** It refers to the column, Grouper, and array.

If we pass an array, it must be of the same length as data.

* **columns:** Refers to column, Grouper, and array

If we pass an array, it must be of the same length as data.

* **aggfunc:** function, list of functions, dict, default numpy.mean If we pass the list of functions, the resulting pivot table will have hierarchical columns whose top level are the function names.  
  If we pass a dict, the key is referred to as a column to aggregate, and value is function or list of functions.
* **fill\_value[scalar, default None]:** It replaces the missing values with a value.
* **margins[boolean, default False]:** It add all the row / columns (e.g. for subtotal / grand totals)
* **dropna[boolean, default True] :** It drops the columns whose entries are all NaN.
* **margins\_name[string, default 'All'] :** It refers to the name of the row/column that will contain the totals when margins are True.

### Returns: It returns a DataFrame as the output.

1. **import** pandas as pd
2. info = pd.DataFrame({'P': ['Smith', 'John', 'William', 'Parker'], 'Q': ['Python', 'C', 'C++', 'Java'], 'R': [19, 24, 22, 25]})
3. table = pd.pivot\_table(info, index =['P', 'Q'])
4. table
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# Pandas DataFrame.query()

For analyzing the data, we need a lot of filtering operations. Pandas provide a query() method to filter the DataFrame.

It offers a simple way of making the selection and also capable of simplifying the task of index-based selection.

### Syntax: **DataFrame.query(expr, inplace=False, \*\*kwargs)**

* **expr:** Refers to an expression in string form to filter data.
* **inplace:** If the value is True, it makes the changes in the original DataFrame.
* **kwargs:** Refers to the other keyword arguments.

### Return: It returns a DataFrame that results from the query expression.

#### **Note:** This method only works if the column name doesn't have any empty spaces. You can replace the spaces in column names with '\_'

1. info = pd.DataFrame({'X': range(1, 6), 'Y': range(10, 0, -2), 'Z Z': range(10, 5, -1)})
2. info.query('X > Y')
3. info[info.X > info.Y]
4. info[info.Y == info['Z Z']]
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# Pandas DataFrame.rename()

The main task of the Pandas **rename()** function is to **rename any index, column, or row**. This method is useful for renaming some selected columns because we have to specify the information only for those columns that we want to rename.

It mainly alters the axes labels based on some of the mapping (dict or Series) or the arbitrary function. The function must be unique and should range from **1** to **-1**. The labels will be left, if it is not contained in a dict or Series. If you list some extra labels, it will throw an error.

## Syntax: **DataFrame.rename(mapper=None, index=None, columns=None, axis=None, copy=True, inplace=False, level=None, errors='ign**

* **mapper:** It is a **dict-like** or **function** transformation that is to be applied to a particular axis label. We can use either **mapper** or **axis** to specify the axis targeted with **mapper, index**, and
* **index:** It is an alternative of specifying the axis (mapper, axis =0 is equivalent to the **index=mapper**).
* **columns:** It is an alternative to specify an axis (mapper, axis =1 is equivalent to the **columns=mapper**).
* **axis:** It refers to an **int** or **str** value that defines the axis targeted with the **mapper**. It can be either the axis name ('index', 'columns') or the number.
* **copy:** It refers to a boolean value that copies the underlying data. The default value of the **copy** is True.
* **inplace:** It refers to a boolean value and checks whether to return the new DataFrame or not. If it is true, it makes the changes in the original DataFrame. The default value of the **inplace** is True.
* **level:** It refers to an **int** or **level name** values that specify the level, if DataFrame has a multiple level index. The default value of the **level** is None.
* **errors:** It refers to **ignore, raise** If we specify **raise** value, it raises a **KeyError** if any of the labels are not found in the selected axis.

## Returns: It returns the DataFrame with renamed axis labels.

1. **import** pandas as pd
2. info = {'name': ['Parker', 'Smith', 'William', 'Robert'], 'age': [38, 47, 44, 34],
3. 'language': ['Java', 'Python', 'JavaScript', 'Python']}
4. info\_pd = pd.DataFrame(info)
5. info\_pd.rename(columns = {'name':'Name'}, inplace = True)
6. print("\nAfter modifying first column:\n", info\_pd.columns) # After renaming
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1. info = {'name': ['Parker', 'Smith', 'William', 'Robert'], 'age': [38, 47, 44, 34],
2. 'language': ['Java', 'Python', 'JavaScript', 'Python']}
3. info\_pd = pd.DataFrame(info)
4. info\_pd.rename(columns = {'name':'Name', 'age':'Age', 'language':'Language'}, inplace = True)
5. print(info\_pd.columns) # After renaming columns
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1. **import** pandas as pd
2. data = {'Name': ['Smith', 'Parker', 'William'], 'Emp\_ID': [101, 102, 103], 'Language': ['Python', 'Java', 'JavaScript']}
3. info1 = pd.DataFrame(data)
4. info2 = info.rename(index={0: '#0', 1: '#1', 2: '#2'})
5. print('Renamed Indexes:\n', info2)
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# Pandas Dataframe.sample()

The Pandas sample() is used to select the rows and columns from the DataFrame randomly. If we want to build a model from an extensive dataset, we have to randomly choose a smaller sample of the data that is done through a function **sample**.

### Syntax: **DataFrame.sample(n=None, frac=None, replace=False, weights=None, random\_state=None, axis=None)**

* **n:** It is an optional parameter that consists of an integer value and defines the number of random rows generated.
* **frac:** It is also an optional parameter that consists of float values and returns **float value \* length of data frame values**. It cannot be used with a parameter n.
* **replace:** It consists of boolean value. If it is true, it returns a sample with replacement. The default value of the replace is false.
* **weights:** It is also an **optional** parameter that consists of str or ndarray-like. Default value "**None**" that results in equal probability weighting. If a DataFrame is being passed when **axis =0;** it will accept the name of a column.
* **random\_state:** It is also an **optional** parameter that consists of an integer or numpy.random.RandomState. If the value is int, it seeds for the random number generator or numpy RandomState object.
* **axis:** It is also an optional parameter that consists of integer or string value. 0 or '**row**' and 1 or 'column'.

### Returns: It returns a new object of the same type as a caller that contains n items randomly sampled from the caller object.

1. **import** pandas as pd
2. info = pd.DataFrame({'data1': [2, 4, 8, 0], 'data2': [2, 0, 0, 0], 'data3': [10, 2, 1, 8]},
3. index=['John', 'Parker', 'Smith', 'William'])
4. info['data1'].sample(n=3, random\_state=1)
5. info.sample(frac=0.5, replace=True, random\_state=1)
6. info.sample(n=2, weights='data3', random\_state=1)
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**Ex:I**n this example, we take a csv file and extract random rows from the DataFrame by using a sample.

1. **import** pandas as pd
2. data = pd.read\_csv("aa.csv")
3. row1 = data.sample(n = 1) # randomly select one row
4. print(row1) # display row
5. row2 = data.sample(n = 2) # randomly select another row

# Pandas DataFrame.shift()

If you want to shift your column or subtract the column value with the previous row value from the DataFrame, you can do it by using the **shift()** function. It consists of a scalar parameter called **period**, which is responsible for showing the number of shifts to be made over the desired axis. It is also capable of dealing with time-series data.

## Syntax: **DataFrame.shift(periods=1, freq=None, axis=0)**

* **periods:** It consists of an integer value that can be positive or negative. It defines the number of periods to move.
* **freq:** It can be used with DateOffset, tseries module, str or time rule (e.g., 'EOM').
* **axis:** 0 is used for shifting the index, whereas 1 is used for shifting the column.
* **fill\_value:** Used for filling newly missing values.

## Returns: It returns a shifted copy of DataFrame.

1. **import** pandas as pd
2. info= pd.DataFrame({'a\_data': [45, 28, 39, 32, 18], 'b\_data': [26, 37, 41, 35, 45],
3. 'c\_data': [22, 19, 11, 25, 16]})
4. info.shift(periods=2)
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**Exm2:** This shows how to fill the missing values in the DataFrame using the **fill\_value**.

1. info= pd.DataFrame({'a\_data': [45, 28, 39, 32, 18], 'b\_data': [26, 38, 41, 35, 45],
2. 'c\_data': [22, 19, 11, 25, 16]})
3. info.shift(periods=2)
4. info.shift(periods=2,axis=1,fill\_value= 70) # axis=0 for row and 1 for col
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# Pandas DataFrame.sort()

We can efficiently perform sorting in the DataFrame through different kinds:

* **By label**
* **By Actual value**

**By label:**The DataFrame can be sorted by using the **sort\_index()** method. It can be done by passing the axis arguments and the order of sorting. The sorting is done on row labels in ascending order by default.

1. info=pd.DataFrame(np.random.randn(10,2),index=[1,2,5,4,8,7,9,3,0,6],columns = ['col4','col3'])
2. info2=info.sort\_index()
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* **Order of Sorting:** The order of sorting can be controlled by passing the Boolean value to the ascending parameter.

1. info= pd.DataFrame(np.random.randn(10,2),index=[1,4,7,2,5,3,0,8,9,6],columns = ['col4','col5'])
2. info\_2 = info.sort\_index(ascending=False)
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* **Sort the Columns:** We can sort the columns labels by passing the axis argument respected to its values 0 or 1. By default, the **axis=0**, it sort by row.

1. info = pd.DataFrame(np.random.randn(10,2),index=[1,4,8,2,0,6,7,5,3,9],columns = ['col4','col7'])
2. info\_2=info.sort\_index(axis=1)

## By Actual Value

It is another kind through which sorting can be performed in the DataFrame. Like index sorting, **sort\_values()** is a method for sorting by the values.

It also provides a feature in which we can specify the column name of the DataFrame with which values are to be sorted. It is done by passing the '**by**' argument.

1. info = pd.DataFrame({'col1':[7,1,8,3],'col2':[8,12,4,9]})
2. info\_2 = info.sort\_values(by='col2')
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In the above output, observe that the values are sorted in **col2** only, and the respective **col1** value and row index will alter along with **col2**. Thus, they look unsorted.

* **columns:** Before Sorting, you have to pass an object or the column names.
* **ascending:** A Boolean value is passed that is responsible for sorting in the ascending order. Its default value is True.
* **axis:** 0 or index; 1 or 'columns'. The default value is 0. It decides whether you sort by index or columns.
* **inplace:** A Boolean value is passed. default value is false. It will modify any other views on this object & does not create a new instance while sorting DataFrame.
* **kind:** *'heapsort', 'mergesort', 'quicksort'*. It is an optional parameter that is to be applied only when you sort a single column or labels.
* **na\_position:** *'first', 'last'*. The *'first'* puts NaNs at the beginning, while the 'last' puts NaNs at the end. Default option last.

# Pandas DataFrame.sum()

Pandas **DataFrame.sum()** function is used to return the sum of the values for the requested axis by the user. If the input value is an index axis, then it will add all the values in a column and works same for all the columns. It returns a series that contains the sum of all the values in each column.

It is also capable of skipping the missing values in the DataFrame while calculating the sum in the DataFrame.

### Syntax: **DataFrame.sum(axis=None, skipna=None, level=None, numeric\_only=None, min\_count=0, \*\*kwargs)**

* **axis:** {index (0), columns (1)} 0 or 'index' is used for row-wise, whereas 1 or 'columns' is used for column-wise.
* **skipna:** bool, default True. It is used to exclude all the null values.
* **level:** int or level name, default None. It counts along a particular level and collapsing into a series, if the axis is a multiindex.
* **numeric\_only:** bool, default value None. It includes only int, float, & boolean columns. If it is None, it will attmpt to use everything, so num data must be used.
* **min\_count:** int, default value 0. It refers to the required number of valid values to perform any operation. If it is fewer than the **min\_count** non-NA values are present, then the result will be NaN.
* **\*\*kwargs:** It is an optional parameter that is to be passed to a function.

### Returns: It returns the sum of Series or DataFrame if a level is specified.

1. pd.Series([]).sum() #0 # **default** min\_count = 0
2. # Passed min\_count = 1, then sum of an empty series will be NaN
3. pd.Series([]).sum(min\_count = 1) #NaN

Ex. info = {'Name': ['Parker', 'Smith', 'William'], 'age' : [32, 28, 39]}

1. data = pd.DataFrame(info)
2. data['total'] = data['age'].sum() # sum of all salary stored in 'total'
3. print(data)
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# Pandas DataFrame.to\_excel()

We can export the DataFrame to the excel file by using the to\_excel() function.

To write a single object to the excel file, we have to specify the target file name. If we want to write to multiple sheets, we need to create an **ExcelWriter** object with target filename and also need to specify the sheet in the file in which we have to write.

The multiple sheets can also be written by specifying the unique **sheet\_name**. It is necessary to save the changes for all the data written to the file.

#### **Note:** If we create an ExcelWriter object with a file name that already exists, it will erase the content of the existing file.

### Syntax: **DataFrame.to\_excel(excel\_writer, sheet\_name='Sheet1', na\_rep='', float\_format=None, columns=None, header=True, index=True, index\_label=None, startrow=0, startcol=0, engine=None, merge\_cells=True, encoding=None, inf\_rep='inf', verbose=True, freeze\_panes=None)**

* **excel\_writer:** A file path or existing ExcelWriter.
* **sheet\_name:** It refers to the name of the sheet that contains the DataFrame.
* **na\_repr:** Missing Data representation.
* **float\_format:** It is an optional parameter that formats the string for floating-point numbers.
* **columns:** Refers the column to write.
* **header:** It writes out the column names. If a list of the string is given, it is assumed to be the aliases for the column names.
* **index:** It writes the index.
* **index\_label:** Refers to the column label for the index column. If it is not specified, and the header and index are True, then the index names are used. If DataFrame uses MultiIndex, a sequence should be given.
* **startrow:** Default value 0. It refers to the upper left cell row to dump DataFrame.
* **startcol:** Default value 0. It refers to upper left cell column to dump DataFrame.
* **engine:** It is optional parameter that writes engine to use, openpyxl, or xlsxwriter.
* **merge\_cells:** It returns the boolean value and its default value is True. It writes MultiIndex and Hierarchical rows as the merged cells.
* **encoding:** It is an optional parameter that encodes the resulting excel file. It is only necessary for the xlwt.
* **inf\_rep:** It is also an optional parameter and its default value is inf. It usually represents infinity.
* **verbose:** It returns a boolean value. It's default value is True.It is used to display more information in the error logs.
* **freeze\_panes:** It is also an optional parameter that specifies the one based bottommost row and rightmost column that is to be frozen.

1. **import** pandas as pd
2. info\_marks = pd.DataFrame({'name': ['Parker', 'Smith', 'William', 'Terry'], 'Maths': [78, 84, 67, 72], 'Science': [89, 92, 61, 77], 'English': [72, 75, 64, 82]})
3. writer = pd.ExcelWriter('output.xlsx') # render dataframe as html
4. info\_marks.to\_excel(writer)
5. writer.save()

# Pandas DataFrame.transform

We can define Pandas DataFrame as a two-dimensional size-mutable, heterogeneous tabular data structure with some labeled axes (rows and columns). Performing the arithmetic operations will align both row and column labels. It can be considered as a dict-like container for Series objects.

The main task of Pandas **DataFrame.transform()** function is to self produce a DataFrame with its transformed values and it has the same axis length as self.

### Syntax: DataFrame.transform(func, axis=0, \*args, \*\*kwargs)

**func :** It is a function that is used for transforming the data.

**axis :** Refers to 0 or 'index', 1 or 'columns', default value 0.

**\*args:** It is a positional arguments that is to be passed to a func.

**\*\*kwargs :** It is a keyword arguments that is to be passed to a func.

### Returns:It returns the DataFrame that must have same length as self.

**Exa 1 :** Use DataFrame.transform() function to add 10 to each element in the dataframe.

1. info =pd.DataFrame({"P":[8, 2, 9, None, 3], "Q":[4, 14, 12, 22, None],
2. "R":[2, 5, 7, 16, 13], "S":[16, 10, None, 19, 18]})
3. index\_ =['A\_Row', 'B\_Row', 'C\_Row', 'D\_Row', 'E\_Row'] # Create the index
4. info.index =index\_ ,/ print(info)# Set the index

# Pandas DataFrame.transpose()

The transpose() function helps to transpose the index and columns of the dataframe. It reflects DataFrame over its main diagonal by writing rows as columns and vice-versa.

### Syntax: dataFrame.transpose(\*args, \*\*kwargs)

**copy:** If its value is True, then the underlying data is being copied. Otherwise, by default, no copy is made, if possible.

**\*args, \*\*kwargs:** Both are additional keywords that do not affect, but has an acceptance that provide compatibility with a numpy.

### Returns: It returns the transposed DataFrame.

1. info = pd.DataFrame({'Weight':[27, 44, 38, 10, 67], 'Name':['William', 'John', 'Smith', 'Parker', 'Jones'], 'Age':[22, 17, 19, 24, 27]})
2. index\_ = pd.date\_range('2010-10-04 06:15', periods = 5, freq ='H') # Create index
3. info.index = index\_ # Set the index
4. print(info)
5. result = info.transpose() # **return** the transpose
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# Pandas DataFrame.where()

The main task of the **where()** method is to check the data frame for one or more conditions and return the result accordingly. By default, if the rows are not satisfying the condition, it is filled with **NaN** value.

**DataFrame.where(cond, other=nan, inplace=False, axis=None, level=None, errors='raise', try\_cast=False, raise\_on\_error=None)**

* **cond:** It refers to one or more conditions to check the data frame.
* **other:** It replaces the rows that do not satisfy the condition with the user-defined object; the default value is NaN.
* **inplace:** Returns the boolean value. If the value is true, it makes the changes in the dataframe itself.
* **axis:** An axis to check( row or columns)

1. **import** pandas as pd
2. **import** numpy as np
3. a = pd.Series(range(5))
4. a.where(a > 0)
5. a.mask(a > 0)
6. a.where(a > 1, 10)
7. info = pd.DataFrame(np.arange(10).reshape(-1, 2), columns=['A', 'B'])
8. info
9. b = info % 3 == 0
10. info.where(b, -info)
11. info.where(b, -info) == np.where(b, info, -info)
12. info.where(b, -info) == info.mask(~b, -info)

# Add a column to DataFrame Columns

We can add a new column to an existing DataFrame using different ways. For the demonstration, first, we have to write a code to read the existing file, which consists of some columns in a DataFrame.

1. **import** pandas as pd
2. aa = pd.read\_csv("aa.csv")
3. aa.head()

## Add new columns to a DataFrame using [] operator

If we want to add any new column at the end of the table, we have to use the **[]** operator. Let's add a new column named "**Age**" into "**aa**" csv file.

1. **import** pandas as pd
2. aa = pd.read\_csv("aa.csv")
3. aa["Age"] = "24"
4. aa.head()

**For ex:** aa["Designation"]

In above code, Pandas will throw an error because **Designation** column does not exist.

But if we assign a value to that column, Pandas will generate a new column automatically at the end of the table.

## Add new columns in a DataFrame using insert()

We can also add a new column at any position in an existing DataFrame using a method name **insert**.

1. **import** pandas as pd
2. aa = pd.read\_csv("aa.csv")
3. aa.insert(2, column = "Department", value = "B.Sc")
4. aa.head()
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# Convert Pandas DataFrame to Numpy array

For performing some high-level mathematical functions, we can convert Pandas DataFrame to numpy arrays. It uses the DataFrame.to\_numpy() function.

**DataFrame.to\_numpy()** function is applied on DataFrame that returns numpy ndarray.

### Syntax: DataFrame.to\_numpy(dtype=None, copy=False)

* **dtype:** It is an optional parameter that pass the dtype to numpy.asarray().
* **copy:** It returns the boolean value that has the default value **False**.

It ensures that the returned value is not a view on another array.

### Returns: It returns the **numpy.ndarray** as an output.

1. info = pd.DataFrame({"P": [2, 3], "Q": [4.0, 5.8]})
2. info.to\_numpy()
3. info['R'] = pd.date\_range('2000', periods=2)
4. info.to\_numpy()
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1. info = pd.DataFrame([[17, 62, 35],[25, 36, 54],[42, 20, 15],[48, 62, 76]],
2. columns=['x', 'y', 'z'])
3. print('DataFrame\n----------\n', info)
4. arr = info.to\_numpy()
5. print('\nNumpy Array\n----------\n', arr)
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# Convert Pandas DataFrame to CSV

The Pandas **to\_csv()** function is used to convert the DataFrame into CSV data. To write the CSV data into a file, we can simply pass a file object to the function. Otherwise, the CSV data is returned in a string format.

**DataFrame.to\_csv(path\_or\_buf=None, sep=', ', na\_rep='', float\_format=None, columns=None, header=True, index=True, index\_label=None, mode='w', encoding=None, compression='infer', quoting=None, quotechar='"', line\_terminator=None, chunksize=None, date\_format=None, doublequote=True, escapechar=None, decimal='.')**

## Parameters:

## **path\_or\_buf:** It refers to **str** or **file handle**. Basically, it defines the path of file or object. The default value is **None** and if **None** value is passed, then it returns a string value.

If we pass file object, it should be opened with **newline ="** & disable universal newlines.

**sep:** It refers to **string** value & consists a string of length 1. It's default valu is **comma**(**,**).

**na\_rep:** It refers to a string value that represents null or missing values. The **empty string** is the default value.

**float\_format:** It also consists a **string** value that is responsible for formatting a string for the floating-point numbers.

**columns:** It is an optional parameter that refers to a sequence to specify the columns that need to be included in the CSV output.

**header:** It generally consists a boolean value or a list of string. If its value is set to False, then the column names are not written in the output. It's default value is True.

If we pass a list of string as input, it generally writes column names in the output. length of the list of the file should be same as number of columns being written in the CSV file.

**index:** If the value is set to True, index is included in the CSV data. Otherwise, the index value is not written in CSV output.

**index\_label:** It consists a **str** value or a sequence that is used to specify the column name for index. It's default value is None.

**mode:** It refers a **string** value that is used for writing mode. It's default value is **w.**

**encoding:** It is an **optional** parameter consisting a string value that represents an encoding used in the output file. The default value of encoding is **UTF-8.**

**compression:** It refers a **str** value that compress the mode among the following values{'infer', 'gzip', 'bz2', 'zip', 'xz', None}. It detects the compression from the extensions: **'.gz', '.bz2', '.zip' or '.xz'** if **infer** and **path\_or\_buf** is a path-like, otherwise no compression occurs.

**quoting:** It is an **optional** parameter that is defined as a constant from the csv module. Its default value is **csv.QUOTE\_MINIMAL**. If you set a float\_format then floating value is converted to strings and **csv.QUOTE\_NONNUMERIC** is treated as a non-numeric value.

**quotechar:** It refers to a **str** value of length 1. It is character that is used to quote fields.

**line\_terminator:** It is an **optional** parameter that refers to a **string** value. Its main task is to terminate the line. It is a newline character that is to be used in the output file. Its default value is set to **os.linesep** that mainly depends on the OS. An individual method is called to define the operating system ('**n**' for **linux**, '**rn'** for '**Windows'**).

A**chunksize:** It consists **None** or **integer** value & define rows to write at the current time.

**date\_format:** It consists **str** value and used to format a string for the datetime objects. The default value of **date\_format** is **None**.

**doublequote:** It consists a boolean value that have the default value **True**. It is mainly used for controlling the quote of **quotechar** inside the field.

**escapechar:** It consists a **string** value of length 1. Basically, it is a character that is used to escape **sep** and **quotechar**. The default value of **escapechar** is **None**.

**decimal:** It consists a **string** value that identify a character as decimal separator. **Ex**: use '**,**' for European data.

## Returns: It returns **str** or **Non**e value. If a parameter value named as **path\_or\_buf** is None, it returns the resulting csv format as a string. Otherwise, it returns None.

1. **import** pandas as pd
2. data = {'Name': ['Smith', 'Parker'], 'ID': [101, 102], 'Language': ['Python', 'JavaScript']}
3. info = pd.DataFrame(data)
4. print('DataFrame Values:\n', info)
5. csv\_data = info.to\_csv() # **default** CSV
6. print('\nCSV String Values:\n', csv\_data)
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**Ex2:** below example shows Null or missing Data Representation in the CSV Output file:

1. **import** pandas as pd
2. data = {'Name': ['Smith', 'Parker'], 'ID': [101, pd.NaT], 'Language': [pd.NaT, 'JavaScript']}
3. info = pd.DataFrame(data)
4. print('DataFrame Values:\n', info)
5. csv\_data = info.to\_csv()
6. print('\nCSV String Values:\n', csv\_data)
7. csv\_data = info.to\_csv(na\_rep="None")
8. print('CSV String with Null Data Values:\n', csv\_data)
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**Example3:** The below example specify the delimiter for the CSV output.

1. data = {'Name': ['Smith', 'Parker'], 'ID': [101, pd.NaT], 'Language': [Python, 'JavaScript']}
2. info = pd.DataFrame(data)
3. print('DataFrame:\n', info)
4. csv\_data = info.to\_csv(sep='|')
5. print(csv\_data)
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# Python Pandas Reading Files

## Reading from CSV File

For reading the Pandas files, firstly we have to load data from file formats into a DataFrame. You need only a single line to load your data in code.

1. **import** pandas
2. df = pandas.read\_csv('hrdata.csv')
3. **print**(df)

## Reading from JSON

If you have any JSON file, Pandas can easily read it through a single line of code.

1. df =pd.read\_json('hrdata.json')

Pandas convert a list of lists into a DataFrame and also define the column names separately. A JSON parser is responsible for converting a JSON text into another representation that must accept all the texts according to the JSON grammar. It can also accept non JSON forms or extensions.

## 

## Reading from the SQL database

For reading a file from SQL, first, you need to establish a connection using the Python library and then pass the query to pandas. Here, we use SQLite for demonstration.

**sqlite3** is used to establish a connection to the database, and then we can use it to generate a DataFrame through **SELECT** query.

For establishing a connection to the SQLite database file:

1. **import** sqlite3
2. con = sqlite3.connect("database.db")

A table called **information** is present in the SQLite database, and the index of the column called "index". We can read data from the **information** table by passing the **SELECT** query and the **con**.

df = pd.read\_sql\_query("SELECT \* FROM information", con)

# Pandas Concatenation

Pandas is capable of combining Series, DataFrame, and Panel objects through different kinds of set logic for the indexes and the relational algebra functionality.

The **concat()** function is responsible for performing concatenation operation along an axis in the DataFrame.

**Syntex:-** pd.concat(objs,axis=0,join='outer',join\_axes=None, ignore\_index=False)

* **objs:** It is a sequence or mapping of series or DataFrame objects. If we pass a dict in the DataFrame, then the sorted keys will be used as the keys<.strong> argument, and the values will be selected in that case. If any non-objects are present, then it will be dropped unless they are all none, and in this case, a ValueError will be raised.
* **axis:** It is an axis to concatenate along**.**
* **join:** Responsible for handling indexes on another axis.
* **join\_axes:** A list of index objects. Instead of performing the inner or outer set logic, specific indexes use for the other (n-1) axis.
* **ignore\_index:** bool, default value False.It does not use the index values on the concatenation axis, if true. The resulting axis will be labeled as 0, ..., n - 1.

## Returns: A series is returned when we concatenate all the Series along the axis (axis=0). In case if objs contains at least one DataFrame, it returns a DataFrame.

1. **import pandas as pd**
2. **a\_data = pd.Series(['p', 'q'])**
3. **b\_data = pd.Series(['r', 's'])**
4. **pd.concat([a\_data, b\_data])**
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**Ex2:** In the above ex-, we can reset the existing index by using the ignore\_index parameter. The below code demonstrates the working of ignore\_index.

1. **import pandas as pd**
2. **a\_data = pd.Series(['p', 'q'])**
3. **b\_data = pd.Series(['r', 's'])**
4. **pd.concat([a\_data, b\_data], ignore\_index=True)**
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**Ex 3:** We can add a hierarchical index at the outermost level of the data by using the keys parameter.

1. **import pandas as pd**
2. **a\_data = pd.Series(['p', 'q'])**
3. **b\_data = pd.Series(['r', 's'])**
4. **pd.concat([a\_data, b\_data], keys=['a\_data', 'b\_data'])**

![](data:image/png;base64,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)

1. **import pandas as pd**
2. **a\_data = pd.Series(['p', 'q'])**
3. **b\_data = pd.Series(['r', 's'])**
4. **pd.concat([a\_data, b\_data], keys=['a\_data', 'b\_data'])**
5. **pd.concat([a\_data, b\_data], keys=['a\_data', 'b\_data'],**

**names=['Series name', 'Row ID'])**
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### Concatenation using append

**Append method is defined as a useful shortcut to concatenate Series and DataFrame.**

1. **import pandas as pd**
2. **one = pd.DataFrame({ 'Name': ['Parker', 'Smith', 'Allen', 'John', 'Parker'], 'subject\_id':['sub1','sub2','sub4','sub6','sub5'], 'Marks\_scored':[98,90,87,69,78]},**
3. **index=[1,2,3,4,5])**
4. **two = pd.DataFrame({'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],**
5. **'subject\_id':['sub2','sub4','sub3','sub6','sub5'], 'Marks\_scored':[89,80,79,97,88]},**
6. **index=[1,2,3,4,5])**
7. **print (one.append(two))**

![](data:image/png;base64,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)

# Python Pandas Data operations

In Pandas,there are different useful data oprations for DataFrame, which are as follows :

**Row and column selection:** We can select any row and column of the DataFrame by passing the name of the rows and column. When you select it from the DataFrame,

it becomes one-dimensional and considered as Series.

**Filter Data:** We can filter data by providing some of boolean expression in DataFrame.

#### Note: If we want to pass the boolean results into a DataFrame, then it shows all the results.

**Null values:** A Null value can occur when no data is being provided to the items. The various columns may contain no values which are usually represented as NaN. In Pandas, several useful functions are available for detecting, removing, and replacing the null values in Data Frame. These functions are as follows:

**isnull():** The main task of isnull() is to return the true value if any row has null values.

**notnull():** It is opposite of isnull() function and it returns true values for not null value.

**dropna():** This method analyzes and drops the rows/columns of null values.

**fillna():** It allows the user to replace the NaN values with some other values.

**replace():** It is a very rich function that replaces a string, regex, series, dictionary, etc.

**interpolate():** It is a very powerful function that fills null values in DataFrame or series.

**String operation:**A set of a string function is available in Pandas to operate on string data and ignore the missing/NaN values. There are different string operation that can be performed using **.str.** option. These functions are as follows:

**lower():** It converts any strings of the series or index into lowercase letters.

**upper():** It converts any string of the series or index into uppercase letters.

**strip():** This function helps to strip the whitespaces including a new line from each string in the Series/index.

**split(' '):** It is a function that splits the string with the given pattern.

**cat(sep=' '):** It concatenates series/index elements with a given separator.

**contains(pattern):** It returns True if a substring is present in the element, else False.

**replace(a,b):** It replaces the value a with the value b.

**repeat(value):** It repeats each element with a specified number of times.

**count(pattern):** It returns the count of the appearance of a pattern in each element.

**startswith(pattern):** It returns True if all the elements in the series starts with a pattern.

**endswith(pattern):** It returns True if all the elements in the series ends with a pattern.

**find(pattern):** It is used to return the first occurrence of the pattern.

**findall(pattern):** It returns a list of all the occurrence of the pattern.

**swapcase:** It is used to swap the case lower/upper.

**islower():** It returns True if all the characters in the string of the Series/Index are in lowercase. Otherwise, it returns False.

**isupper():** It returns True if all the characters in the string of the Series/Index are in uppercase. Otherwise, it returns False.

**isnumeric():** It returns True if all the characters in the string of the Series/Index are numeric. Otherwise, it returns False.

**Count Values:** This operation is used to count the total number of occurrences using '**value\_counts()**' option.

**Plots:** Pandas plots the graph with the **matplotlib** library. The **.plot()** method allows you to plot the graph of your data.

**.plot()** function plots index against every column. You can also pass the arguments into the **plot()** function to draw a specific column.

# Data processing

Most of the time of data analysis and modeling is spent on data preparation and processing i.e., loading, cleaning and rearranging the data, etc. Further, because of Python libraries, Pandas give us high performance, flexible, and high-level environment for processing the data. Various functionalities are available for pandas to process the data effectively.

**Hierarchical indexing**

For enhancing the capabilities of Data Processing, we have to use some indexing that helps to sort the data based on the labels. So, Hierarchical indexing is comes into the picture and defined as an essential feature of pandas that helps us to use the multiple index levels.

**Creating multiple index**

In Hierarchical indexing, we have to create multiple indexes for the data. This example creates a series with multiple indexes.

1. info = pd.Series([11, 14, 17, 24, 19, 32, 34, 27],
2. index = [['x', 'x', 'x', 'x', 'y', 'y', 'y', 'y'],
3. ['obj1', 'obj2', 'obj3', 'obj4', 'obj1', 'obj2', 'obj3', 'obj4']])
4. print(info)
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Partial indexing

Partial indexing can be defined as a way to choose the particular index from a hierarchical indexing. Below code is extracting 'b' from the data,

1. info = pd.Series([11, 14, 17, 24, 19, 32, 34, 27],
2. index = [['x', 'x', 'x', 'x', 'y', 'y', 'y', 'y'],
3. ['obj1', 'obj2', 'obj3', 'obj4', 'obj1', 'obj2', 'obj3', 'obj4']])
4. print(info['y'])
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Further, the data can also be extracted based on inner level i.e. 'obj'. The below result defines two available values for 'obj2' in the Series.

**info[**:, 'obj2']
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### Unstack the data

Unstack means to change the row header to the column header. The row index will change to the column index, therefore the Series will become the DataFrame.

1. info = pd.Series([11, 14, 17, 24, 19, 32, 34, 27], index = [['x', 'x', 'x', 'x', 'y', 'y', 'y', 'y'],
2. ['obj1', 'obj2', 'obj3', 'obj4', 'obj1', 'obj2', 'obj3', 'obj4']])
3. # unstack on first level i.e. x, y #note that data row-labels are x and y
4. info.unstack(0)
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'**stack()**' operation is used to convert the column index to row index. In above code, we can convert 'obj' as column index into row index using '**stack**' operation.

1. info = pd.Series([11, 14, 17, 24, 19, 32, 34, 27], index = [['x', 'x', 'x', 'x', 'y', 'y', 'y', 'y'],
2. ['obj1', 'obj2', 'obj3', 'obj4', 'obj1', 'obj2', 'obj3', 'obj4']])
3. # unstack on first level i.e. x, y #note that data row-labels are x and y
4. data.unstack(0)
5. d.stack()
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1. **import** numpy as np
2. info = pd.DataFrame(np.arange(12).reshape(4, 3),
3. index = [['a', 'a', 'b', 'b'], ['one', 'two', 'three', 'four']],
4. columns = [['num1', 'num2', 'num3'], ['x', 'y', 'x']] ... )
5. info
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### Swap and sort level

We can easily swap the index level by using '**swaplevel**' command, which takes input as two level-numbers.

# Pandas DataFrame.corr()

The main task of the **DataFrame.corr()** method is to find the pairwise correlation of all the columns in DataFrame. If any null value is present, it will automatically be excluded.

It also ignores non-numeric data type columns from the DataFrame.

Syntax: DataFrame.count(axis=0, level=None, numeric\_only=False)

### Parameters **method:**

* **pearson:** standard correlation coefficient.
* **kendall:** Kendall Tau correlation coefficient.
* **spearman:** Spearman rank correlation.
* **callable:** callable with input two 1d ndarrays that returns a float value.

**min\_periods:** It is an optional parameter that requires a minimum number of observations per pair of columns to return a valid result. Currently it is only available for the **Pearson and Spearman correlation**.

### Returns: It returns a DataFrame correlation matrix.

1. Def histogram\_intersection(x, y):
2. a = np.minimum(x, y).sum().round(decimals=1)
3. **return** a
4. info = pd.DataFrame([(.6, .2), (.4, .7), (.3, .5), (.5, .2)], columns=['Pen', 'Pencil'])
5. info.corr(method=histogram\_intersection)
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# Pandas DataFrame.dropna()

If your dataset consists of null values, we can use the dropna() function to analyze and drop the rows/columns in the dataset.

## Syntax: DataFrameName.dropna(axis=0, how='any', thresh=None, subset=None, inplace=False)

* **axis :** {0 or 'index', 1 or 'columns'}, default value 0. It takes **int** or **string** values for rows/columns. input can be 0 & 1 for integers & **index** or **columns** for the string.
  + **0, or 'index':** Drop the rows which contain missing values.
  + **1, or 'columns':** Drop the columns which contain the missing value.
* **how :**It determines if row or column is removed from DataFrame when we have at least one NA or all NA. It takes a string value of only two kinds ('any' or 'all').
  + **any:** It drops the row/column if any value is null.
  + **all:** It drops only if all values are null.
* **thresh:**It takes integer value that defines minimum amount of NA values to drop.
* **Subset:** It is an array that limits the dropping process to passed rows/columns through the list.
* **Inplace:** It returns a boolean value that makes changes in DF itself if its True.

## Returns: It returns the DataFrame from which NA entries has been dropped.

For Demonstration, first, we are taking a csv file that will drop any column from dataset.

1. info = pd.read\_csv("aa.csv") # making data frame from csv file
2. copy = pd.read\_csv("aa.csv") # making a copy of old data frame
3. copy["Null Column"]= None #creating value with all **null** values in **new** data frame
4. # checking **if** column is inserted properly
5. print(info.columns.values, "\n", copy.columns.values)
6. print("\nColumn number before dropping Null column\n", len(info.dtypes), len(copy.dtypes)) # comparing values before dropping **null** column
7. copy.dropna(axis = 1, how ='all', inplace = True) #droping colmn with all **null** vals
8. print("\nColumn number after dropping Null column\n", len(info.dtypes), len(info.dtypes)) # comparing values after dropping **null** column

![](data:image/png;base64,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)

The above code dropped the null column from the dataset and returned a new DataFrame.

# Pandas DataFrame.fillna()

We can use the fillna() function to fill the null values in the dataset.

## Syntax:DataFrame.fillna(value=None, method=None, axis=None, inplace=False, limit=None, downcast=None, \*\*kwargs)

* **value:** It’s a valu that is used to fill null values, alternately Series/dict/DataFrame.
* **method:** A method that is used to fill the null values in the reindexed Series.
* **axis:** It takes int or string value for rows/columns. Axis along which we need to fill missing values.
* **inplace:** If it is True, it fills values at an empty place.
* **limit:** It is an integer value that specifies the maximum number of consecutive forward/backward NaN value fills.
* **downcast:** It takes a dict that specifies what to downcast like Float64 to int64.

## Returns:It returns an object in which the missing values are being filled.

1. info = pd.DataFrame(data={'x':[10,20,30,40,50,None]})
2. print(info)
3. info.fillna(value=0, inplace=True) # Fill **null** value to dataframe using 'inplace'
4. print(info)
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### Ex:- Below code is responsible for filling the DataFrame that consist some NaN values.

1. info = pd.DataFrame([[np.nan,np.nan, 20, 0], [1, np.nan, 4, 1], [np.nan, np.nan, np.nan, 5], [np.nan, 20, np.nan, 2]], columns=list('ABCD'))
2. info
3. info.fillna(0)
4. info.fillna(method='ffill')
5. values = {'A': 0, 'B': 1, 'C': 2, 'D': 3}
6. info.fillna(value=values)
7. info.fillna(value=values, limit=1)
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# Pandas DataFrame.replace()

Pandas replace() is a very rich function that is used to replace a **string, regex, dictionary, list,** and **series** from the DataFrame. The values of the DataFrame can be replaced with other values dynamically. It is capable of working with the Python regex.

It differs from updating with **.loc** or **.iloc**, which requires you to specify a location where you want to update with some value.

## Syntax: DataFrame.replace(to\_replace=None, value=None, inplace=False, limit=None, regex=False, method='pad', axis=None)

* **to\_replace:** Defines a pattern that we are trying to replace in dataframe.
* **value:** It is a value that is used to fill holes in the DataFrame (e.g., 0), alternately a dict of values that specify which value to use for each column (columns not in the dict will not be filled).  
  It also allow such objects of regular expressions, strings, and lists or dicts, etc.
* **inplace:** If it is True, then it replaces in place.

#### Note: It will also modify any other views on this object (e.g., a column from a DataFrame). Returns the caller if this is True.

* **limit:** It defines the maximum size gap to forward or backward fill.
* **regex:** It check whether to interpret to\_replace and/or val as regular expressions. If it is True, then to\_replace must be a string. Otherwise, **to\_replace** must be None because this parameter will be interpreted as a regular expression or a list, dict, or array of regular expressions.
* **method:** It is a method to use for replacement when to\_replace is a list.

**Returns:** It returns a DataFrame object after the replacement.

1. info = pd.DataFrame({'Language known': ['Python', 'Android', 'C', 'Android', 'Python', 'C++', 'C']},
2. index=['Parker', 'Smith', 'John', 'William', 'Dean', 'Christina', 'Cornelia'])
3. print(info)
4. dictionary = {"Python": 1, "Android": 2, "C": 3, "Android": 4, "C++": 5}
5. info1 = info.replace({"Language known": dictionary})
6. print(info1)
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### Ex2:The below example replaces a value with another in a DataFrame.

1. info = pd.DataFrame({ 'name':['Parker','Smith','John'],
2. 'age':[27,34,29], 'city':['US','Belgium','London'] })
3. info.replace([29],38)
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### Ex3: The below example replaces the values from a dict:

1. info = pd.DataFrame({ 'name':['Parker','Smith','John'],
2. 'age':[27,34,31], 'city':['US','Belgium','London'] })
3. info.replace({ 34:29, 'Smith':'William' })
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### Ex4:The below example replaces the values from regex:

1. info = pd.DataFrame({ 'name':['Parker','Smith','John'],
2. 'age':[27,34,31], 'city':['US','Belgium','London'] })
3. info.replace('Sm.+','Ela',regex=True)
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# Pandas DataFrame.iloc[]

The **DataFrame.iloc[]** is used when the index label of the DataFrame is other than numeric series of 0,1,2,....,n or in the case when the user does not know the index label.

We can extract the rows by using an imaginary index position which is not visible in the DataFrame. It is an integer- based position(from 0 to length-1 of the axis), but may also be used with the boolean array.

The allowed inputs for **.loc[]** are:

* Integer value, e.g. 7.
* List or array of integers, e.g [2, 5, 6].
* Slice object with ints, e.g., 1:9.
* boolean array.
* A callable function with one argument that can be calling Series or DataFrame. It returns valid outputs for indexing.

It can raise the **IndexError** if we request the index is out-of-bounds, except slice indexers, which allow the out-of-bounds indexing.

### Syntax: pandas.DataFrame.iloc[]

# Pandas DataFrame.isin()

The main task of the **DataFrame.isin()** method is to select the rows having a particular (or multiple) values in a particular column.

### Syntax: DataFrame.isin(values)

### Parameter:

### **values:** It can be DataFrame, Series, Iterable, or dict and returns a boolean value.

It returns a true value if all labels match. If it consists of a **Series**, then it will be index.

If it consists of a **dict**, then the keys must be the column names and must be matched.

If it consists of a DataFrame, then both the index and column labels must be matched.

1. info = pd.DataFrame({'x': [1, 2], 'y': [3, 7]})
2. p = info.isin(range(1,8)) #check **if** the values of info are in the range(1,6)
3. print('DataFrame\n-----------\n',info)
4. print('\nDataFrame.isin(range(1,6))\n-----------\n',p)
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1. data = pd.DataFrame({ 'EmpCode': ['Emp001', 'Emp002', 'Emp003', 'Emp004', 'Emp005'], 'Name': ['Parker', 'Smith', 'Jones', 'Terry', 'Palin'], 'Occupation': ['Tester', 'Developer', 'Statistician', 'Tester', 'Developer'], 'Date Of Join': ['2019-01-17', '2019-01-26', '2019-01-29', '2019-02-02', '2019-02-11'], 'Age': [29, 22, 25, 38, 27]})
2. print(data.loc[data['Occupation'].isin(['Tester','Developer'])])
3. print("\nMultiple Conditions\n")
4. print(data.loc[(data['Occupation'] == 'Tester') | (data['Name'] == 'John') & (data['Age'] < 27)])
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# Pandas DataFrame.loc[]

The **DataFrame.loc[]** is used to retrieve the group of rows and columns by labels or a boolean array in the DataFrame. It takes only index labels, and if it exists in the caller DataFrame, it returns the rows, columns, or DataFrame.

The **DataFrame.loc[]** is a label based but may use with the boolean array.

The allowed inputs for **.loc[]** are:

* Single label, e.g.,**7** or **a**. Here, **7** is interpreted as the label of the index.
* List or array of labels, e.g. ['x', 'y', 'z'].
* Slice object with labels, e.g. 'x':'f'.
* A boolean array of the same length. e.g. [True, True, False].
* **callable** function with one argument.

### Syntax: pandas.DataFrame.loc[]

### Returns: It returns Scalar, Series or DataFrame.

1. info = pd.DataFrame({'Age':[32, 41, 44, 38, 33], 'Name':['Phill', 'William', 'Terry', 'Smith', 'Parker']})
2. index\_ = ['Row\_1', 'Row\_2', 'Row\_3', 'Row\_4', 'Row\_5'] # Create the index
3. info.index = index\_ # Set the index
4. **final** = info.loc['Row\_2', 'Name'] # **return** the value
5. print(**final**) //William
6. info = pd.DataFrame({"P":[28, 17, 14, 42, None],
7. "Q":[15, 23, None, 15, 12],
8. "R":[11, 23, 16, 32, 42],
9. "S":[41, None, 34, 25, 18]})
10. # Create the index
11. index\_ = ['A', 'B', 'C', 'D', 'E']
12. # Set the index
13. info.index = index\_
14. # Print the DataFrame
15. print(info)

### Ex: info = pd.DataFrame({"P":[28, 17, 14, 42, None], "Q":[15, 23, None, 15, 12],

### "R":[11, 23, 16, 32, 42], "S":[41, None, 34, 25, 18]})

### index\_ = ['A', 'B', 'C', 'D', 'E'] # Create the index

### info.index = index\_ # Set the index

### print(info)

### 

Now, we have to use **DataFrame.loc** attribute to return the values present in the DataFrame.

1. result = info.loc[:, ['P', 'S']] # **return** the values
2. print(result)
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# Pandas loc vs. iloc

Pandas offers .loc[] and .iloc[] methods for **data slicing**. Data Slicing generally refers to inspect your data sets. These two methods belong to the index selection method that is used to set an identifier for each row of the data set. The indexing can take specific labels, and these labels can either be an integer or any other value specified by the user.

The .**loc[]** method is used to retrieve the group of rows and columns by labels or a boolean array present in the DataFrame. It takes only index labels, and if it exists in the caller DataFrame, it returns the rows, columns, or DataFrame. It is a label-based method but may be used with the boolean array.

Whereas, the **.iloc[]** method is used when the index label of the DataFrame is other than numeric series of 0,1,2,....,n, or in the case when the user does not know the index label.

There are some differences between the above methods, which are given below:

1. **.loc[]** method is a **label based** method that means it takes names or labels of the index when taking the slices, whereas **.iloc[]** method is based on the **index's position**. It behaves like a regular slicing where we just have to indicate positional index number and simply get the appropriate slice.
2. The .**loc[]** method includes the last element of the table whereas **.iloc[]** method does not include the last element.
3. The .**loc[]** method is a **name-based indexing,** whereas the **.iloc[]** method is **positional based indexing**.
4. The arguments of .**iloc[]** can be:
   * list of rows and columns
   * range of rows and columns
   * single row and column
5. Whereas, the arguments of **.loc[]** can be:
   * row label
   * list of row label
6. The **.loc[]** method indexer can perform the boolean selection by passing the boolean series, but in the case of **.iloc[]**method, we cannot pass a boolean series.

#############################################################

# Pandas Cheat Sheet

Pandas can be used as the most important Python package for Data Science. It helps to provide a lot of functions that deal with the data in easier way.

## Key and Imports: We use following shorthand in the cheat sheet:

* **df:** Refers to any Pandas Dataframe object.
* **s:** Refers to any Pandas Series object. You can use below imports to get started:

### Importing Data

* **pd.read\_csv(filename) :** It read the data from CSV file.
* **pd.read\_table(filename) :** It is used to read the data from delimited text file.
* **pd.read\_excel(filename) :** It read the data from an Excel file.
* **pd.read\_sql(query,connection \_object) :** It read data from a SQL table/database.
* **pd.read\_json(json \_string) :** It read data from a JSON formatted string,URL or file.
* **pd.read\_html(url) :** It parses an html URL, string or the file and extract the tables to a list of dataframes.
* **pd.read\_clipboard() :** It takes the contents of clipboard and passes it to the read\_table() function.
* **pd.DataFrame(dict) :** From the dict, keys for the columns names, values for the data as lists.

### Exporting data

* **df.to\_csv(filename):** It writes to a CSV file.
* **df.to\_excel(filename):** It writes to an Excel file.
* **df.to\_sql(table\_name, connection\_object):** It writes to a SQL table.
* **df.to\_json(filename) :** It write to a file in JSON format.

### Create Test objects: It is useful for testing the code segments.

* **pd.DataFrame(np.random.rand(7,18)):** Refers to 18 columns and 7 rows of random floats.
* **pd.Series(my\_list):** It creates a Series from an iterable my\_list.
* **df.index= pd.date\_range('1940/1/20', periods=df.shape[0]):** It adds date index.

### Viewing/Inspecting Data

* **df.head(n):** It returns first n rows of the DataFrame.
* **df.tail(n):** It returns last n rows of the DataFrame.
* **df.shape:** It returns number of rows and columns.
* **df.info():** It returns index, Datatype, and memory information.
* **s.value\_counts(dropna=False):** It views unique values and counts.
* **df.apply(pd.Series.value\_counts):** It refers to unique vals & counts for all colmns.

### Selection

* **df[col1]:** It returns column with the label col as Series.
* **df[[col1, col2]]:** It returns columns as a new DataFrame.
* **s.iloc[0]:** It select by the position.
* **s.loc['index\_one']:** It select by the index.
* **df.iloc[0,:]:** It returns first row.
* **df.iloc[0,0]:** It returns the first element of first column.

### Data cleaning

* **df.columns = ['a','b','c']:** It rename the columns.
* **pd.isnull():** It checks for the null values and returns the Boolean array.
* **pd.notnull():** It is opposite of pd.isnull().
* **df.dropna():** It drops all the rows that contain the null values.
* **df.dropna(axis= 1):** It drops all the columns that contain null values.
* **df.dropna(axis=1,thresh=n):** It drops all rows that have less than n non null valus.
* **df.fillna(x):** It replaces all null values with x.
* **s.fillna(s.mean()):** It replaces all the null values with the mean(the mean can be replaced with almost any function from the statistics module).
* **s.astype(float):** It converts the datatype of series to float.
* **s.replace(1, 'one'):** It replaces all the values equal to 1 with 'one'.
* **s.replace([1,3],[ 'one', 'three']):**It replaces all 1 with 'one' and 3 with 'three'.
* **df.rename(columns=lambda x: x+1):**It rename mass of the columns.
* **df.rename(columns={'old\_name': 'new\_ name'}):** It consist selective renaming.
* **df.set\_index('column\_one'):** Used for changing the index.
* **df.rename(index=lambda x: x+1):** It rename mass of the index.

### Filter, Sort, and Groupby

* **df[df[col] > 0.5]:** Returns the rows where column col is greater than 0.5
* **df[(df[col] > 0.5) & (df[col] < 0.7)] :** Returns the rows where 0.7 > col > 0.5
* **df.sort\_values(col1) :**It sorts the values by col1 in ascending order.
* **df.sort\_values(col2,ascending=False) :**It sorts valus by col2 in descending order.
* **df.sort\_values([col1,col2],ascending=[True,False]) :**It sort the values by col1 in ascending order and col2 in descending order.
* **df.groupby(col1):** Returns a groupby object for the values from one column.
* **df.groupby([col1,col2]) :**Returns a groupby object for valus from multiple colmns.
* **df.groupby(col1)[col2]) :**Returns mean of the values in col2, grouped by the values in col1.
* **df.pivot\_table(index=col1,values=[col2,col3],aggfunc=mean) :**It creates the pivot table that groups by col1 and calculate mean of col2 and col3.
* **df.groupby(col1).agg(np.mean) :**It calculates the average across all the columns for every unique col1 group.
* **df.apply(np.mean) :**Its task is to apply function np.mean() across each column.
* **nf.apply(np.max,axis=1) :**Its task is to apply function np.max() across each row.

### Join/Combine

* **df1.append(df2):** Its task is to add the rows in df1 to the end of df2(columns should be identical).
* **pd.concat([df1, df2], axis=1):** Its task is to add the columns in df1 to the end of df2(rows should be identical).
* **df1.join(df2,on=col1,how='inner'):** SQL-style join the columns in df1 with the columns on df2 where the rows for col have identical values, 'how' can be of 'left', 'right', 'outer', 'inner'.

### Statistics: The statistics functions can be applied to a Series, which are as follows:

* **df.describe():** It returns the summary statistics for the numerical columns.
* **df.mean() :** It returns the mean of all the columns.
* **df.corr():** It returns the correlation between the columns in the dataframe.
* **df.count():** It returns count of all the non-null values in each dataframe column.
* **df.max():** It returns the highest value from each of the columns.
* **df.min():** It returns the lowest value from each of the columns.
* **df.median():** It returns the median from each of the columns.
* **df.std():** It returns the standard deviation from each of the columns.

# 

# Pandas Index

Pandas Index is defined as a vital tool that selects particular rows and columns of data from a DataFrame. Its task is to organize the data and to provide fast accessing of data. It can also be called a **Subset Selection**.

values are in **bold** font in the index, and the individual value of the index is called a **label**.

If we want to compare the data accessing time with and without indexing, we can use **%%timeit** for comparing the time required for various access-operations.

We can also define an index like an address through which any data can be accessed across the Series or DataFrame. A DataFrame is a combination of three different components, the **index**, **columns,** and the **data**.

### Axis and axes

An axis is defined as a common terminology that refers to rows and columns, whereas axes are collection of these rows and columns.

### Creating index:1st we have to take csv file that consist some data used for indxing.

1. data = pd.read\_csv("aa.csv")
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### Example1

1. info = pd.read\_csv("aa.csv", index\_col ="Name")
2. a = info[["Hire Date", "Salary"]] # retrieving multiple columns by indexing operator
3. print(a)
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1. info =pd.read\_csv("aa.csv", index\_col ="Name")
2. a =info["Salary"] # retrieving columns by indexing operator
3. print(a)
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### Set index

The '**set\_index**' is used to set the DataFrame index using existing columns. An index can replace the existing index and can also expand the existing index.

It set a list, Series or DataFrame as the index of the DataFrame.

1. info = pd.DataFrame({'Name': ['Parker', 'Terry', 'Smith', 'William'],
2. 'Year': [2011, 2009, 2014, 2010], 'Leaves': [10, 15, 9, 4]})
3. info
4. info.set\_index('Name')
5. info.set\_index(['year', 'Name'])
6. info.set\_index([pd.Index([1, 2, 3, 4]), 'year'])
7. a = pd.Series([1, 2, 3, 4])
8. info.set\_index([a, a\*\*2])
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### Multiple Index: We can also have multiple indexes in the data.

1. pd.MultiIndex(levels=[[np.nan, None, pd.NaT, 128, 2]], codes=[[0, -1, 1, 2, 3, 4]])
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### Reset index:

### We can also reset the index using the '**reset\_index**' command. Let's look at the '**cm**' DataFrame again.

1. info = pd.DataFrame([('William', 'C'), ('Smith', 'Java'), ('Parker', 'Python'),
2. ('Phill', np.nan)], index=[1, 2, 3, 4], columns=('name', 'Language'))
3. info
4. info.reset\_index()
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# Multiple Index

Multiple indexing is defined as a very essential indexing because it deals with the data analysis and manipulation, especially for working with higher dimensional data. It also enables to store and manipulate data with the arbitrary number of dimensions in lower dimensional data structures like Series and DataFrame.

It is the hierarchical analogue of the standard index object which is used to store the axis labels in pandas objects. It can also be defined as an array of tuples where each tuple is unique. It can be created from a list of arrays, an array of tuples, and a crossed set of iterables.

1. arrays = [['it', 'it', 'of', 'of', 'for', 'for', 'then', 'then'],
2. ['one', 'two', 'one', 'two', 'one', 'two', 'one', 'two']]
3. tuples = list(zip(\*arrays))
4. tuples

![](data:image/png;base64,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)

1. arrays = [['it', 'it', 'of', 'of', 'for', 'for', 'then', 'then'],
2. ['one', 'two', 'one', 'two', 'one', 'two', 'one', 'two']]
3. tuples = list(zip(\*arrays))
4. index = pd.MultiIndex.from\_tuples(tuples, names=['first', 'second'])
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1. pd.MultiIndex(levels=[[np.nan, None, pd.NaT, 128, 2]],
2. codes=[[0, -1, 1, 2, 3, 4]])
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# Reindex

The main task of the Pandas reindex is to conform DataFrame to a new index with optional filling logic and to place NA/NaN in that location where the values are not present in the previous index. It returns a new object unless the new index is produced as an equivalent to the current one, and the value of **copy** becomes **False**.

Reindexing is used to change the index of the rows and columns of the DataFrame. We can reindex the single or multiple rows by using the reindex() method. Default values in the new index are assigned NaN if it is not present in the DataFrame.

### Syntax:DataFrame.reindex(labels=None, index=None, columns=None, axis=None, method=None, copy=True, level=None, fill\_value=nan, limit=None, tolerance=None)

**labels:** It is an optional parameter that refers to the new labels or the index to conform to the axis that is specified by the 'axis'.

**index, columns :** It is also an optional parameter that refers to the new labels or the index. It generally prefers an index object for avoiding the duplicate data.

**axis :** It is also an optional parameter that targets the axis and can be either the axis name or the numbers.

**method:** It is also an optional parameter that is to be used for filling the holes in the reindexed DataFrame. It can only be applied to the DataFrame or Series with a monotonically increasing/decreasing order.

**None:** It is a default value that does not fill the gaps.

**pad / ffill:**It is used to propagate last valid observation forward to next valid observation.

**backfill / bfill:** To fill the gap, It uses the next valid observation.

**nearest:** To fill the gap, it uses the next valid observation.

**copy:** Its default value is True and returns a new object as a boolean value, even if the passed indexes are the same.

**level :** It is used to broadcast across the level, and match index values on the passed MultiIndex level.

**fill\_value :** Its default value is np.NaN and used to fill existing missing (NaN) values. It needs any new element for successful DataFrame alignment, with this value computation.

**limit :** It defines the maximum number of consecutive elements that are to be forward or backward fill.

**tolerance :** It is also an optional parameter that determines maximum distance between original and new labels for inexact matches. At the matching locations, the values of the index should most satisfy the equation abs(index[indexer] ? target) <= tolerance.

### Returns : It returns reindexed DataFrame.

### Ex1:The below example shows the working of **reindex()** function to reindex the dataframe. In the new index,default values are assigned NaN in the new index that does not have corresponding records in the DataFrame.

#### Note: We can use fill\_value for filling the missing values.

1. info = pd.DataFrame({"P":[4, 7, 1, 8, 9], "Q":[6, 8, 10, 15, 11], "R":[17, 13, 12, 16, 14],
2. "S":[15, 19, 7, 21, 9]}, index =["Parker", "William", "Smith", "Terry", "Phill"])
3. info
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Now, we can use the dataframe.reindex() function to reindex the dataframe.

1. info.reindex(["A", "B", "C", "D", "E"]) # reindexing with **new** index values
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Notice that the new indexes are populated with NaN values. We can fill in the missing values using the fill\_value parameter.

1. info.reindex(["A", "B", "C", "D", "E"], fill\_value =100) #filling missing values by 100
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**Ex 2:** This example shows the working of reindex() function to reindex the column axis.

1. info1 =pd.DataFrame({"A":[1, 5, 3, 4, 2], "B":[3, 2, 4, 3, 4],
2. "C":[2, 2, 7, 3, 4], "D":[4, 3, 6, 12, 7]})
3. # reindexing the column axis with old and **new** index values
4. info.reindex(columns =["A", "B", "D", "E"])
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Notice that NaN values are present in the new columns after reindexing, we can use the argument fill\_value to the function for removing the NaN values.

1. # reindex the columns fill the missing values by 37
2. info.reindex(columns =["A", "B", "D", "E"], fill\_value =37)
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# Reset Index

The Reset index of the DataFrame is used to reset the index by using the '**reset\_index**' command. If DataFrame has a MultiIndex, this method can remove one or more levels.

**Syntax:** DataFrame.reset\_index(self, level=None, drop=False, inplace=False, col\_level=0, col\_fill='')

**level :** Refers to int, str, tuple, or list, default value None. It is used to remove the given levels from the index and also removes all levels by default.

**drop :** Refers to Boolean value, default value False. It resets the index to the default integer index.

**inplace :** Refers to Boolean value, default value False. It is used to modify the DataFrame in place and does not require to create a new object.

**col\_level :** Refers to int or str, default value 0. It determines level the labels are inserted if the column have multiple labels

**col\_fill :** Refers to an object, default value ''. It determines how the other levels are named if the columns have multiple level.

1. info = pd.DataFrame([('William', 'C'), ('Smith', 'Java'), ('Parker', 'Python'),
2. ('Phill', np.nan)], index=[1, 2, 3, 4], columns=('name', 'Language'))
3. info
4. info.reset\_index()
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# Set Index

Pandas set index() is used to set a List, Series or DataFrame as index of a Data Frame. We can set the index column while making a data frame. But sometimes a data frame is made from two or more data frames and then index can be changed using this method.

**Syntax:** DataFrame.set\_index(self, keys, drop=True, append=False, inplace=False, verify\_integrity=False)

* **keys:** Refers to label or array-like or list of labels/arrays. It can be either a single column key, a single array of the same length as the calling DataFrame, or also a list that contains an arbitrary combination of column keys and arrays.
* **drop:** Returns boolean value, default value is True. Used to delete the columns that are to be used as the new index.
* **append:** Returns the boolean value, default value is False. It checks whether append the columns to an existing index.
* **inplace:** Returns the boolean value, default value False. It is used to modify the DataFrame in place. We don't need to create a new object.
* **verify\_integrity:** Returns the boolean value, default value False. It checks the new index for duplicate values. Otherwise, it will defer the check until necessary. It also set it to False that will improve the performance of this method.

**Returns:** It will change the row labels as the output.

### Example1: This example shows how to set the index:

1. info = pd.DataFrame({'Name': ['William', 'Phill', 'Parker', 'Smith'],
2. 'Age': [32, 38, 41, 36], 'id': [105, 132, 134, 127]})
3. info
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Now, we have to set the index to create the 'month' column:

1. info.set\_index('month')
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### Example2: Create a MultiIndex using columns 'Age' and 'Name':

1. info.set\_index(['Age', 'Name'])
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### Example3: It creates a MultiIndex using an Index and a column:

1. info.set\_index([pd.Index([1, 2, 3, 4]), 'Name'])
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### Example4:Create a MultiIndex using two Series:

1. a = pd.Series([1, 2, 3, 4])
2. info.set\_index([a, a\*\*2])
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# Pandas NumPy

Numerical Python (Numpy) is defined as a Python package used for performing the various numerical computations and processing of the multidimensional and single-dimensional array elements. The calculations using Numpy arrays are faster than the normal Python array.

It is also capable of handling a vast amount of data and convenient with Matrix multiplication and data reshaping.

Pandas are built over numpy array; therefore, numpy helps us to use pandas more effectively.

**Creating Arrays:** Main task of arrays is to store multiple values in a single variable. It defines multidimensional arrays that can be easily handled in numpy as shown in ex:-

1. **import** array
2. arr = array.array('l', [2, 4, 6, 8, 10, 12])# initializing array with array vals & signed int
3. print ("New created array: ",end="") # print the original array
4. **for** l in range (0,5):
5. print (arr[l], end=" ") //New created array: 2 4 6 8 10

### Boolean indexing

Boolean indexing is defined as a vital tool of numpy, which is frequently used in pandas. Its main task is to use the actual values of the data in the DataFrame. We can filter the data in the boolean indexing in different ways that are as follows:

* Access the DataFrame with a boolean index.
* Apply the boolean mask to the DataFrame.
* Masking the data based on column value.
* Masking the data based on the index value.

# Pandas Datetime

The Pandas can provide the features to work with time-series data for all domains. It also consolidates a large number of features from other Python libraries like scikits.timeseries by using the NumPy datetime64 and timedelta64 dtypes. It provides new functionalities for manipulating the time series data.

The time series tools are most useful for data science applications and deals with other

packages used in Python.

1. info = pd.date\_range('5/4/2013', periods = 8, freq ='S')
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1. info = pd.DataFrame({'year': [2014, 2012], 'month': [5, 7], 'day': [20, 17]})
2. pd.to\_datetime(info) // 0 2014-05-20 && 1 2012-07-17

You can pass errors='ignore' if the date does not meet the timestamp. It will return the original input without raising any exception.

If you pass errors='coerce', it will force an out-of-bounds date to NaT.

1. **import** pandas as pd
2. pd.to\_datetime('18000706', format='%Y%m%d', errors='ignore')
3. datetime.datetime(1800, 7, 6, 0, 0)
4. pd.to\_datetime('18000706', format='%Y%m%d', errors='coerce')

//Timestamp('1800-07-06 00:00:00')

# Pandas Time Offset

The offset specifies a set of dates that conform to the DateOffset. We can create the DateOffsets to move the dates forward to valid dates.

If date is not valid, we can use rollback and rollforward methods for rolling the date to its nearest valid date before or after date. pseudo-code of time offsets are as follows:

### Syntax: **class** pandas.tseries.offsets.DateOffset(n=1, normalize=False, \*\*kwds)

**def \_\_add\_\_(date):**

date = rollback(date). It returns nothing if the date is valid + <n number of periods>.

**date = rollforward(date)**

When we create a date offset for a negative number of periods, the date will be rolling forward.

### Parameters: **n:** Refers to int, default value is 1. It is the number of time periods that represents the offsets.

**normalize:** Refers to a boolean value, default value False.

**\*\*kwds:** It is an optional parameter that adds or replaces the offset value.

The parameters used for **adding** to the offset are as follows:

* years, months, weeks, days, hours, minutes, seconds, microseconds, nanoseconds

The parameters used for **replacing** the offset value are as follows:

* year, month, day, weekday, hour, minute, second, microsecond, nanosecond

1. p = pd.Timestamp('2018-12-12 06:25:18') # Create the Timestamp
2. **do** = pd.tseries.offsets.DateOffset(n = 2) # Create the DateOffset
3. print(p) # Print the Timestamp
4. print(**do**) # Print the DateOffset

![](data:image/png;base64,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)

1. **import** pandas as pd
2. p = pd.Timestamp('2018-12-12 06:25:18') # Create the Timestamp
3. **do** = pd.tseries.offsets.DateOffset(n = 2) # Create the DateOffset
4. new\_timestamp = p + **do** # Add the dateoffset to given timestamp
5. print(new\_timestamp) //Timestamp('2018-12-14 06:25:18') #updated timestamp

# Pandas Time Periods

The Time Periods represent the time span, e.g., days, years, quarter or month, etc. It is defined as a class that allows us to convert the frequency to the periods.

### Generating periods and frequency conversion

We can generate the period by using '**Period**' command with frequency '**M**'. If we use '**asfreq**' operation with '**start**' operation, the date will print '**01**' whereas if we use the '**end**' option, the date will print '**31**'.

1. x = pd.Period('2014', freq='S')
2. x.asfreq('D', 'start')
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1. x = pd.Period('2014', freq='S')
2. x.asfreq('D', 'end')
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Period arithmetic

Period arithmetic is used to perform various arithmetic operation on periods. All the operations will be performed on the basis of '**freq**'.

1. x = pd.Period('2014', freq='Q')
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1. x = pd.Period('2014', freq='Q')
2. x + 1
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### Creating period range: We can create the range of period by using the '**period\_range**' command.
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### Converting string-dates to period

If we want to Convert the string-dates to period, first we need to convert the string to date format and then we can convert the dates into the periods.

1. p = ['2012-06-05', '2011-07-09', '2012-04-06'] # dates as string
2. x = pd.to\_datetime(p) # convert string to date format
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### Convert periods to timestamps

If we convert periods back to timestamps, we can simply do it by using '**to\_timestamp**' command.

# Convert string to date

The challenge behind this scenario is how the date strings are expressed. For example, 'Wednesday, June 6, 2018' can also be shown as '6/6/18' and '06-06-2018'. All these formats define the same date, but the code represents to convert each of them is slightly different.

1. from datetime **import** datetime
2. dmy\_str1 = 'Wednesday, July 14, 2018' # Define dates as the strings
3. dmy\_str2 = '14/7/17'
4. dmy\_str3 = '14-07-2017'
5. # Define dates as the datetime objects
6. dmy\_dt1 = datetime.strptime(date\_str1, '%A, %B %d, %Y')
7. dmy\_dt2 = datetime.strptime(date\_str2, '%m/%d/%y')
8. dmy\_dt3 = datetime.strptime(date\_str3, '%m-%d-%Y')
9. print(dmy\_dt1) //2017-07-14 00:00:00
10. print(dmy\_dt2) //2017-07-14 00:00:00
11. print(dmy\_dt3) //2018-07-14 00:00:00

### Converting the date string column

This conversion shows how to convert whole column of date strings from the dataset to datetime format.

From now on, you have to work with the DataFrame called **eth** that contains the historical data on ether, and also a cryptocurrency whose blockchain is produced by the Ethereum platform. The dataset consists the following columns:

* date: Defines the actual date, daily at 00:00 UTC.
* txVolume: It refers an unadjusted measure of the total value in US dollars, in outputs on the blockchain.
* txCount: It defines number of transactions performed on public blockchain.
* marketCap: Refers to the unit price in US dollars multiplied by the number of units in circulation.
* price: Refers an opening price in US dollars at 00:00 UTC.
* generatedCoins: Refers the number of new coins.
* exchangeVolume: Refers the actual volume which is measured by US dollars, at exchanges like GDAX and Bitfinex.