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Lambda expressions are just block of code to be executed later. These are computable functions and the name lambda comes from the Greek letter ^ as used in Principa Mathematica to denote free variables.

Lambdas can’t throw an Exception. Try/Catch it. Or use them for a functional interface that throws an Exception, callable instead of runnable, for e.g.

Functional interfaces are interfaces with a single abstract method. All lambdas are converted to Functional Interfaces. Not all methods on an interface need to be abstract. Methods from Object like equals and toString can be redeclared in an interface as non abstract.

MethodReferences are lambdas but already existing functions. System.out:println where one parameter is passed; Math:pow where two parameters are passed; String::compareToIgnoreCase where two parameters are passed and it’s called on the instance of first parameter and the second parameter is passed as an argument to the method call; this::equals, super::methodName, EnclosingClassInstance::this, EnclosingClassInstance::super when in inner class.

Constructor references – lines.stream(Contribution::new), compiler matches String expiry, String maturity, String strike. Int[]::new where the single argument to the lambda is the length of the array.

Array constructor references are useful to overcome a limitation of Java. It is not possible to construct an array of a generic type T. The expression new T[n] is an error since it would be erased to new Object[n].

Co – contra variance is to do with how the reference type varies with the instance type. A reference to parent type holding a child instance type is covariance in type conversion.

**Arrays**

Arrays in Java are **covariant** in the type of the objects they hold. In other words, Clazz[] can hold SubClazzobjects.

Clazz**[]** array **=** **new** Clazz**[**10**];**

array**[**0**]** **=** **new** SubClazz**();**

They are also **covariant** in the type of the array itself. You can directly assign a SubClazz[] type to a Clazz[].

Clazz**[]** array **=** **new** SubClazz**[**10**];**

Be careful though; the above line is dangerous. Although the type of the array variable is Clazz[], the actual array object on the heap is a SubClazz[]. For that reason, the following code compiles fine but throws a java.lang.ArrayStoreException at runtime:

Clazz**[]** array **=** **new** SubClazz**[**10**];**

array**[**0**]** **=** **new** Clazz**();**

## Overriding methods

The overriding method is **covariant** in the return type and **invariant** in the argument types. That means that the return type of the overriding method can be a subclass of the return type of the overridden method, but the argument types must match exactly.

**public** **interface** **Parent** **{**

**public** Clazz **act(**Clazz argument**);**

**}**

**public** **interface** **Child** **extends** Parent **{**

**@Override**

**public** SubClazz **act(**Clazz argument**);**

**}**

If the argument types aren’t identical in the subclass then the method will be overloaded instead of overridden. You should always use the @Override annotation to ensure that this doesn’t happen accidentally.

## Generics

Unless bounds are involved, generic types are **invariant** with respect to the parameterized type. So you can’t do covariant ArrayLists like this:

ArrayList**<**Clazz**>** ary **=** **new** ArrayList**<**SubClazz**>();** *// Error!*

The normal rules apply to the type being parameterized:

List**<**Clazz**>** list **=** **new** ArrayList**<**Clazz**>();**

Unbounded wildcards allow assignment with any type parameter:

List**<?>** list **=** **new** ArrayList**<**Clazz**>();**

Bounded wildcards affect assignment like you might expect:

List**<?** **extends** Clazz**>** list **=** **new** ArrayList**<**SubClazz**>();**

List**<?** **super** Clazz**>** list2 **=** **new** ArrayList**<**Object**>();**

Java is smart enough that more restrictive type bounds are commensurable with less restrictive type bounds when appropriate:

List**<?** **super** Clazz**>** clazzList**;**

List**<?** **super** SubClazz**>** subClazzList**;**

subClazzList **=** clazzList**;**

Type parameter bounds work the same way, [although they cannot be lower-bounded](http://www.angelikalanger.com/GenericsFAQ/FAQSections/TypeParameters.html#FAQ107). If you have multiple upper bounds on a type parameter, you can upcast to any of them, as expected:

**interface** **A** **{}**

**interface** **B** **{}**

**interface** **C** **extends** A**,** B **{}**

**public** **class** **Holder<**T **extends** A **&** B**>** **{**

T member**;**

**}**

A member1 **=** **new** Holder**<**C**>().**member**;**

B member2 **=** **new** Holder**<**C**>().**member**;**

C member3 **=** **new** Holder**<**C**>().**member**;**

You can add or remove the type parameters from the return type of an overriding method and it will still compile:

**public** **interface** **Parent** **{**

**public** List **echo();**

**}**

**public** **interface** **Child** **extends** Parent **{**

**@Override**

**public** List**<**String**>** **echo();**

**}**

**public** **interface** **Parent** **{**

**public** List**<**String**>** **echo();**

**}**

**public** **interface** **Child** **extends** Parent **{**

**@Override**

**public** List **echo();**

**}**

Wildcards can be present in the types of method arguments. If you want to override a method with a wildcard-typed argument, the overriding method must have an identical type parameter. You cannot be “more specific” with the overriding method:

**public** **interface** **Parent** **{**

**public** **void** **act(**List**<?** **extends** List**>** a**);**

**}**

**public** **interface** **Child** **extends** Parent **{**

**@Override**

**public** **void** **act(**List**<?** **extends** ArrayList**>** a**);** *// Error!*

**}**

Also, you can replace any type-parameterized method argument with a non-type-parameterized method argument in the subclass and it will still be considered an override:

**public** **interface** **Parent** **{**

**public** **void** **act(**List**<?** **extends** Number**>** a**);**

**}**

**public** **interface** **Child** **extends** Parent **{**

**@Override**

**public** **void** **act(**List a**);**

**}**

<https://briangordon.github.io/2014/09/covariance-and-contravariance.html>

# Generics

## Non-Reifiable Types

A reifiable type is a type whose type information is fully available at runtime. This includes primitives, non-generic types, raw types, and invocations of unbound wildcards.

Non-reifiable types are types where information has been removed at compile-time by type erasure — invocations of generic types that are not defined as unbounded wildcards. A non-reifiable type does not have all of its information available at runtime. Examples of non-reifiable types are List<String> and List<Number>; the JVM cannot tell the difference between these types at runtime. As shown in [Restrictions on Generics](https://docs.oracle.com/javase/tutorial/java/generics/restrictions.html), there are certain situations where non-reifiable types cannot be used: in an instanceof expression, for example, or as an element in an array.

**public class** GenericsArray<T> {  
  
 T[] **array** = (T[]) **new** Object[4];  
  
 **public static void** main(String[] args) {  
  
 GenericsArray<Integer> ga = **new** GenericsArray<>();  
 ga.**array**[0]= 1;  
 ga.**array**[1] = **""**; //compile error  
  
 }  
}

https://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#cannotCast

http://www.angelikalanger.com/GenericsFAQ/FAQSections/TypeParameters.html#FAQ107