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**ASSIGNMENT – 6**

**VISHAL N**

**185001198**

* + 1. **CSEC**

**1. COMPOSITE 2D TRANSFORMATIONS:**

#include <GL/glut.h>

// #include <GL/freeglut.h>

#include <stdio.h>

#include <iostream>

#include <math.h>

#include <vector>

#include <cmath>

using namespace std;

vector<double> x\_coordinates;

vector<double> y\_coordinates;

int x\_trans, y\_trans, x\_fixed, y\_fixed;

double rotation\_angle, shear, x\_scale, y\_scale;

int polygon, edges, choice, x, y, axis;

double res[3][1] = {0};

double res33[3][3] = {{0}};

double const  REFLECTION\_MATRIX[4][3][3] = {{{-1, 0, 0}, {0, -1, 0}, {0, 0, 1}}, {{1, 0, 0}, {0, -1, 0}, {0, 0, 1}}, {{-1, 0, 0}, {0, 1, 0}, {0, 0, 1}}, {{0, 1, 0}, {1, 0, 0}, {0, 0, 1}}};

void myInit(void) {

    glClearColor(1.0, 1.0, 1.0, 0.0);

    glColor3f(0.0f, 0.0f, 0.0f);

    glPointSize(0.05);

    glMatrixMode(GL\_PROJECTION);

    glLoadIdentity();

    gluOrtho2D(-600.0, 600.0, -600.0, 600.0);

}

void drawAxis(void){

    glBegin(GL\_LINES);

    glVertex2d(-600, 0);

    glVertex2d(600, 0);

    glEnd();

    glBegin(GL\_LINES);

    glVertex2d(0, -600);

    glVertex2d(0, 600);

    glEnd();

}

double round(double d)

{

    return floor(d + 0.5);

}

void mutliplyMatrices31(const double tr[3][3], const double pt[3][1]){

    memset(res, 0, 3 \* 1 \* sizeof(double));

    for(int i = 0; i < 3; i++)

        for(int j = 0; j < 1; j++)

            for(int k = 0; k < 3; k++)

                res[i][j] += tr[i][k] \* pt[k][j];

}

void mutliplyMatrices33(const double tr[3][3], const double pt[3][3]){

    memset(res33, 0, 3 \* 3 \* sizeof(double));

    for(int i = 0; i < 3; i++)

        for(int j = 0; j < 3; j++)

            for(int k = 0; k < 3; k++)

                res33[i][j] += tr[i][k] \* pt[k][j];

}

void drawPolygon(void){

    if (polygon == 1){

        glBegin(GL\_LINES);

    }

    else{

        glBegin(GL\_POLYGON);

    }

    for (int i = 0; i < edges; i++)

    {

        glVertex2d(x\_coordinates[i], y\_coordinates[i]);

    }

    glEnd();

}

void drawPolygonRotationScaling(){

    double rotMat[3][3] = {{cos(rotation\_angle), -sin(rotation\_angle), x\_fixed \* (1 - cos(rotation\_angle)) + y\_fixed \* sin(rotation\_angle)}, {sin(rotation\_angle), cos(rotation\_angle), y\_fixed \* (1 - cos(rotation\_angle)) - x\_fixed \* sin(rotation\_angle)}, {0.0, 0.0, 1.0}};

    double scalMat[3][3] = {{x\_scale, 0, x\_fixed \* (1 - x\_scale)}, {0, y\_scale, y\_fixed \* (1 - y\_scale)}, {0, 0, 1}};

    mutliplyMatrices33(rotMat, scalMat);

    glBegin(GL\_QUADS);

    glColor3f(1.0, 0.0, 1.0);

    for(int i = 0; i < 4; i++){

        double pts[3][1] = {{x\_coordinates[i]}, {y\_coordinates[i]}, {1}};

        mutliplyMatrices31(res33, pts);

        glVertex2i((int)res[0][0], (int)res[1][0]);

    }

    glEnd();

}

void drawReflectionShearing(){

    if (axis == 1){

        double shear\_matrix [3][3] = {{1, shear, 0}, {0, 1, 0}, {0, 0, 1}};

        mutliplyMatrices33(REFLECTION\_MATRIX[axis], shear\_matrix);

        glBegin(GL\_QUADS);

        glColor3f(1.0, 0.0, 1.0);

        for(int i = 0; i < 4; i++){

            double pts[3][1] = {{x\_coordinates[i]}, {y\_coordinates[i]}, {1}};

            mutliplyMatrices31(res33, pts);

            glVertex2i((int)res[0][0], (int)res[1][0]);

        }

        glEnd();

        }

    else{

        double shear\_matrix [3][3] = {{1, 0, 0}, {shear, 1, 0}, {0, 0, 1}};

        mutliplyMatrices33(REFLECTION\_MATRIX[axis], shear\_matrix);

        glBegin(GL\_QUADS);

        glColor3f(1.0, 0.0, 1.0);

        for(int i = 0; i < 4; i++){

            double pts[3][1] = {{x\_coordinates[i]}, {y\_coordinates[i]}, {1}};

            mutliplyMatrices31(res33, pts);

            glVertex2i((int)res[0][0], (int)res[1][0]);

            }

        glEnd();

        }

}

void myDisplay(void){

    glClear(GL\_COLOR\_BUFFER\_BIT);

    glColor3f(0.0, 0.0, 0.0);

    drawAxis();

    drawPolygon();

    glFlush();

    while(true){

        glClear(GL\_COLOR\_BUFFER\_BIT);

        glColor3f(0.0, 0.0, 0.0);

        cout << "Enter your choice of transformation :\n";

        cout << "1. Rotation and scaling" << endl;

        cout << "2. Reflection and shearing" << endl;

        cout << "3. Exit" << endl;

        cout << "\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*" << endl;

        cin >> choice;

        if (choice == 3) return;

        if (choice == 1){

            cout << "Enter the angle for rotation: ";

            cin >> rotation\_angle;

            rotation\_angle \*= M\_PI / 180;

            cout << "\n Enter the fixed point: ";

            cin >> x\_fixed >> y\_fixed;

            cout << "Enter the scaling factor: ";

            cin >> x\_scale >> y\_scale;

        }

        else if (choice == 2)

        {

            cout << "Enter the axis for reflection [1 - X Axis, 2 - Y Axis, 3 - X=Y Line]: ";

            cin >> axis;

            cout << "Enter the shearing factor: ";

            cin >> shear;

        }

        if (choice == 1)

        {

            drawAxis();

            drawPolygon();

            drawPolygonRotationScaling();

        }

        else if (choice == 2)

        {

            drawAxis();

            drawPolygon();

            drawReflectionShearing();

        }

        glFlush();

    }

}

int main(int argc, char \*\*argv)

{

    cout << "Enter the number of edges: ";

    cin >> edges;

    if (edges == 2)

    {

        polygon = 1;

    }

    else

    {

        polygon = -1;

    }

    cout << "Enter vertices: \n";

    for (int i = 0; i < edges; i++)

    {

        cout << "Enter co-ordinates for vertex " << i + 1 << " (X, Y): ";

        cin >> x >> y;

        x\_coordinates.push\_back(x);

        y\_coordinates.push\_back(y);

    }

    glutInit(&argc, argv);

    glutInitDisplayMode(GLUT\_SINGLE | GLUT\_RGB);

    glutInitWindowSize(600, 600);

    glutInitWindowPosition(0, 0);

    glutCreateWindow("Composite 2D Transformations");

    myInit();

    glutDisplayFunc(myDisplay);

    glutMainLoop();

    return 1;

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**2. WINDOWING:**

#include <GL/glut.h>

// #include <GL/freeglut.h>

#include <stdio.h>

#include <iostream>

#include <math.h>

#include <vector>

#include <cmath>

using namespace std;

class Point {

public:

    int x, y;

};

void myInit(void) {

    glClearColor(1.0, 1.0, 1.0, 0.0);

    glColor3f(0.0f, 0.0f, 0.0f);

    glPointSize(0.05);

    glMatrixMode(GL\_PROJECTION);

    glLoadIdentity();

    gluOrtho2D(-600.0, 600.0, -600.0, 600.0);

}

void drawAxis(void){

    glBegin(GL\_LINES);

    glVertex2d(-600, 0);

    glVertex2d(600, 0);

    glEnd();

    glBegin(GL\_LINES);

    glVertex2d(0, -600);

    glVertex2d(0, 600);

    glEnd();

}

void myDisplay(void){

    double wx\_org = 0, wy\_org = 0, wx\_min = 0, wx\_max = 300, wy\_min = 0, wy\_max = 200;

    double vx\_org = 350, vy\_org = 0, vx\_min = 350, vy\_min = 0, vx\_max = 500, vy\_max = 400;

    double sx = (vx\_max - vx\_min)/(wx\_max - wx\_min);

    double sy = (vy\_max - vy\_min)/(wy\_max - wy\_min);

    glClear(GL\_COLOR\_BUFFER\_BIT);

    glLoadIdentity();

    //DDA Line

    glColor3f(1.0f, 0.0f, 0.0f);

    glBegin(GL\_LINE\_LOOP);

    glVertex2f(0.f, 0.f);

    glVertex2f(300.f, 0.f);

    glVertex2f(300.f, 200.f);

    glVertex2f(0.f, 200.f);

    glEnd();

    glColor3f(0.0f, 1.0f, 0.0f);

    glBegin(GL\_LINE\_LOOP);

    glVertex2f(350.f, 0.f);

    glVertex2f(500.f, 0.f);

    glVertex2f(500.f, 400.f);

    glVertex2f(350.f, 400.f);

    glEnd();

    vector<Point> Shape(4);

    Shape[0].x = 10; Shape[0].y = 10;

    Shape[1].x = 120; Shape[1].y = 10;

    Shape[2].x = 180; Shape[2].y = 110;

    Shape[3].x = 10; Shape[3].y = 70;

    glColor3f(1.0f, 1.0f, 0.0f);

    glBegin(GL\_QUADS);

    for (Point p: Shape)

        glVertex2f(p.x, p.y);

    glEnd();

    vector<Point> Mod\_Shape;

    for (Point p: Shape)

    {

        Point newp;

        newp.x = vx\_min + (p.x - wx\_min) \* sx;

        newp.y = vy\_min + (p.y - wy\_min) \* sy;

        Mod\_Shape.push\_back(newp);

    }

    glColor3f(1.0f, 1.0f, 0.0f);

    glBegin(GL\_QUADS);

    for (Point p: Mod\_Shape)

        glVertex2f(p.x, p.y);

    glEnd();

    glFlush();

}

int main(int argc, char \*\*argv)

{

    glutInit(&argc, argv);

    glutInitDisplayMode(GLUT\_SINGLE | GLUT\_RGB);

    glutInitWindowSize(600, 600);

    glutInitWindowPosition(0, 0);

    glutCreateWindow("Window Viewport Transformation");

    myInit();

    glutDisplayFunc(myDisplay);

    glutMainLoop();

    return 1;

}

**OUTPUT:**

**![](data:image/png;base64,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)**