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1. **COHEN\_SUTHERLAND.CPP:**

#include <GL/glut.h>

#include <cmath>

#include <iostream>

using namespace std;

typedef struct point {

    double x;

    double y;

};

typedef struct line {

    point A;

    point B;

    double m;

};

typedef struct window {

    int xmin;

    int xmax;

    int ymin;

    int ymax;

};

void initialize() {

    glClearColor(1.0, 1.0, 1.0, 0.0);

    glColor3f(0.0f, 0.0f, 0.0f);

    glPointSize(2);

    glMatrixMode(GL\_PROJECTION);

    glLoadIdentity();

    gluOrtho2D(-250.0, 250.0, -250.0, 250.0);

}

void getRegionCode(point X, window W, char rc[4]) {

    for (int i = 0; i < 4; i++)

        rc[i] = '0';

    if (X.x < W.xmin) {

        rc[3] = '1';

    }

    if (X.x > W.xmax) {

        rc[2] = '1';

    }

    if (X.y < W.ymin) {

        rc[1] = '1';

    }

    if (X.y > W.ymax) {

        rc[0] = '1';

    }

}

point getIntersectionPoint(point X, double m, window W, char d) {

    point P;

    P.x = 0;

    P.y = 0;

    switch (d) {

    case 'T':

        P.y = W.ymax;

        P.x = X.x + (1 / m) \* (P.y - X.y);

        break;

    case 'B':

        P.y = W.ymin;

        P.x = X.x + (1 / m) \* (P.y - X.y);

        break;

    case 'R':

        P.x = W.xmax;

        P.y = X.y + m \* (P.x - X.x);

        break;

    case 'L':

        P.x = W.xmin;

        P.y = X.y + m \* (P.x - X.x);

        break;

    }

    return P;

}

point getClippedPoint(point X, double m, window W) {

    point P;

    P.x = X.x;

    P.y = X.y;

    char regions[5] = "TBRL";

    char rc[5];

    rc[4] = '\0';

    getRegionCode(X, W, rc);

    for (int i = 0; i < 4; i++) {

        if (rc[i] == '1') {

            P = getIntersectionPoint(X, m, W, regions[i]);

            rc[i] = '0';

            if (P.x >= W.xmin && P.x <= W.xmax && P.y >= W.ymin && P.y <= W.xmax)

                break;

        }

    }

    return P;

}

line clip(line L, window W) {

    line clipped;

    clipped.A = getClippedPoint(L.A, L.m, W);

    clipped.B = getClippedPoint(L.B, L.m, W);

    return clipped;

}

void clippingDemo() {

    glClear(GL\_COLOR\_BUFFER\_BIT);

    line L, C;

    window W;

    cout << "-----INPUT-----" << "\n";

    cout << "Enter xMin, xMax, yMin, yMax: ";

    cin >> W.xmin >> W.xmax >> W.ymin >> W.ymax;

    cout << "Enter line endpoint 1: ";

    cin >> L.A.x >> L.A.y;

    cout << "Enter line endpoint 2: ";

    cin >> L.B.x >> L.B.y;

    L.m = (L.A.y - L.B.y) / (L.A.x - L.B.x);

    C = clip(L, W);

    glBegin(GL\_LINES);

    glVertex2d(-250, 0);

    glVertex2d(250, 0);

    glVertex2d(0, 250);

    glVertex2d(0, -250);

    glEnd();

    glBegin(GL\_LINES);

    glVertex2f(W.xmin, W.ymin);

    glVertex2f(W.xmin, W.ymax);

    glVertex2f(W.xmin, W.ymax);

    glVertex2f(W.xmax, W.ymax);

    glVertex2f(W.xmax, W.ymax);

    glVertex2f(W.xmax, W.ymin);

    glVertex2f(W.xmax, W.ymin);

    glVertex2f(W.xmin, W.ymin);

    glEnd();

    glBegin(GL\_LINES);

    glColor3f(1.0f, 0.0f, 0.0f);

    glVertex2f(L.A.x, L.A.y);

    glVertex2f(L.B.x, L.B.y);

    glEnd();

    glBegin(GL\_LINES);

    glColor3f(0.0f, 0.0f, 1.0f);

    glVertex2f(C.A.x, C.A.y);

    glVertex2f(C.B.x, C.B.y);

    glEnd();

    glFlush();

}

int main(int argc, char\* argv[]) {

    glutInit(&argc, argv);

    glutInitDisplayMode(GLUT\_SINGLE | GLUT\_RGB);

    glutInitWindowSize(500, 500);

    glutCreateWindow("Cohen Sutherland Line Clipping");

    glutDisplayFunc(clippingDemo);

    initialize();

    glutMainLoop();

}

**OUTPUT**

![](data:image/png;base64,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)