![](data:image/jpeg;base64,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)

# *Institute of Distance and Open Learning*

## *Vidya Nagari, Kalina, Santacruz East - 400098*

A Practical Journal Submitted in fulfillment of the degree of

**MASTER OF SCIENCE IN**

**COMPUTER SCIENCE**

YEAR 2023-2024

Part 1 - Semester 2

PSCSP202

**“Cloud Computing”**

By

**SHETTY JITESH RAMESH SHARMILA**

**Application ID:- 98731**

**Seat No:- 4500233**

**PRN: 2023016490078214**

Under the Guidance of

**Prof. \_\_\_\_\_\_\_**

![](data:image/jpeg;base64,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)
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**Practical No: 1**

**Aim:** Develop Time Server service that returns current time in Java and call it from clients developed in Java, PHP, Android and .NET.

# Part 1: Server Code (TimeServer.java)

This code sets up a RESTful web service using Java with the help of the javax.ws.rs API to return the current time.

1. Make sure you have the necessary dependencies in your project (e.g., javax.ws.rs, Jersey).
2. Run the server code on a Java server container like Tomcat or use a framework like Jersey's Grizzly HTTP server for a standalone version.

// TimeServer.java import javax.ws.rs.GET; import javax.ws.rs.Path; import javax.ws.rs.Produces; import javax.ws.rs.core.MediaType; import java.time.LocalDateTime; import java.time.format.DateTimeFormatter;

// Define the URI for the service

@Path("/time") public class TimeServer {

// Define the GET method to return current time as plain text

@GET

@Produces(MediaType.TEXT\_PLAIN) public String getCurrentTime() {

LocalDateTime now = LocalDateTime.now();

DateTimeFormatter formatter = DateTimeFormatter.ofPattern("yyyy-MM-dd HH:mm:ss"); return "Current Time: " + now.format(formatter);

}

}

This service will provide the current time in the format YYYY-MM-DD HH:MM:SS whenever accessed via HTTP GET.

To deploy the server:

1. Add this service to a Jersey-based server (e.g., in a web.xml or via annotations for configuration).
2. Start the server and access http://localhost:8080/<your\_app\_context>/time to view the result.

# Part 2: Client Code (TimeClient.java)

This Java client calls the Time Server and displays the current time received from the server. // TimeClient.java

import javax.ws.rs.client.Client; import javax.ws.rs.client.ClientBuilder; import javax.ws.rs.core.MediaType;

public class TimeClient { public static void main(String[] args) {

// Define the server URI

String serverUrl = "http://localhost:8080/<your\_app\_context>/time";

// Create a new client

Client client = ClientBuilder.newClient();

// Send a GET request to the server and receive the response

String response = client.target(serverUrl)

.request(MediaType.TEXT\_PLAIN)

.get(String.class);

// Display the server response

System.out.println("Response from Time Server: " + response);

} }

**Server Output (Console log or web server logs):**

• If the server logs requests, you’ll see log entries indicating incoming requests to the /time endpoint.

**Client Output:**

Running TimeClient.java should yield something similar to the following output in the console:

sql

Copy code

Response from Time Server: Current Time: 2024-11-05 15:23:45

**Practical No: 2**

**Aim:** Develop Web service in Java that returns complex data types (e.g. as List of friends).

We'll set up the server code for a REST API that provides a list of friends as a JSON response.

# Server Code: FriendService.java

This example uses javax.ws.rs and javax.ws.rs.core APIs along with Jersey to create a RESTful web service. **Step 1: Define the Friend Data Model** java

Copy code

// Friend.java public class Friend { private int id; private String name; private String email;

public Friend(int id, String name, String email) {

this.id = id; this.name = name; this.email = email;

}

// Getters and Setters public int getId() { return id; } public void setId(int id) { this.id = id; }

public String getName() { return name; } public void setName(String name) { this.name = name; }

public String getEmail() { return email; } public void setEmail(String email) { this.email = email; }

}

# Step 2: Define the FriendService Endpoint

This class defines an endpoint to return a list of Friend objects as JSON. java

Copy code

// FriendService.java import javax.ws.rs.GET; import javax.ws.rs.Path; import javax.ws.rs.Produces; import javax.ws.rs.core.MediaType; import java.util.ArrayList; import java.util.List;

@Path("/friends") public class FriendService {

@GET

@Produces(MediaType.APPLICATION\_JSON)

public List<Friend> getFriends() {

List<Friend> friends = new ArrayList<>(); friends.add(new Friend(1, "Alice Smith", "alice@example.com")); friends.add(new Friend(2, "Bob Johnson", "bob@example.com")); friends.add(new Friend(3, "Charlie Brown", "charlie@example.com"));

return friends;

}

}

This code defines a RESTful endpoint /friends that, when accessed via an HTTP GET request, returns a list of friends in JSON format.

# Step 3: Deploy the Service

1. Package and deploy the application on a Java web server (e.g., Tomcat) or use Jersey’s Grizzly HTTP server for standalone testing.
2. Access the endpoint at http://localhost:8080/<your\_app\_context>/friends to retrieve the list of friends.

**Testing the Service**

# Example Output (JSON)

When you access http://localhost:8080/<your\_app\_context>/friends, the service should return a JSON response similar to this:

json

Copy code

[

{

"id": 1,

"name": "Alice Smith",

"email": "alice@example.com"

},

{

"id": 2,

"name": "Bob Johnson",

"email": "bob@example.com"

},

{

"id": 3,

"name": "Charlie Brown",

"email": "charlie@example.com"

}

]

# Sample Java Client Code to Call the Service

Here's a simple Java client that consumes the FriendService API and prints the list of friends. java

Copy code

// FriendClient.java import javax.ws.rs.client.Client; import javax.ws.rs.client.ClientBuilder; import javax.ws.rs.core.GenericType; import javax.ws.rs.core.MediaType; import java.util.List;

public class FriendClient { public static void main(String[] args) {

String serverUrl = "http://localhost:8080/<your\_app\_context>/friends";

// Create a new client

Client client = ClientBuilder.newClient();

// Send a GET request to retrieve friends list

List<Friend> friends = client.target(serverUrl)

.request(MediaType.APPLICATION\_JSON)

.get(new GenericType<List<Friend>>() {});

// Display the list of friends

System.out.println("List of Friends:"); for (Friend friend : friends) {

System.out.println("ID: " + friend.getId() + ", Name: " + friend.getName() + ", Email: " + friend.getEmail());

}

}

}

# Expected Output

Running FriendClient.java should yield something like the following in the console: yaml

Copy code

List of Friends:

ID: 1, Name: Alice Smith, Email: alice@example.com

ID: 2, Name: Bob Johnson, Email: bob@example.com

ID: 3, Name: Charlie Brown, Email: charlie@example.com

**Practical No: 3**

**Aim:** Develop Web service in Java that returns matrix multiplication by Strassen’s algorithm. Two matrices will be entered at run time by client. Server does the matrix multiplication and returns answer to client.

# Server Code

This service will:

1. Accept two matrices as JSON input.
2. Multiply the matrices using Strassen's algorithm.
3. Return the resulting matrix in JSON format. **Step 1: Define Matrix Model** java

Copy code

// Matrix.java import java.util.Arrays;

public class Matrix { private int[][] data;

public Matrix() {}

public Matrix(int[][] data) { this.data = data;

}

public int[][] getData() { return data;

}

public void setData(int[][] data) { this.data = data;

}

@Override public String toString() { return Arrays.deepToString(data);

}

}

This class represents a matrix with a 2D integer array data.

# Step 2: Implement Strassen’s Algorithm

Here's the implementation of Strassen's algorithm for matrix multiplication:

java

Copy code

// StrassenMatrixMultiplier.java public class StrassenMatrixMultiplier {

public static int[][] multiply(int[][] A, int[][] B) { int n = A.length; if (n == 1) { int[][] C = {{A[0][0] \* B[0][0]}}; return C;

}

// Divide matrices into submatrices int[][] A11 = new int[n / 2][n / 2]; int[][] A12 = new int[n / 2][n / 2]; int[][] A21 = new int[n / 2][n / 2]; int[][] A22 = new int[n / 2][n / 2]; int[][] B11 = new int[n / 2][n / 2]; int[][] B12 = new int[n / 2][n / 2]; int[][] B21 = new int[n / 2][n / 2]; int[][] B22 = new int[n / 2][n / 2];

// Split matrix A and B split(A, A11, 0, 0); split(A, A12, 0, n / 2); split(A, A21, n / 2, 0); split(A, A22, n / 2, n / 2); split(B, B11, 0, 0); split(B, B12, 0, n / 2); split(B, B21, n / 2, 0); split(B, B22, n / 2, n / 2); // Calculate intermediate matrices int[][] M1 = multiply(add(A11, A22), add(B11, B22)); int[][] M2 = multiply(add(A21, A22), B11); int[][] M3 = multiply(A11, subtract(B12, B22)); int[][] M4 = multiply(A22, subtract(B21, B11)); int[][] M5 = multiply(add(A11, A12), B22); int[][] M6 = multiply(subtract(A21, A11), add(B11, B12)); int[][] M7 = multiply(subtract(A12, A22), add(B21, B22));

// Calculate submatrices of C int[][] C11 = add(subtract(add(M1, M4), M5), M7); int[][] C12 = add(M3, M5); int[][] C21 = add(M2, M4); int[][] C22 = add(subtract(add(M1, M3), M2), M6);

// Combine submatrices into final result int[][] C = new int[n][n]; join(C11, C, 0, 0); join(C12, C, 0, n / 2); join(C21, C, n / 2, 0); join(C22, C, n / 2, n / 2);

return C;

}

// Helper methods for Strassen's algorithm private static int[][] add(int[][] A, int[][] B) { /\*...\*/ } private static int[][] subtract(int[][] A, int[][] B) { /\*...\*/ } private static void split(int[][] P, int[][] C, int iB, int jB) { /\*...\*/ } private static void join(int[][] C, int[][] P, int iB, int jB) { /\*...\*/ }

}

**Note**: To keep the code concise, implement add, subtract, split, and join methods similarly to how matrix operations are typically handled.

# Step 3: Define the Matrix Multiplication Service java

Copy code

// MatrixService.java import javax.ws.rs.\*; import javax.ws.rs.core.MediaType; import javax.ws.rs.core.Response;

@Path("/matrix") public class MatrixService {

@POST

@Path("/multiply")

@Consumes(MediaType.APPLICATION\_JSON) @Produces(MediaType.APPLICATION\_JSON) public Response multiplyMatrices(MatrixRequest request) { int[][] A = request.getMatrixA(); int[][] B = request.getMatrixB();

// Validate matrices if (A.length != B.length || A[0].length != B[0].length || A.length != A[0].length) { return Response.status(Response.Status.BAD\_REQUEST)

.entity("Both matrices must be square and of the same size.")

.build();

}

// Perform Strassen's matrix multiplication int[][] result = StrassenMatrixMultiplier.multiply(A, B); return Response.ok(new Matrix(result)).build();

}

}

// MatrixRequest.java - Request format class to hold input matrices public class MatrixRequest {

private int[][] matrixA; private int[][] matrixB;

// Getters and Setters public int[][] getMatrixA() { return matrixA; } public void setMatrixA(int[][] matrixA) { this.matrixA = matrixA; }

public int[][] getMatrixB() { return matrixB; } public void setMatrixB(int[][] matrixB) { this.matrixB = matrixB; }

}

This service takes a JSON object containing two matrices (matrixA and matrixB), multiplies them using Strassen’s algorithm, and returns the result as a JSON response.

# Testing the Service

To test the service, you can use a tool like **Postman**. Here’s an example of the JSON payload you can send to the endpoint POST http://localhost:8080/<your\_app\_context>/matrix/multiply:

json

Copy code

{

"matrixA": [

[1, 2],

[3, 4]

],

"matrixB": [

[5, 6],

[7, 8]

]

}

# Expected Output

The server will return the result of the matrix multiplication in JSON format: json

Copy code

{

"data": [

[19, 22],

[43, 50]

]

}

# Sample Client Code

Here’s a Java client to send the matrices to the service and print the result: java

Copy code

// MatrixClient.java import javax.ws.rs.client.Client; import javax.ws.rs.client.ClientBuilder; import javax.ws.rs.client.Entity; import javax.ws.rs.core.MediaType; import javax.ws.rs.core.Response;

public class MatrixClient { public static void main(String[] args) {

String serverUrl = "http://localhost:8080/<your\_app\_context>/matrix/multiply";

MatrixRequest request = new MatrixRequest(

new int[][] {{1, 2}, {3, 4}}, new int[][] {{5, 6}, {7, 8}}

);

Client client = ClientBuilder.newClient();

Response response = client.target(serverUrl)

.request(MediaType.APPLICATION\_JSON)

.post(Entity.entity(request, MediaType.APPLICATION\_JSON));

if (response.getStatus() == Response.Status.OK.getStatusCode()) {

Matrix resultMatrix = response.readEntity(Matrix.class); System.out.println("Resulting Matrix:"); for (int[] row : resultMatrix.getData()) { for (int val : row) {

System.out.print(val + " ");

}

System.out.println();

}

} else {

System.out.println("Error: " + response.readEntity(String.class));

}

}}

# Expected Client Output: yaml

Copy code

Resulting Matrix:

19 22

43 50

**Practical No: 4**

**Aim:** Demonstrate CRUD operations with suitable database using SOAP or RESTful Web service.

• **Objective**: Implement basic CRUD (Create, Read, Update, Delete) operations using a database.

**Setup and Code**

# Step 1: Set Up Maven Project and Dependencies

Create a Maven project and add the following dependencies in your pom.xml file:

xml

Copy code

<project xmlns="http://maven.apache.org/POM/4.0.0">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>EmployeeCRUD</artifactId>

<version>1.0-SNAPSHOT</version>

<dependencies>

<!-- Spring Boot Starter for RESTful services -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<!-- Spring Boot Starter for JPA (Data Access) -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<!-- H2 Database dependency for in-memory database -->

<dependency>

<groupId>com.h2database</groupId>

<artifactId>h2</artifactId>

<scope>runtime</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

# Step 2: Configure the Application

In src/main/resources/application.properties, configure the H2 database:

properties Copy code

# Enable H2 console for debugging spring.h2.console.enabled=true spring.h2.console.path=/h2-console # Use H2 in-memory database spring.datasource.url=jdbc:h2:mem:testdb spring.datasource.driverClassName=org.h2.Driver spring.datasource.username=sa spring.datasource.password=password spring.jpa.hibernate.ddl-auto=update

# Step 3: Create the Employee Entity

1. In src/main/java/com/example/employeecrud, create the Employee.java entity class:

java

Copy code package com.example.employeecrud;

import javax.persistence.Entity; import javax.persistence.GeneratedValue; import javax.persistence.GenerationType; import javax.persistence.Id;

@Entity public class Employee {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id; private String name; private String department; private Double salary;

public Employee() {}

public Employee(String name, String department, Double salary) { this.name = name; this.department = department; this.salary = salary;

}

public Long getId() { return id; } public void setId(Long id) { this.id = id; } public String getName() { return name; } public void setName(String name) { this.name = name; } public String getDepartment() { return department; } public void setDepartment(String department) { this.department = department; } public Double getSalary() { return salary; } public void setSalary(Double salary) { this.salary = salary; }

}

# Step 4: Create the Employee Repository

Create an interface EmployeeRepository.java to handle database operations using Spring Data JPA.

java

Copy code package com.example.employeecrud;

import org.springframework.data.jpa.repository.JpaRepository;

public interface EmployeeRepository extends JpaRepository<Employee, Long> {}

# Step 5: Create the Employee Controller

In src/main/java/com/example/employeecrud, create the EmployeeController.java to implement the CRUD endpoints. java

Copy code package com.example.employeecrud;

import org.springframework.beans.factory.annotation.Autowired; import org.springframework.http.HttpStatus; import org.springframework.http.ResponseEntity; import org.springframework.web.bind.annotation.\*;

import java.util.List; import java.util.Optional;

@RestController

@RequestMapping("/api/employees") public class EmployeeController {

@Autowired

private EmployeeRepository employeeRepository;

// Create Employee @PostMapping public Employee createEmployee(@RequestBody Employee employee) { return employeeRepository.save(employee);

}

// Read All Employees @GetMapping public List<Employee> getAllEmployees() { return employeeRepository.findAll();

}

// Read Single Employee by ID @GetMapping("/{id}") public ResponseEntity<Employee> getEmployeeById(@PathVariable Long id) { Optional<Employee> employee = employeeRepository.findById(id); return employee.map(ResponseEntity::ok).orElseGet(() -> ResponseEntity.notFound().build());

}

// Update Employee by ID @PutMapping("/{id}")

public ResponseEntity<Employee> updateEmployee(@PathVariable Long id, @RequestBody Employee employeeDetails) {

Optional<Employee> employee = employeeRepository.findById(id);

if (employee.isPresent()) {

Employee existingEmployee = employee.get(); existingEmployee.setName(employeeDetails.getName()); existingEmployee.setDepartment(employeeDetails.getDepartment()); existingEmployee.setSalary(employeeDetails.getSalary());

Employee updatedEmployee = employeeRepository.save(existingEmployee); return ResponseEntity.ok(updatedEmployee);

} else {

return ResponseEntity.notFound().build();

}

}

// Delete Employee by ID @DeleteMapping("/{id}") public ResponseEntity<Void> deleteEmployee(@PathVariable Long id) { if (employeeRepository.existsById(id)) { employeeRepository.deleteById(id); return ResponseEntity.noContent().build();

} else {

return ResponseEntity.notFound().build();

}

}

}

# Step 6: Run the Application

In the terminal, run the following command to start the Spring Boot application: bash Copy code mvn spring-boot:run

The application will run on http://localhost:8080. You can test the endpoints using tools like **Postman** or **curl**.

**Testing the CRUD Operations**

# 1. Create an Employee

* **Endpoint**: POST http://localhost:8080/api/employees o **Request Body**:

json

Copy code

{

"name": "Alice",

"department": "HR",

"salary": 50000.0

}

* **Response**:

json

Copy code

{

"id": 1,

"name": "Alice",

"department": "HR",

"salary": 50000.0

}

1. **Get All Employees** o **Endpoint**: GET http://localhost:8080/api/employees o **Response**:

json

Copy code

[

{

"id": 1,

"name": "Alice",

"department": "HR",

"salary": 50000.0

}

]

1. **Get Employee by ID** o **Endpoint**: GET http://localhost:8080/api/employees/1 o **Response**:

json

Copy code

{

"id": 1,

"name": "Alice",

"department": "HR",

"salary": 50000.0

}

# 4. Update Employee

* **Endpoint**: PUT http://localhost:8080/api/employees/1 o **Request Body**:

json

Copy code

{

"name": "Alice Smith",

"department": "Finance",

"salary": 55000.0

}

* **Response**:

json

Copy code

{

"id": 1,

"name": "Alice Smith",

"department": "Finance",

"salary": 55000.0

}

# 5. Delete Employee

o **Endpoint**: DELETE http://localhost:8080/api/employees/1 o **Response**: 204 No Content (if successful).

# Explanation

* **Entity**: The Employee class represents an employee record in the database.
* **Repository**: EmployeeRepository provides CRUD operations without implementing SQL.
* **Controller**: EmployeeController maps HTTP requests to specific CRUD operations.

**Practical No: 5**

**Aim:** Develop Micro-blogger application (like Twitter) using RESTful Web services.

# • Objective: Build a simplified Twitter-like microblogging application.

1. **Create a Post**: Users can create posts with text content.
2. **Read Posts**: Users can view all posts or a specific post by ID.
3. **Update a Post**: Users can update their existing posts.
4. **Delete a Post**: Users can delete their posts.
5. **Get Posts by User**: Users can filter posts by the author.

# Tech Stack

1. **Spring Boot**: For building REST APIs.
2. **H2 Database**: An in-memory database for simplicity.
3. **Maven**: For dependency management.

# Project Setup

1. **Initialize a Spring Boot Project** with **Spring Web** and **Spring Data JPA**.
2. **Add dependencies** in pom.xml.

# Step-by-Step Code Implementation Step 1: Set Up Project Dependencies

Add dependencies to pom.xml: xml

Copy code

<project xmlns="http://maven.apache.org/POM/4.0.0">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>MicroBlogger</artifactId>

<version>1.0-SNAPSHOT</version>

<dependencies>

<!-- Spring Boot Starter Web for REST API -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<!-- Spring Data JPA for database access -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<!-- H2 Database for in-memory persistence -->

<dependency>

<groupId>com.h2database</groupId>

<artifactId>h2</artifactId>

<scope>runtime</scope>

</dependency>

</dependencies>

</project>

# Step 2: Configure the Application

In src/main/resources/application.properties:

properties Copy code spring.h2.console.enabled=true spring.datasource.url=jdbc:h2:mem:testdb spring.datasource.driverClassName=org.h2.Driver spring.datasource.username=sa spring.datasource.password=password spring.jpa.hibernate.ddl-auto=update

# Step 3: Create the Post Entity

In src/main/java/com/example/microblogger, create Post.java to represent a blog post:

java

Copy code package com.example.microblogger;

import javax.persistence.Entity; import javax.persistence.GeneratedValue; import javax.persistence.GenerationType; import javax.persistence.Id;

@Entity public class Post { @Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id; private String author; private String content;

public Post() {}

public Post(String author, String content) { this.author = author; this.content = content;

}

public Long getId() { return id; } public String getAuthor() { return author; } public String getContent() { return content; }

public void setAuthor(String author) { this.author = author; } public void setContent(String content) { this.content = content; }

}

**Step 4: Create the Repository** Create PostRepository.java interface: java

Copy code package com.example.microblogger;

import org.springframework.data.jpa.repository.JpaRepository; import java.util.List;

public interface PostRepository extends JpaRepository<Post, Long> {

List<Post> findByAuthor(String author);

}

# Step 5: Implement the Post Controller

Create PostController.java to handle REST API requests:

java

Copy code package com.example.microblogger;

import org.springframework.beans.factory.annotation.Autowired; import org.springframework.http.HttpStatus; import org.springframework.http.ResponseEntity; import org.springframework.web.bind.annotation.\*;

import java.util.List; import java.util.Optional;

@RestController

@RequestMapping("/api/posts")

public class PostController {

@Autowired private PostRepository postRepository;

// Create a new post @PostMapping public Post createPost(@RequestBody Post post) { return postRepository.save(post);

}

// Get all posts

@GetMapping

public List<Post> getAllPosts() { return postRepository.findAll();

}

// Get a post by ID

@GetMapping("/{id}") public ResponseEntity<Post> getPostById(@PathVariable Long id) { Optional<Post> post = postRepository.findById(id); return post.map(ResponseEntity::ok).orElseGet(() -> ResponseEntity.notFound().build());

}

// Update a post by ID @PutMapping("/{id}") public ResponseEntity<Post> updatePost(@PathVariable Long id, @RequestBody Post postDetails) { Optional<Post> post = postRepository.findById(id); if (post.isPresent()) {

Post existingPost = post.get(); existingPost.setAuthor(postDetails.getAuthor()); existingPost.setContent(postDetails.getContent()); return ResponseEntity.ok(postRepository.save(existingPost));

} else {

return ResponseEntity.notFound().build();

}

}

// Delete a post by ID @DeleteMapping("/{id}") public ResponseEntity<Void> deletePost(@PathVariable Long id) { if (postRepository.existsById(id)) { postRepository.deleteById(id); return ResponseEntity.noContent().build();

} else {

return ResponseEntity.notFound().build();

}

}

// Get posts by author

@GetMapping("/author/{author}") public List<Post> getPostsByAuthor(@PathVariable String author) { return postRepository.findByAuthor(author);

}

}

# Step 6: Run the Application

Start the application using:

bash Copy code mvn spring-boot:run

# Testing the Micro-Blogger Application

1. **Create a Post** o **Endpoint**: POST http://localhost:8080/api/posts o **Request Body**:

json

Copy code

{

"author": "john\_doe",

"content": "Hello, this is my first post!"

}

* + **Response**:

json

Copy code

{

"id": 1,

"author": "john\_doe",

"content": "Hello, this is my first post!"

}

1. **Get All Posts** o **Endpoint**: GET http://localhost:8080/api/posts o **Response**:

json

Copy code

[

{

"id": 1,

"author": "john\_doe",

"content": "Hello, this is my first post!"

}

]

1. **Get Post by ID** o **Endpoint**: GET http://localhost:8080/api/posts/1 o **Response**:

json

Copy code

{

"id": 1,

"author": "john\_doe",

"content": "Hello, this is my first post!"

}

1. **Update a Post** o **Endpoint**: PUT http://localhost:8080/api/posts/1 o **Request Body**:

json

Copy code

{

"author": "john\_doe",

"content": "Hello, I've updated my first post!"

}

* + **Response**:

json

Copy code

{

"id": 1,

"author": "john\_doe",

"content": "Hello, I've updated my first post!"

}

1. **Delete a Post** o **Endpoint**: DELETE http://localhost:8080/api/posts/1 o **Response**: 204 No Content
2. **Get Posts by Author** o **Endpoint**: GET http://localhost:8080/api/posts/author/john\_doe
   * **Response**:

json

Copy code

[

{

"id": 1,

"author": "john\_doe",

"content": "Hello, I've updated my first post!"

}

]

# Explanation

* **Entity**: Post represents each micro-blog post.
* **Repository**: PostRepository provides basic CRUD functionality and a custom method for finding posts by author.
* **Controller**: PostController manages the API endpoints, allowing users to create, read, update, delete, and filter posts.

**Practical No: 6**

**Aim:** Develop application to consume Google’s search / Google’s Map RESTful Web service

Prerequisites.

1. **Google Cloud API Key**:

o Go to Google Cloud Console, enable **Google Maps API** (such as **Places API**), and create an API key. Note that this API key should be kept secure.

1. **Dependencies**: We’ll use Spring Boot along with **RestTemplate** to make HTTP requests.

# Project Setup

1. **Initialize a Spring Boot Project** with **Spring Web** dependency.
2. **Add Google API Key**: Store the Google API key in a properties file for security.

# Step-by-Step Implementation Step 1: Set Up Project Dependencies

Add dependencies in pom.xml for Spring Web: xml

Copy code

<dependencies>

<!-- Spring Boot Starter Web for REST API and HTTP requests -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

</dependencies>

# Step 2: Configure Application Properties

Store your **Google API Key** in src/main/resources/application.properties:

properties Copy code google.api.key=YOUR\_GOOGLE\_API\_KEY

# Step 3: Create the GoogleMapsService Class

In src/main/java/com/example/googlemaps, create a GoogleMapsService.java class that will handle the HTTP requests to Google Maps API.

java

Copy code package com.example.googlemaps; import org.springframework.beans.factory.annotation.Value; import org.springframework.stereotype.Service; import org.springframework.web.client.RestTemplate; import org.springframework.web.util.UriComponentsBuilder;

import java.util.Map;

@Service public class GoogleMapsService {

@Value("${google.api.key}") private String apiKey;

private final RestTemplate restTemplate = new RestTemplate();

public Map<String, Object> searchNearbyPlaces(String location, String radius, String type) {

String url = UriComponentsBuilder.fromHttpUrl("https://maps.googleapis.com/maps/api/place/nearbysearch/json")

.queryParam("location", location)

.queryParam("radius", radius)

.queryParam("type", type)

.queryParam("key", apiKey)

.toUriString();

return restTemplate.getForObject(url, Map.class);

}

}

* **location**: The latitude and longitude of the search area (e.g., 37.7749,-122.4194 for San Francisco).
* **radius**: The search radius in meters (e.g., 500 for 500 meters).
* **type**: Type of place (e.g., restaurant, hospital).

# Step 4: Create the GoogleMapsController Class

Create GoogleMapsController.java to handle HTTP requests and call GoogleMapsService.

java

Copy code package com.example.googlemaps;

import org.springframework.beans.factory.annotation.Autowired; import org.springframework.web.bind.annotation.GetMapping; import org.springframework.web.bind.annotation.RequestParam; import org.springframework.web.bind.annotation.RestController;

import java.util.Map;

@RestController

@RequestMapping("/api/maps") public class GoogleMapsController {

@Autowired private GoogleMapsService googleMapsService;

@GetMapping("/nearby") public Map<String, Object> getNearbyPlaces(

@RequestParam String location,

@RequestParam String radius, @RequestParam String type) { return googleMapsService.searchNearbyPlaces(location, radius, type);

}

}

* **Endpoint**: /api/maps/nearby
* **Parameters**:
  + location: Latitude and longitude (e.g., 37.7749,-122.4194). o radius: Search radius in meters (e.g., 500).
  + type: Place type (e.g., restaurant).

**Step 5: Run the Application** Run the Spring Boot application: bash

Copy code

mvn spring-boot:run

# Testing the Application

You can test the API endpoint using a tool like **Postman** or **curl**:

1. **Search for Nearby Restaurants**:

o **URL**: http://localhost:8080/api/maps/nearby?location=37.7749,-

122.4194&radius=500&type=restaurant

1. **Expected Response** (Sample):

json

Copy code

{

"html\_attributions": [],

"results": [

{

"name": "Restaurant A",

"geometry": {

"location": {

"lat": 37.7741,

"lng": -122.4192

}

},

"vicinity": "123 Main St, San Francisco"

},

{

"name": "Restaurant B",

"geometry": {

"location": {

"lat": 37.7745,

"lng": -122.4195

}

},

"vicinity": "456 Market St, San Francisco"

}

],

"status": "OK"

}

The results array contains nearby places with information like name, location coordinates, and vicinity (address).

# Explanation

1. **GoogleMapsService**: This service class handles requests to Google Maps API using RestTemplate.
2. **GoogleMapsController**: Exposes the /api/maps/nearby endpoint to accept search parameters and return nearby places.
3. **Output**: The response includes details about nearby places, including names, coordinates, and addresses.

**Practical No: 7**

**Aim:** Develop application to download image/video from server or upload image/video to server using MTOM techniques.

# Steps

1. **Create a JAX-WS web service with MTOM support** for uploading and downloading files.
2. **Generate a client** to interact with the web service.
3. **Run the client to upload and download** images or videos.

# Prerequisites

* Java Development Kit (JDK)
* Apache Tomcat or any compatible Java EE server to host the service
* JAX-WS libraries (if using Java SE)

# Step 1: Create the MTOM Web Service 1.1 Create the Service Interface

Define a web service interface that enables file upload and download. Annotate the interface to support MTOM.

java

Copy code package com.example.mtom;

import javax.jws.WebService; import javax.jws.WebMethod; import javax.xml.ws.soap.MTOM; import javax.activation.DataHandler;

@MTOM

@WebService

public interface FileService {

@WebMethod

void uploadFile(String fileName, DataHandler fileData);

@WebMethod

DataHandler downloadFile(String fileName);

}

## 1.2 Implement the Service

In this implementation, files are stored on the server’s local file system. java

Copy code package com.example.mtom;

import javax.activation.DataHandler; import javax.jws.WebService; import java.io.\*;

@WebService(endpointInterface = "com.example.mtom.FileService") public class FileServiceImpl implements FileService {

private static final String FILE\_DIRECTORY = "C:/file-storage/";

@Override public void uploadFile(String fileName, DataHandler fileData) { try (InputStream inputStream = fileData.getInputStream();

OutputStream outputStream = new FileOutputStream(FILE\_DIRECTORY + fileName)) { byte[] buffer = new byte[4096]; int bytesRead; while ((bytesRead = inputStream.read(buffer)) != -1) { outputStream.write(buffer, 0, bytesRead);

}

System.out.println("File " + fileName + " uploaded successfully."); } catch (IOException e) {

e.printStackTrace();

}

}

@Override public DataHandler downloadFile(String fileName) { File file = new File(FILE\_DIRECTORY + fileName);

if (file.exists()) {

return new DataHandler(new FileDataSource(file));

} else {

System.out.println("File " + fileName + " not found on server.");

return null;

}

}

}

In this code:

* The uploadFile method reads an incoming file stream and saves it to the server's local storage.
* The downloadFile method retrieves a file from the server's file system.

## 1.3 Deploy the Web Service

Configure and deploy the service to your web server (e.g., Apache Tomcat).

1. Add the JAX-WS service endpoint to web.xml:

xml

Copy code

<servlet>

<servlet-name>FileService</servlet-name>

<servlet-class>com.sun.xml.ws.transport.http.servlet.WSServlet</servlet-class> </servlet>

<servlet-mapping>

<servlet-name>FileService</servlet-name>

<url-pattern>/FileService</url-pattern>

</servlet-mapping>

1. Deploy the service on your server and access the WSDL at:

bash Copy code http://localhost:8080/your-app-name/FileService?wsdl

# Step 2: Generate the Client

Generate a JAX-WS client using the WSDL URL.

shell

Copy code wsimport -keep -p com.example.mtom.client http://localhost:8080/your-app-name/FileService?wsdl

This will create client stubs in the com.example.mtom.client package.

# Step 3: Write the Client Code

The client will call the web service to upload and download files.

## 3.1 Client Code for Uploading a File java

Copy code package com.example.mtom.client;

import javax.activation.DataHandler; import javax.activation.FileDataSource; import com.example.mtom.FileService;

public class FileClient {

public static void main(String[] args) {

FileService service = new FileService\_Service().getFileServicePort();

// Upload an image or video

FileDataSource dataSource = new FileDataSource("path/to/local/image\_or\_video.jpg"); DataHandler fileData = new DataHandler(dataSource);

service.uploadFile("uploaded\_image.jpg", fileData);

System.out.println("File uploaded successfully.");

}

}

## 3.2 Client Code for Downloading a File java

Copy code package com.example.mtom.client;

import javax.activation.DataHandler; import java.io.\*;

public class FileClientDownload {

public static void main(String[] args) {

FileService service = new FileService\_Service().getFileServicePort();

// Download an image or video

DataHandler fileData = service.downloadFile("uploaded\_image.jpg");

if (fileData != null) { try (InputStream inputStream = fileData.getInputStream();

OutputStream outputStream = new FileOutputStream("path/to/local/downloaded\_image.jpg")) { byte[] buffer = new byte[4096]; int bytesRead; while ((bytesRead = inputStream.read(buffer)) != -1) { outputStream.write(buffer, 0, bytesRead);

}

System.out.println("File downloaded successfully."); } catch (IOException e) {

e.printStackTrace();

}

} else {

System.out.println("File not found on server.");

}

}

}

# Step 4: Run the Application

1. **Start the Server**: Ensure the web service is deployed and running on your web server.
2. **Upload a File**: Run the FileClient to upload a file to the server.
3. **Download the File**: Run FileClientDownload to download the file from the server.

# Expected Output

When you upload a file:

* On the server console: "File uploaded\_image.jpg uploaded successfully."
* On the client console: "File uploaded successfully."

When you download a file:

* On the server console: "File downloaded\_image.jpg downloaded successfully."
* On the client console: "File downloaded successfully."