# 싱글톤 할때 방법을 바꿔라

|  |
| --- |
| package com.java;   public class SingleToneNew {  private SingleToneNew() {  System.*out*.println("create!!");  }    public static class Singleton {  private static SingleToneNew *instance* = new SingleToneNew();  }   public static SingleToneNew getInstance () {  System.*out*.println("get instance");  return Singleton.*instance*; // return null;  }   } 이렇게 하면 getInstance할때 그때 Singleton class가 생성되면서 static instance가 생성되고 상수로 박킨다.sub static class는 처음 호출될때 이때 생성된다 |

# java singleton pattern (싱글톤 패턴)

<https://blog.seotory.com/post/2016/03/java-singleton-pattern>

예전 블로그에서도 singleton 에 대한 글을 쓴적이 있다. 그때는 매우 단순하게 적었으나 이번에는 조금 방대할 것이다. 단일 인스턴스를 다양하게 만들 수 있는 방법을 예제로 통해 한번 알아 보도록 하자.

**singleton 이란?**

프로그래밍 세계에 OOP 의 개념이 생기면서 객체 자체에 대한 많은 연구와 패턴(pattern)들이 생겨났다. singleton pattern은 인스턴스가 사용될 때에 똑같은 인스턴스를 만들어 내는 것이 아니라, 동일 인스턴스를 사용하게끔 하는 것이 기본 전략이다. 프로그램상에서 동일한 커넥션 객체를 만든다던지, 하나만 사용되야하는 객체를 만들때 매우 유용하다. singleton pattern은 4대 디자인 패턴에 들어갈 정도로 흔히 쓰이는 패턴이다. 물론 core java(java.lang.Runtime, java.awt.Desktop 등등)에서도 singleton pattern이 사용된다.

**Eager initialization**

아래가 가장 기본적인 singleton pattern이다. 전역 변수로 instance를 만드는데 private static을 이용한다. static이 붙은 클래스변수는 인스턴스화에 상관없이 사용이 가능하게 된다. 하지만 앞의 private 접근제어자로 인해 EagerInitialization.instance로의 접근은 불가능하다. 이런 상태에서 생성자를 private로 명시한다. 생성자를 private로 붙이게되면, new 키워드를 사용할 수 없게된다. 즉 다른 클래스에서 EagerInitialization instance = new EagerInitialization(); 이런 방법을 통한 인스턴스 생성은 불가능해진다. 결국 외부 클래스가 EagerInitialization 클래스의 인스턴스를 가질 수 있는 방법은 11번째 라인에 있는 getInstance() method를 사용하는 수 밖에 없다.

public class EagerInitialization {

// private static 로 선언.

private static EagerInitialization instance = new EagerInitialization();

// 생성자

private EagerInitialization () {

System.out.println( "call EagerInitialization constructor." );

}

// 조회 method

public static EagerInitialization getInstance () {

return instance;

}

public void print () {

System.out.println("It's print() method in EagerInitialization instance.");

System.out.println("instance hashCode > " + instance.hashCode());

}

}

위의 단순한 singleton pattern은 리소스가 작은 프로그램일때엔 고도화 대상이 아니다. 하지만 프로그램의 크기가 커져서 수 많은 클래스에서 위와 같은 singleton pattern을 사용한다고 가정해보자. 3번째 라인의 new EagerInitialization();으로 인해 클래스가 load 되는 시점에 인스턴스를 생성시키는데 이마저도 부담스러울 수가 있다. 또한 이 소스는 EagerInitialization 클래스가 인스턴스화 되는 시점에 어떠한 에러처리도 할 수가 없다.

**static block initialization**

public class StaticBlockInitalization {

private static StaticBlockInitalization instance;

private StaticBlockInitalization () {}

static {

try {

System.out.println("instance create..");

instance = new StaticBlockInitalization();

} catch (Exception e) {

throw new RuntimeException("Exception creating StaticBlockInitalization instance.");

}

}

public static StaticBlockInitalization getInstance () {

return instance;

}

public void print () {

System.out.println("It's print() method in StaticBlockInitalization instance.");

System.out.println("instance hashCode > " + instance.hashCode());

}

}

static 초기화블럭을 이용하면 클래스가 로딩 될 때 최초 한번 실행하게 된다. 특히나 초기화블럭을 이용하면 logic을 담을 수 있기 때문에 복잡한 초기변수 셋팅이나 위와 같이 에러처리를 위한 구문을 담을 수 있다. 첫 번째 패턴보다 좋아보이지만 인스턴스가 사용되는 시점에 생성되는 것은 아니다.

**lazy initialization**

이제 클래스 인스턴스가 사용되는 시점에 인스턴스를 만드는 singleton pattern을 배워보도록 하자. 아래 소스의 lazy initialization pattern은 필요할때 인스턴스를 생성시키는 것이 핵심이다.

public class LazyInitialization {

private static LazyInitialization instance;

private LazyInitialization () {}

public static LazyInitialization getInstance () {

if ( instance == null )

instance = new LazyInitialization();

return instance;

}

public void print () {

System.out.println("It's print() method in LazyInitialization instance.");

System.out.println("instance hashCode > " + instance.hashCode());

}

}

new LazyInitialization(); 가 어디에 선언되었는지 주목해보자. getInstance() method 안에서 사용되었다. if문을 이용해 instance가 null 인 경우에만 new를 사용해 객체를 생성하였다. 최초 사용시점에만 인스턴스화 시키기 때문에 프로그램이 메모리에 적재되는 시점에 부담이 많이 줄게된다. 하지만 여전히 문제는 남아있다. 만약 프로그램이 muilti thread 방식이라면 위와 같은 singleton pattern은 안전하지 않다. 동일 시점에 getInstance() method를 호출하면 인스턴스가 두번 생길 위험이 있다.

**thread safe initalization**

위에서 문제가 되었던 muilit thread문제를 해결하기 위해 synchronized(동기화)를 사용하여 singleton pattern을 구현한다. 여러 thread들이 동시에 접근해서 인스턴스를 생성시키는 위험은 없어졌다. 하지만 수 많은 thread 들이 getInstance() method 를 호출하게 되면 높은 cost 비용으로 인해 프로그램 전반에 성능저하가 일어난다.

public class ThreadSafeInitalization {

private static ThreadSafeInitalization instance;

private ThreadSafeInitalization () {}

public static synchronized ThreadSafeInitalization getInstance () {

if (instance == null)

instance = new ThreadSafeInitalization();

return instance;

}

public void print () {

System.out.println("It's print() method in ThreadSafeInitalization instance.");

System.out.println("instance hashCode > " + instance.hashCode());

}

}

**initialization on demand holder idiom**

미국 메릴랜드 대학의 컴퓨터 과학 연구원인 Bill pugh 가 기존의 java singleton pattern이 가지고 있는 문제들을 해결 하기 위해 새로운 singleton pattern을 제시하였다. Initialization on demand holder idiom기법이다. 이것은 jvm 의 class loader의 매커니즘과 class의 load 시점을 이용하여 내부 class를 생성시킴으로 thread 간의 동기화 문제를 해결한다.

public class InitializationOnDemandHolderIdiom {

private InitializationOnDemandHolderIdiom () {}

private static class Singleton {

private static final InitializationOnDemandHolderIdiom instance = new InitializationOnDemandHolderIdiom();

}

public static InitializationOnDemandHolderIdiom getInstance () {

System.out.println("create instance");

return Singleton.instance;

}

}

initialization on demand holder idiom 역시 lazy initialization이 가능하며 모든 java 버젼과, jvm에서 사용이 가능하다. 현재 java 에서 singleton 을 생성시킨다고 하면 거의 위의 방법을 사용한다고 보면 된다.

**enum initialization**

Joshua Bloch가 작성한 effective java 책에서 enum singleton 방법이 소개 되었다.

public enum EnumInitialization {

INSTANCE;

static String test = "";

public static EnumInitialization getInstance() {

test = "test";

return INSTANCE;

}

}

enum 이 singleton pattern 으로 사용될 수 있는 이유는 아래와 같다.

* INSTANCE 가 생성될 때, multi thread 로 부터 안전하다. (추가된 methed 들은 safed 하지 않을 수도 있다.)
* 단 한번의 인스턴스 생성을 보장한다.
* 사용이 간편하다.
* enum value는 자바 프로그램 전역에서 접근이 가능하다.

**using reflection to destroy singleton**

위에서 여러 방법으로 singleton을 만들어 보았으니 이번엔 java의 reflection을 이용하여 singleton을 깨뜨려 보는법도 배워보자. 누군가 작성한 코드를 원본 수정없이 작업해야 할때 이용될 수 있을 것이다.

public class UsingReflectionToDestroySingleton {

public static void main (String[] args) {

EagerInitialization instance = EagerInitialization.getInstance();

EagerInitialization instance2 = null;

try {

Constructor[] constructors = EagerInitialization.class.getDeclaredConstructors();

for ( Constructor constructor : constructors ) {

constructor.setAccessible(true);

instance2 = (EagerInitialization)constructor.newInstance();

}

} catch (Exception e) {

}

System.out.println(instance.hashCode());

System.out.println(instance2.hashCode());

}

}

위의 코드를 실행해보면 아래 System.out.println();의 두 라인에서 찍히는 hachCode()값이 다른 것을 확인 할 수 있다. java의 reflection은 매우 강력하다. 설령 class 의 생성자가 private 일지라도 강제로 가져와서 새로운 인스턴스 생성이 가능하다. 결국 singleton pattern을 깨뜨리는 것이다. 이 외에도 reflection을 여러곳에서 사용할 수 있으니 알아두는 것이 좋다.

<https://dzone.com/articles/the-java-8-api-design-principles>

# API Design with Java 8

### Learn to be a better Java programmer by mastering Java 8 API design, exposing a well-designed API, making sure that client code can use lambdas, and more.

[![https://dz2cdn4.dzone.com/thumbnail?fid=36527&w=80](data:image/jpeg;base64,/9j/4AAQSkZJRgABAgAAAQABAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCABQAFADASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD2eX4c3tyqG1BnjYZDg8Y9cdRTz4EuvDxWe6vrK3jGCPOlCcn2Yj+danx3kuPhV4A1LUdPvL+XV7hVgs7aHc7l3IUnI56buexHUV8Ot45+KfiXRpdaDpp9mSZRNqDbEYMM7sthcbSPmxg9uhr6fGcQzpydPD2dur79rdSsNlqnHnq3V+x714s/al+GnhvxPeeGtV1HU3fTriaK8vrXT5DZwyxna+4hS5wxVRtBH7xDnBzXqy+CoZo0nicXsE0fmROi7lORkH5eo/Gvz40H4M/FjxTd3+s6fplzK97FG0l3cywrFcLJllaNpGAcMGPKEj5vUg19I/s1+I/Gf7P2lPoXxDS00/wmGcJdapqdsr2khRpAsRMhyj9NnABOQR8wOeGz37FSauTPAVeZvkaj03PbdP8ACcEtu5Y7RAfuMijLHtzVeXwawibIy+NwbHH0GK0/AXxk+G/xR1We08L+LNP1PUCc/ZctDNJ8pYlEkCs+FDE7QcDriu0urNojkNxXqvNE3eLMY4bueXJ4VeAeZIMP2BqOfRCEJ7jsK7PWpINPtnubqYRQJjc7ngZOOfxIrAtda03VpZorG8humiAL+S24DOcc/gazeYc0jdYZJHOvpRA+bI+g6VTfQlzvJ/A11V1EAD8x+lZ0mQT3xXQsU2tCHRXUt/tU/GHw54Um0K91LUFuotTkis9Njibzo9shUy3TRp80kcSOrFR97KKCPMyOE8By/Cv4ZaDaXbeKo9a1KCJIodT1VWiMSrFsK2kEigxJsZxhcsQwDs5FZ114S1vw/wDtL6na3i7bC5ie706N4mECriR4LeMAbFCiN02thSI26duZ/atW18V6PoqzOsc1jE6BlkLAkYGOT8xJ3Ek8YAweTX5FUpKpVlCTabbvr+B9+qboQhKLUo8qs/kZHxN/bf0RNPvdN8IWh1O6uTJC2o3TbIEAO1ZUVX3uWAdgDs25QkEllHytqeneIvjv4+0rT7nVxfa7qtxHbwPezbYoA7/KAig+XGuc7UXAGcCqOpWcUF5mcmUgHGQcAfgCefpXpfwFWHSPiz4SMLxTNLqsSpGqhmOJF2nOOmWGMehr0MNho05Ll0ueVXlOtCSqFzSf2EfjHoPjW1itn0y0it5Vlj1+31ErDGyrvVlAAmB3AKCI/vYPT5q/SeTUgqKjO0jAYLMOT79qptLqEzHMW3HXfgVBLc3A/wCeZK9lXP619lTwcKW7PlY1r6RRz/xSuJ4PB8ssVul3I13aIls5GJibiMbDnjB6c1zPhW/1G+8b6jbap4UTw3dQWtujRC7jm3o7SbSGQBc7ioxz1p3xj1K51Pwj5FhPBBqEWo2flOdreVKZ1VCwweMnoR26VxHhi+8Rab8Urqx1fXRqcjaMrRSC2WAxolw0aD5Sc45OTnO7nOKpxjGorHZCTdK7/rY9pudHK43owz0zVSXRYVBJkUN/vVSPiC6uEDecoz1VRkA9xn2NVZNSldvmlI/CvRg4HI1I9U8V6DYajpUsl1GZHth58ZRiGBQhwOCMjcqnacjKqcZAx8K/tAvdBo1CsqW8sjOWBJbceMHJ7fng+lfReh6Xf3epwTrO9/BazQS3EcWSQjTJGWwcZALgnHRQx6A180fEbxrHfwajpFzF++3EF3UZ2q+EA/4Dt9O/FfnmNv8AWYytrbU+qy6/1Zxvonp9yPnryVNzJcuiTIH+65KnGPUA/wAuMd69S/Zq8Mw618Y/DLTxiPT7R3vS1qGJjMa7lDuwxtMgUZwPvYzk5rzvWLkSXCraQbGHDEcBvf27f/Wr3H9nXTrO90G9u7S6t31Nrl7R42bYUCAMVTIy3XLY9B2AJ7aMedrlW2py15qEXfqfY15r1hA5Vrq3jJ7NKoJrPk1+xY/LfWh/7bL/AI14vdaPqKM2NrgjHMuOarjTb6RXLWsO4/KsUczA8nrksRxXs/WavVngqnT7F34i3t1rmg69bWV4VuTNbxQNFIQA7aiQjA8YIyMEE4z1z0zvBfh7UfC3xUaHUNXl1uR9CJFzcEmTi5GRhnYgDPHQcnvmvOvGD3os9UIle1ljkQojISQwk3jaMZb7o4568dakvNS1s+ANU8b6Zdx29/pElrZiclSZ4pZCNpjBKhM5Y++3DHBxxzxDhUSb1PXjCLotxf8AWh9D6r4hs9AtZLjULpLa342F25dj/Coxye/5ngDNeM+O/wBo6/sZkTw/p8M8BEiSTSbpHR8ER9MIp3dVJY9gCRivKLjxbpHxBvnlvb/U49Z+zTxx2z2011gM4KMNqDamQCQAeDtIxxW5YWfhCy0+U6n4q0qWWUiMWy6givCRkYw3KA7mDJtx3PoMauOrR92LsOGD9ok42Z9laD4/0Tw54j8aeFvEcLHS/F8dtplnM9tJBaIskCjyHK4eRZHkMfmbizgkl8ks/wAEfGzTovBXxI1PStP8TDxXpqIksGoSHFwkRyqx3AwPnG3G4D5gUYhGfYPY/i78VdV8Z+KtY07SNKgvNGl02JoI5lGwOyuzllOG+YrzuCgNwAOCfmbwbb6tcHU2n0eTVL2JngRjcKzQbQokUfK33lwpPcbuuSD7VPKJV6alLSTX5HDisyhSq8lP4f8AgL+vIrWpuPEGpxWEBeK3Lxm6uYl3tDE0ioXx6AuOe1egXkvh3V7fVYdJR7y10qxit1kgV22bTiXEijGTGi/Nx90HcdzAcxofgzWzpEH2TR7lxqtsVuJbobGYFEcCPH/LNllGTkklGBCFc1L8M9P8T+H/ABhrehacbKzueCV3LkZwcDAyVwPcKcDI3En18rwTw0FLZyun+aPKxmKU5pSV0rP5Ho+u/FjXPAuiWk1pdy6hZw3HkXZ1SG4mffnYSJCAcBlbgkcjjHf0+1+I+l301xIJ30yAkfZVu5QzupkWPDYC/vMup2Lu43knCMa8R1DR/F3iLTtY0vVtQs70/ZVkZrRMlXDMpAI2clo5QSQfTHJFcT4J0efV/DrNd61NbTaZcbVGz5wVUkIoYgklcgcqRjGOAR2VcDSrJTas7bry36/cc6rNVXTtpf56/I9v8batc+I2+wadbCNsyNNcXMTmUMQUG3Jwq7dxJwTwuP4TTtKsBpfwA+JVgLySaOBtIx50bB3zdSAHHRASJMDkkKM4zzyugeNtWtNLnhvDBd6np0jqGfc4KfM0abBlGcmEhscAKcliTtJdW8Ty6F41S7na60eaziBtY3/dwXA1C2x8g743AMRyCMEgDP5jioVMPjHRqPZp379mfT05QnRUkun3aHm+geINS8M65DqSae11bPClvcRJKUEkLNmSMsBkbgAM9sV0N94lt9DlsodV0S5tEvIluzd6fdsWi8xS4OyUEuwTaR+8GcZzzxLpfgO71PwibkxXVsGKc3FuyKpGcHJ6g7ZAMd42HYiq3jLTiW0/SrGzuJzHb4dzud2f94Dwq4TIKLtJJBGDU1a1GpV5OvU68DOrQjJxdr2t1PUPD1/dzXN088U7XdwblPMRYgQkdw+AMyHhTIR0PUfj518LUuLPx34ntwk7yyqlwI4mhCqHBfBBP+2v3SOnNO0W48X2/iGPy40vd4vwocukaH7Su8jBU9cda5nwpp2uaT8UtXtLS0gk1E5mLea4RUIyy7gw4JdfX7vWv1unDlUdXv8Apc+LxNXmqc3Kv6djvPCfiW4u9RtdDbS5tKOl3Ja0SYCKMwoDDt3AEEs0uTtX+EDcxOVydehutN+NthK88cL3StCAbtysAPztjaY2IO44zxljg/LwnirxFqfiq/07SZYI7DWNPVWubsKzQBIpQQGk+YcqN5WTj5Rg5bBzvHXww1CfxLphN7Jcak6NI1xsxFgfw5CnZyQB7vkYxW6pJ35dbW0+ev4GFStO0b6PXU74odM1l0/tlJbeSRwYoDIyxrKm4Odzsu7zI5MZ3ZMnuBXH+HtXs/D3xNv9Nl1LzLG5WNrYrebdyhMA7hgADYFwWXGAFBFX77wpp8F9bQ6nayajejDyjUrt1eZgSIkjlRtpUvuKoyq/yMSVBrI8ReGNFt/GttPpNnBJNEqm5jvvM2JnCIZBt3Ll3Q847ZwhzSjKKvGHR317eR01YVp8lST3stO/mRaXPr1742gQk2em61beSs4XdGzpG8kTnqMliW2gg4Y+9SQa1pwitZrm81ozQu6XUWmxDfLgqgTkgJlQxyACuw9eDUHjqW6j8KeG9VuQsKWlxHHPtVcxsVIcKg4IAVRgvg4HA5q/J8D9G+Iuo6t4hh8Uixs5rkNIr2/mGFmG5nYKcMrOwAPy8k9cDPw2d4WNeMMTs1v6PX87/eerhG6VSdL4jotH8daNbma00/RdZke4mZ3iupSRLlQGBCgAYVAfl242nJAJz3Hhyw1zVZLd10y58O2gBZDDfmJ8AHaxRXRnR/KI+bIIO7HzE1heGbTSfBZcadHHbxWcUpTVbqZWTa25VLJtCupCcjIkCgZ3MCRk+IdSimtbMarNcwardQf2WsBmeabzHUljbLCVEm6TyxuUemCobFfFLCRcmz6f6z7OFkkj/9k=)](https://dzone.com/users/1390709/minborg.html)by

[Per-Åke Minborg](https://dzone.com/users/1390709/minborg.html)

·

Sep. 30, 16 · [Java Zone](https://dzone.com/java-jdk-development-tutorials-tools-news)

Like [(91)](https://dzone.com/articles/the-java-8-api-design-principles)

Comment (25)

Save

[Tweet](https://dzone.com/articles/the-java-8-api-design-principles)

27.00k Views

Join the DZone community and get the full member experience.

[Join For Free](https://dzone.com/articles/the-java-8-api-design-principles)

Check out this [8-step guide](https://dzone.com/go?i=124041&u=http%3A%2F%2Fpages.zeroturnaround.com%2FRocket-Powered-White-Paper_Rocket-Powered-White-Paper.html%3Futm_source%3Ddzone%26utm_medium%3Djavazone_partner_resources%26utm_campaign%3Drocketpowered) to see how you can increase your productivity by skipping slow application redeploys and by implementing application profiling, as you code! Brought to you in partnership with [ZeroTurnaround](https://dzone.com/go?i=124041&u=http%3A%2F%2Fpages.zeroturnaround.com%2FRocket-Powered-White-Paper_Rocket-Powered-White-Paper.html%3Futm_source%3Ddzone%26utm_medium%3Djavazone_partner_resources%26utm_campaign%3Drocketpowered).

[This article is featured in the new DZone Guide to Modern Java, Volume II. Get your free copy for more insightful articles, industry statistics, and more.](http://bit.ly/2dCvGIo)

Anyone that writes Java code is an API designer! It does not matter if the coders share their code with others or not, the code is still used; either by others, by themselves or both. Thus, it becomes important for all Java developer to know the fundamentals of good API design.

A good API design requires careful thinking and a lot of experience. Luckily, we can learn from other clever people like Ference Mihaly, whose [blog post](https://theamiableapi.com/2012/01/16/java-api-design-checklist/) inspired me to write this Java 8 API addendum. We relied heavily on his checklist when we designed the Speedment API. (I encourage you all to read his guide.)

Getting it right from the start is important because once an API is published, a firm commitment is made to the people who are supposed to use it. As Joshua Bloch once said: “Public APIs, like diamonds, are forever. You have one chance to get it right, so give it your best.” A well-designed

API combines the best of two worlds, a firm and precise commitment combined with a high degree of implementation flexibility, eventually benefiting both the API designers and the API users.

Why use a checklist? Getting the API right (i.e. defining the visible parts of a collection of Java classes) can be much harder than writing the implementation classes that makes up the actual work behind the API. It is really an art that few people master. Using a checklist allows the reader to avoid the most obvious mistakes, become a better programmer and save a lot of time.

API designers are strongly encouraged to put themselves in the client code perspective and to optimize that view in terms of simplicity, ease-of-use, and consistency — rather than thinking about the actual API implementation. At the same time, they should try to hide as many implementation details as possible.

## Do not Return Null to Indicate the Absence of a Value

Arguably, inconsistent null handling (resulting in the ubiquitous NullPointerException) is the single largest source of Java applications’ errors historically. Some developers regard the introduction of the null concept as one of the worst mistakes ever made in the computer science domain. Luckily, the first step of alleviating Java’s null handling problem was introduced in Java 8 with the advent of the Optional class. Make sure a method that can return a no-value returns an Optional instead of null.

This clearly signals to the API users that the method may or may not return a value. Do not fall for the temptation to use null over Optional for performance reasons. Java 8’s escape analysis will optimize away most Optional objects anyway. Avoid using Optionals in parameters and fields.

### Do This:

public Optional<String> getComment() {

return Optional.ofNullable(comment);

}

### Don't Do This:

public String getComment() {

return comment; // comment is nullable

}

## Do not Use Arrays to Pass Values to and From the API

A significant API mistake was made when the Enum concept was introduced in Java 5. We all know that an Enum class has a method called values() that returns an array of all the Enum’s distinct values. Now, because the Java framework must ensure that the client code cannot change the Enum’s values (for example, by directly writing to the array), a copy of the internal array must be produced for each call to the value() method.

This results in poor performance and also poor client code usability. If the Enum would have returned an unmodifiable List, that List could be reused for each call and the client code would have had access to a better and more useful model of the Enum’s values. In the general case, consider exposing a Stream, if the API is to return a collection of elements. This clearly states that the result is read-only (as opposed to a List which has a set() method).

It also allows the client code to easily collect the elements in another data structure or act on them on-the-fly. Furthermore, the API can lazily produce the elements as they become available (e.g. are pulled in from a file, a socket, or from a database). Again, Java 8’s improved escape analysis will make sure that a minimum of objects are actually created on the Java heap.

Do not use arrays as input parameters for methods either, since this — unless a defensive copy of the array is made — makes it possible for another thread to modify the content of the array during method execution.

### Do This:

public Stream<String> comments() {

return Stream.of(comments);

}

## Don't Do This:

public String[] comments() {

return comments; // Exposes the backing array!

}

## Consider Adding Static Interface Methods to Provide a Single Entry Point for Object Creation

Avoid allowing the client code to directly select an implementation class of an interface. Allowing client code to create implementation classes directly creates a much more direct coupling of the API and the client code. It also makes the API commitment much larger, since now we have to maintain all the implementation classes exactly as they can be observed from outside instead of just committing to the interface as such.

Consider adding static interface methods, to allow the client code to create (potentially specialized) objects that implement the interface. For example, if we have an interface Point with two methods int x() and int y(), then we can expose a static method Point.of(int x, int y) that produces a (hidden) implementation of the interface.

So, if x and y are both zero, we can return a special implementation class PointOrigoImpl (with no x or y fields), or else we return another class PointImpl that holds the given x and y values. Ensure that the implementation classes are in another package that are clearly not a part of the API (e.g. put the Point interface in com.company. product.shape and the implementations in com.company.product.internal.shape).

### Do This:

Point point = Point.of(1,2);

### Don't Do This:

Point point = new PointImpl(1,2);

## Favor Composition With Functional Interfaces and Lambdas Over Inheritence

For good reasons, there can only be one super class for any given Java class. Furthermore, exposing abstract or base classes in your API that are supposed to be inherited by client code is a very big and problematic API commitment. Avoid API inheritance altogether, and instead consider providing static interface methods that take one or several lambda parameters and apply those given lambdas to a default internal API implementation class.

This also creates a much clearer separation of concerns. For example, instead of inheriting from a public API class AbstractReader and overriding abstract void handleError(IOException ioe), it is better to expose a static method or a builder in the Reader interface that takes a Consumer<IOException> and applies it to an internal generic ReaderImpl.

## Do This:

Reader reader = Reader.builder()

.withErrorHandler(IOException::printStackTrace)

.build();

### Don't Do This:

Reader reader = new AbstractReader() {

@Override

public void handleError(IOException ioe) {

ioe. printStackTrace();

}

};

## Ensure That You Add the @FunctionalInterface Annotation to Functional Interfaces

Tagging an interface with the @FunctionalInterface annotation signals that API users may use lambdas to implement the interface, and it also makes sure the interface remains usable for lambdas over time by preventing abstract methods from accidently being added to the API later on.

### Do This:

@FunctionalInterface

public interface CircleSegmentConstructor {

CircleSegment apply(Point cntr, Point p, double ang);

// abstract methods cannot be added

}

### Don't Do This:

public interface CircleSegmentConstructor {

CircleSegment apply(Point cntr, Point p, double ang);

// abstract methods may be accidently added later

}

## Avoid Overloading Methods With Functional Interfaces as Parameters

If there are two or more functions with the same name that take functional interfaces as parameters, then this would likely create a lambda ambiguity on the client side. For example, if there are two Point methods add(Function<Point, String> renderer) and add(Predicate<Point> logCondition) and we try to call point.add(p -> p + “ lambda”) from the client code, the compiler is unable to determine which method to use and will produce an error. Instead, consider naming methods according to their specific use.

### Do This:

public interface Point {

addRenderer(Function<Point, String> renderer);

addLogCondition(Predicate<Point> logCondition);

}

### Don't Do This:

public interface Point {

add(Function<Point, String> renderer);

add(Predicate<Point> logCondition);

}

## Avoid Overusing Default Methods in Interfaces

Default methods can easily be added to interfaces and sometimes it makes sense to do that. For example, a method that is expected to be the same for any implementing class and that is short and “fundamental” in its functionality, is a viable candidate for a default implementation. Also, when an API is expanded, it sometimes makes sense to provide a default interface method for backward compatibility reasons.

As we all know, functional interfaces contain exactly one abstract method, so default methods provide an escape hatch when additional methods must be added. However, avoid having the API interface evolve to an implementation class by polluting it with unnecessary implementation concerns. If in doubt, consider moving the method logic to a separate utility class and/or place it in the implementing classes.

### Do This:

public interface Line {

Point start();

Point end();

int length();

}

### Don't Do This:

public interface Line {

Point start();

Point end();

default int length() {

int deltaX = start().x() - end().x();

int deltaY = start().y() - end().y();

return (int) Math.sqrt(

deltaX \* deltaX + deltaY \* deltaY

);

}

}

## Ensure That the API Methods Check the Parameter Invariants Before They Are Acted Upon

Historically, people have been sloppy in making sure to validate method input parameters. So, when a resulting error occurs later on, the real reason becomes obscured and hidden deep down the stack trace. Ensure that parameters are checked for nulls and any valid range constrains or preconditions before the parameters are ever used in the implementing classes. Do not fall for the temptation to skip parameter checks for performance reasons.

The JVM will be able to optimize away redundant checking and produce efficient code. Make use of the Objects.requireNonNull() method. Parameter checking is also an important way to enforce the API’s contract. If the API was not supposed to accept nulls but did anyhow, users will become confused.

### Do This:

public void addToSegment(Segment segment, Point point) {

Objects.requireNonNull(segment);

Objects.requireNonNull(point);

segment.add(point);

}

### DON’T DO THIS:

public void addToSegment(Segment segment, Point point) {

segment.add(point);

}

## Do not Simply Call Optional.get()

The API designers of Java 8 made a mistake when they selected the name Optional.get() when it should really have been named Optional.getOrThrow() or something similar instead. Calling get() without checking if a value is present with the Optional.isPresent() method is a very common mistake which fully negates the null elimination features Optional originally promised. Consider using any of the Optional’s other methods such as map(), flatMap() or ifPresent() instead in the API’s implementing classes or ensure that isPresent() is called before any get() is called.

### Do This:

Optional<String> comment = // some Optional value

String guiText = comment

.map(c -> "Comment: " + c)

.orElse("");

### Don't Do This:

Optional<String> comment = // some Optional value

String guiText = "Comment: " + comment.get();

## Consider Separating Your Stream Pipeline on Distinct Lines in Implementing API Classes

Eventually, all APIs will contain errors. When receiving stack traces from API users, it is often much easier to determine the actual cause of the error if a Stream pipeline is split into distinct lines compared to a Stream pipeline that is expressed on a single line. Also, code readability will improve.

### Do This:

Stream.of("this", "is", "secret")

.map(toGreek())

.map(encrypt())

.collect(joining(" "));

### Don't Do This:

Stream.of("this", "is", "secret").map(toGreek()).map(encrypt()).collect(joining(" "));
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