**Testing improvements in Spring Boot 1.4**

<https://spring.io/blog/2016/04/15/testing-improvements-in-spring-boot-1-4>

- 완전히 분리된 구조로 각 독립 파트가 단위 테스트 되도록 해라.

- 생성자 주입(constructor injection)을 사용하여 오브젝트를 인스턴스화해라.

필드 주입(field injection)을 사용하지 마라. 테스트 코드를 작성하기 어렵다.

스프링 4.3 에서 생성자 주입을 사용하는 컴포넌트는 작성하기 매우 쉬우며 @Autowired 가 더이상 필요없다.

하나의 생성자가 있는 경우 스프링은 묵시적으로 그걸 autowire 대상으로 간주하게 된다.

● 아래와 같은 컴포넌트가 있는 경우 (생성자가 1개임)

[?](http://home.zany.kr:9003/board/bView.asp?bCode=52299899&aCode=13734)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | @Component  public class MyComponent {        private final SomeService service;        public MyComponent(SomeService service) {          this.service = service;      }  } |

● MyComponent 테스트를 위해 아래와 같이 간단히 직접 생성하여 메서드를 호출하면 된다.

[?](http://home.zany.kr:9003/board/bView.asp?bCode=52299899&aCode=13734)

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | @Test  public void testSomeMethod() {      SomeService service = mock(SomeService.class);      MyComponent component = new MyComponent(service);      // setup mock and class component methods  } |

**● Spring Boot 1.3 에서는...**  
● @ContextConfiguration 어노테이션과 SpringApplicationContextLoader 조합으로 아래와 같이 사용했을 것이다.

[?](http://home.zany.kr:9003/board/bView.asp?bCode=52299899&aCode=13734)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | @RunWith(SpringJUnit4ClassRunner.class)  @ContextConfiguration(classes=MyApp.class, loader=SpringApplicationContextLoader.class)  public class MyTest {        // ...    } |

● 아래와 같이 @SpringApplicationConfiguration 어노테이션을 사용했을수도 있고,

[?](http://home.zany.kr:9003/board/bView.asp?bCode=52299899&aCode=13734)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | @RunWith(SpringJUnit4ClassRunner.class)  @SpringApplicationConfiguration(MyApp.class)  public class MyTest {        // ...    } |

● @IntegrationTest 어노테이션을 조합했을 수도 있다.

[?](http://home.zany.kr:9003/board/bView.asp?bCode=52299899&aCode=13734)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | @RunWith(SpringJUnit4ClassRunner.class)  @SpringApplicationConfiguration(MyApp.class)  @IntegrationTest  public class MyTest {        // ...    } |

● @WebIntegrationTest 어노테이션을 사용했을수도 있을 것이다. (또는 @IntegrationTest + @WebAppConfiguration 조합도 가능하다)

[?](http://home.zany.kr:9003/board/bView.asp?bCode=52299899&aCode=13734)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | @RunWith(SpringJUnit4ClassRunner.class)  @SpringApplicationConfiguration(MyApp.class)  @WebIntegrationTest  public class MyTest {        // ...    } |

@WebIntegrationTest(randomPort=true) 로 랜덤 포트로 실행하거나,

@IntegrationTest("myprop=myvalue") 나 @TestPropertySource(properties="myprop=myvalue") 와 같이 프로퍼티값을 사용했을수도 있을것이다.

**● Spring Boot 1.4 에서는...**

Spring Boot 1.4 에서는 좀 더 단순해져서, @SpringBootTest 어노테이션 단 하나만 사용하여

일반적인 테스트를 수행할 수 있다. 몇가지 인자들은 뒤에서 언급한다.

**● Spring Boot 1.4 통합 테스트는 아래와 같은 형태이다.**

[?](http://home.zany.kr:9003/board/bView.asp?bCode=52299899&aCode=13734)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | @RunWith(SpringRunner.class)  @SpringBootTest(webEnvironment=WebEnvironment.RANDOM\_PORT)  public class MyTest {        // ...    } |

@RunWith(SpringRunner.class) 는 JUnit 에게 스프링 테스트 지원(Spring's testing support)을 사용하겠다고 알려주는 구문이다.

SpringRunner 는 SpringJUnit4ClassRunner 의 새로운 이름이다. 좀 더 눈에 잘 들어온다.

@SpringBootTest 어노테이션은 "스프링 테스트 지원의 부트스트랩 입니다 (bootstrap with Spring Boot's support)" 라는 걸 의미한다.

(e.g. load application.properties and give me all the Spring Boot goodness)

webEnvironment 속성은 테스트를 위해 지정한 웹 환경 설정을 허용하겠다는 뜻이다.

MOCK 서블릿 환경 또는 랜덤(RANDOM\_PORT)이나 지정(DEFINED\_PORT)포트로 실행되는

실제 HTTP 서버로 테스트를 시작할 수 있다.

지정한 환경을 불러오기 위해 @SpringBootTest 의 속성을 사용할 수 있다.

테스트는 먼저 @Configuration 이 붙은 클래스들을 로드하려고 시도할 것이고,

실패한다면 @SpringBootApplication 가 붙은 클래스를 찾을 것이다.

@SpringBootTest 어노테이션은 환경으로 정의될 추가 속성을 지정할 수 있는 "properties" 속성을 제공한다.

프로퍼티들은 @TestPropertySource 어노테이션과 완전이 동일한 방법으로 로드된다.

**● 아래는 실제 REST 엔드포인트를 호출하는 예제이다.**

[?](http://home.zany.kr:9003/board/bView.asp?bCode=52299899&aCode=13734)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | @RunWith(SpringRunner.class)  @SpringBootTest(webEnvironment=WebEnvironment.RANDOM\_PORT)  public class MyTest {        @Autowired      private TestRestTemplate restTemplate;        @Test      public void test() {          this.restTemplate.getForEntity(              "/{username}/vehicle", String.class, "Phil");      }  } |

@SpringBootTest 가 사용되었기 때문에 TestRestTemplate 이 bean 으로써 사용될 수 있음에 주목하자.

http://localhost:${local.server.port} 의 상대 경로(relative paths)로 처리된다.

테스트시 사용되는 서버에 실제 포트를 주입하기 위해 @LocalServerPort 어노테이션을 사용할 수도 있다.

실제 시스템에서 테스트할 때, 지정한 빈(bean)들을 목아웃(mock out)하는 것이 도움이 된다는 걸 알 수 있다.

서비스 시뮬레이션을 포함하는 목킹(mocking)의 일반적인 시나리오는

테스트가 실행 중일 때는 사용할 수 없다는 것 또는 라이브 시스템에서 발생시키기 어려운 테스트 실패 시나리오이다.

- Common scenarios for mocking include simulating services that you can’t use when running tests,

- or testing failure scenarios that are difficult to trigger in a live system.

Spring Boot 1.4 에서는 이미 존재하는 빈(bean)을 대체하거나 새로 생성하는 Mockito 를 손쉽게 만들수 있다.

- With Spring Boot 1.4 you can easily create a Mockito mocks that can replace an existing bean,

- or create a new one

[?](http://home.zany.kr:9003/board/bView.asp?bCode=52299899&aCode=13734)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | @RunWith(SpringRunner.class)  @SpringBootTest(webEnvironment = WebEnvironment.RANDOM\_PORT)  public class SampleTestApplicationWebIntegrationTests {        @Autowired      private TestRestTemplate restTemplate;        @MockBean      private VehicleDetailsService vehicleDetailsService;        @Before      public void setup() {          given(this.vehicleDetailsService.              getVehicleDetails("123")          ).willReturn(              new VehicleDetails("Honda", "Civic"));      }        @Test      public void test() {          this.restTemplate.getForEntity("/{username}/vehicle",              String.class, "sframework");      }  } |

- VehicleDetailsService 의 모형(mock)으로 Mockito 를 생성한다.

- 빈(bean)으로써 ApplicationContext 에 주입한다.

- 테스트의 필드로 주입한다.

- setup 메서드에 행위자(behavior)를 기술한다.

- Trigger something that will ultimately call the mock.

모형(mocks)은 테스트를 통과하면서 자동으로 리셋될 것이다.

SpringBoot 1.4.0 Test 적용하기 (1)  
출처: <http://jojoldu.tistory.com/33> [기억보단 기록을]

최근에 SpringBoot가 1.4.0 버전으로 릴리즈 되었다.

![http://cfile22.uf.tistory.com/image/253D5C3457D154DD19BA3F](data:image/png;base64,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)

이번 버전에 대한 공부도 할겸 그동안 계속 미루고 있었던 TDD 공부도 시작할겸해서

SpringBoot 1.4.0 버전을 기준으로 한 TDD 내용을 정리하려고 한다.

사실 페이스북이나 슬랙에서 TDD에 대한 찬양론은 많이 보고 들었지만, 개인적으로 사내에서 한번도 써보질 못해서 내가 이런 내용을 정리한다는것에 걱정이 먼저 앞선다.

그래도 이렇게 공개를 하는건,

틀린 내용을 들키는게 무서워서 감추고 있다가 **잘못된 지식을 계속 가지고 가는것 보다는 얼른 틀리고 정확한 내용을 인지하는게 낫다고 생각**하기 때문이다.
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(틀린건 가감없이 사랑의 매를!!)

여튼 지금부터 TDD에 대한 내용을 정리하겠다.

순서는

@DataJpaTest -> @WebMvcTest -> SecurityTest -> @SpringbootTest 로 진행될 예정이며, 시간이 되면 javascript까지 해보려고 한다.

모든 코드는 [Github](https://github.com/jojoldu/blog-code/tree/master/springboot-test)에서 확인할수 있다.

그럼 이제 진짜로 시작!

# SpringBoot 1.4 Test 사용하기

[공식문서](http://docs.spring.io/spring-boot/docs/current/reference/html/boot-features-testing.html)를 참고하며 기록하는 SpringBoot Test 적용하기

TDD를 기반으로 프로젝트를 시작하는 예제   
1. 테스트 코드를 통해 Entity와 Dao 구현   
2. 테스트 코드를 통해 Controller 구현   
3. 테스트 코드를 통해 Oauth 인증 구현   
TDD로 실전 프로젝트를 해본적이 없어 개인적으로 만들 서비스의 예행연습으로 보고 진행함을 먼저 얘기한다.

## 1. @DataJpaTest

* SpringBoot에서 **JPA만 테스트**할 수 있도록 제공하는 어노테이션
* 개발의 첫 단계인 Entity 설계 단계에서 불필요한 코드 작성 없이, Entity간의 관계 설정 및 기능 테스트가 가능해졌다.
  + 예를 들자면 View를 만들거나, Controller를 작성하는 것 등등 **Entity 설계 확인을 위한 코드** 작성이 필요없어졌다.
* 사용법은 간단하다.

@RunWith(SpringRunner.class) //Junit 테스트 선언

@DataJpaTest // DataJpaTest 선언

public class DataJpaTest {

/\*

Repository == Dao

본인이 테스트하려는 Dao를 선언하고 기능을 테스트 하면 된다.

아래는 여기 프로젝트에서 사용한 코드의 일부이다.

\*/

@Autowired

private MemberRepository memberRepository;

@Autowired

private PostRepository postRepository;

@Autowired

private CommentRepository commentRepository;

}

* H2 + JPA + @DataJpaTest = AWESOME!!
* 단위 테스트가 끝날때 마다 자동으로 DB를 롤백시켜 준다 (우앙!)
* 여기에서 사용할 예제 Entity는 아래와 같다
  + 사용자 : Member
  + 글 : Post
  + 댓글 : Comment
* JPA 참고 자료
  + 아라한사님이 [번역하신 공식 문서](http://arahansa.github.io/docs_spring/jpa.html)
  + 김영한님의 [자바 ORM 표준 JPA 프로그래밍](http://www.yes24.com/24/goods/19040233)

### 1.1 상황1

* Post와 Comment간의 관계 설정
* 하나의 글은 여러개의 댓글을 가질 수도 있고, 없을 수도 있다.
* 하나의 글을 조회하면 해당하는 댓글이 같이 와야 한다.

ManyToOne(다대일) 양방향으로 해결

* Code (자세한 코드는 생략)

// Post 클래스

@Entity

public class Post {

@OneToMany(mappedBy="post", cascade = CascadeType.ALL)

private List<Comment> comments;

}

// Comment 클래스

@Entity

public class Comment {

@ManyToOne(cascade = CascadeType.ALL, fetch = FetchType.LAZY)

@JoinColumn(foreignKey = @ForeignKey(name = "fk\_comment\_post"))

private Post post;

}

@Test

public void test\_Post와Comment관계정의() throws Exception {

Post savedPost = postRepository.save(post);

savedPost.addComment(comment); // 글에 댓글 추가

comment.setPost(savedPost);

commentRepository.save(comment); // 댓글에 글 추가

Post firstPost = postRepository.findOne(1L);

Comment firstComment = commentRepository.findOne(1L);

assertThat(savedPost.getContent(), is("content"));

assertThat(savedPost.getComments().get(0).getContent(), is(firstComment.getContent()));

}

* OneToMany(일대다) 를 왜 쓰지 않은걸까? 예를 들어 Comment를 수정해야하는일이 생길 경우

// OneToMany(일대다) 단방향

Post post = postRepository.findOne(1L);

List<Comment> comments = post.getComments();

Comment comment = comments.get(0);

comment.setXXX(); // update

// ManyToOne(다대일) 양방향

Comment comment = commentRepository.findOne(1L);

comment.setXXX(); // update

* 즉, 일대다 단방향일 경우 '다'에 속해있는 객체 하나를 수정하기 위해선 '일'을 조회하고 '일' 내부에 있는 '다'에서 원하는 객체를 다시 뽑아내야하는 과정이 필요하다.
* 반변에 다대일 양방향일 경우 수정을 원하는 하위 객체를 바로 수정할 수가 있기 때문에 **다대일 양방향으로 해결하는것을 권장**한다.

### 1.2 상황2

* Member와 Comment간의 관계 설정
* 사용자가 직접 댓글 작성 기능 구현
* 글이 올라오면, 사용자는 해당 글에 댓글을 남길수 있다.
* 한명의 사용자는 여러개의 글에 여러개의 댓글을 작성할 수 있다.
* 사용자 정보 조회시 해당 사용자가 작성한 댓글을 모두 조회할 수 있어야 한다.

상황 1.1과 동일한 ManyToOne(다대일) 양방향으로 해결   
객체간 연간관계는 **양방향이란게 없기 때문**에, 이를 해결하기 위해 단방향 2개(Comment -> Member와 Member -> Comment)를 사용한것이라고 보면 된다.

* Code (자세한 코드는 생략)

// Member 클래스

@Entity

public class Member {

@OneToMany(mappedBy="member", cascade = CascadeType.ALL)

@OrderBy("idx DESC")

private List<Comment> comments;

}

// Comment 클래스

@Entity

public class Comment {

@ManyToOne(cascade = CascadeType.ALL, fetch = FetchType.LAZY)

@JoinColumn(foreignKey = @ForeignKey(name = "fk\_comment\_member"))

private Member member;

}

// Test 코드

@Test

public void test\_Member와Comment관계정의() throws Exception {

Post savedPost = postRepository.save(post);

Member savedMember = memberRepository.save(member);

savedPost.addComment(comment);

savedMember.addComment(comment);

comment.setPostAndMember(savedPost, savedMember);

commentRepository.save(comment);

Post afterPost = postRepository.findOne(1L);

Member afterMember = memberRepository.findOne(1L);

assertThat(afterPost.getComments().get(0).getContent(), is("댓글"));

assertThat(afterMember.getComments().get(0).getContent(), is("댓글"));

assertThat(commentRepository.findAll().size(), is(1)); // savedPost와 savedMember에 각각 addComment를 했지만 결국 comment는 1개가 들어간것을 확인

}

### 1.3 상황3

* Member와 Post간의 관계 설정
* 사용자별 즐겨찾기 기능 구현
* 사용자는 0개 혹은 다수의 글를 가질수 있다.
* 글은 꼭 사용자가 있어야 하는것은 아니다.
* 하나의 글은 여러 사용자에 참조 될 수도 있다.

JoinTable을 통해 해결   
사용자와 글은 선택적(Optional) 참조이므로 joinColumn 으로는 해결할 수가 없다.

* Code (자세한 코드는 생략)

// Member 클래스

@Entity

public class Member {

@OneToMany()

@JoinTable(name="MEMBER\_POST",

joinColumns=@JoinColumn(name="MEMBER\_IDX"),

inverseJoinColumns=@JoinColumn(name="POST\_IDX"))

@OrderBy("idx DESC")

private List<Post> favorites;

}

// Post 클래스는 변경 없음

// Test 코드

@Test

public void test\_Post와Member관계정의() throws Exception {

Member member2 = new Member("test@gmail.com", new ArrayList<>(), new LinkedHashSet<>());

Post savedPost = postRepository.save(post);

member.addPost(savedPost);

member2.addPost(savedPost);

Member savedMember = memberRepository.save(member);

Member savedMember2 = memberRepository.save(member2);

assertThat(savedMember.getFavorites().stream().findFirst().orElse(new Post()).getContent(), is("content")); // 1번 사용자의 1번 글이 post인지 확인

assertThat(savedMember2.getFavorites().stream().findFirst().orElse(new Post()).getContent(), is("content")); // 2번 사용자의 1번 글이 post인지 확인

}

### 1.4 상황4

* ORM에서 컬렉션 사용법
* 사용자는 중복된 글을 가질수 없다. 여러개의 글을 가질순 없지만 고유하게 하나씩 있어야만 한다.
* 이럴 경우 Member.favorites가 List타입일 경우 중복 제거를 위한 비지니스 로직이 추가되어야 한다.
* 중복제거를 로직으로 해결하지말고 **자료구조로 해결**하자

Member.favorites를 List에서 Set으로 변경하여 해결

* Code (자세한 코드는 생략)

// Member 클래스

@Entity

public class Member {

@OneToMany()

@JoinTable(name="MEMBER\_POST",

joinColumns=@JoinColumn(name="MEMBER\_IDX"),

inverseJoinColumns=@JoinColumn(name="POST\_IDX"))

@OrderBy("idx DESC")

private Set<Post> favorites;

}

// Post 클래스는 변경 없음

// Test 코드

@Test

public void test\_oneToMany에서Set과List차이() throws Exception {

Post savedPost = postRepository.save(post);

member.addPost(savedPost);

member.addPost(savedPost);

Member savedMember = memberRepository.save(member);

assertThat(savedMember.getFavorites().size(), is(1)); // 2개의 Post를 넣었지만 결국 중복된게 제거되서 1개만 등록된것을 확인할수 있다.

}

### 1.5 상황5

* 상속관계 매핑
* Post가 Job, Tech, Essay 라는 3가지 타입으로 분류되도록 해야한다.
* 3타입 모두 가지고 있는 컬럼은 같다. (idx, content, updateDate, comments)
* 객체지향적 코드 작성을 위해 각 클래스는 분리하길 원한다.

JPA의 상속관계중 단일테이블전략을 사용한다.   
조인전략의 경우 3타입이 서로 다른 컬럼을 1개이상 가지고 있으며, 차후 별도로 컬럼이 추가/삭제 될 가능성이 높은 경우에 고려해볼만 하다.   
하지만 일반적으로 동일한 속성들을 가지고 있는 경우엔 단일 테이블 전략이 더 좋다   
조회 속도 역시 불필요한 조인이 없어 일반적으로 더 빠르다.

* Code

// Post 클래스

@Entity

@Inheritance(strategy = InheritanceType.SINGLE\_TABLE) // 상속관계(단일테이블) 선언

@DiscriminatorColumn(name="DTYPE") // 하위 엔티티들을 구분하는 컬럼명 (default가 DTYPE라서 생략가능, 정보전달을 위해 명시함)

public abstract class Post { }

// Job 클래스 (Tech, Essay 역시 동일함)

@Entity

@DiscriminatorValue("JOB") // DTYPE에 저장될 값

public class Job extends Post { }

// PostRepository 인터페이스

// 제네릭을 사용하여 하위 인터페이스 타입 보장

public interface PostRepository<T extends Post> extends JpaRepository<T, Long>{}

// JobRepository 인터페이스

public interface JobRepository extends PostRepository<Job>{}

// Test 코드

@Test

public void test\_상속관계() throws Exception {

jobRepository.save(new Job("잡플래닛", LocalDateTime.now(), new ArrayList<>()));

techRepository.save(new Tech("OKKY", LocalDateTime.now(), new ArrayList<>()));

essayRepository.save(new Essay("임백준", LocalDateTime.now(), new ArrayList<>()));

Job savedJob = jobRepository.findAll().get(0);

Tech savedTech = techRepository.findAll().get(0);

Essay savedEssay = essayRepository.findAll().get(0);

assertThat(savedJob.getContent(), is("잡플래닛"));

assertThat(savedTech.getContent(), is("OKKY"));

assertThat(savedEssay.getContent(), is("임백준"));

}

1번 스탭을 통해 Repository (Dao) 의 기능테스트가 끝이났으니 Controller 구현 & 테스트를 진행해보자

[SpringBoot 1.4.0 Test 적용하기(2)](http://jojoldu.tistory.com/34)  
  
출처: <http://jojoldu.tistory.com/33> [기억보단 기록을]

<http://jojoldu.tistory.com/34>

### [SpringBoot 1.4.0 Test 적용하기 (2)](http://jojoldu.tistory.com/34)

창천향로 창천향로 2016.09.08 21:22

[전편](http://jojoldu.tistory.com/33)에 이어 2번째 테스트를 진행하겠다.

전편과 동일하게 이번 내용 역시 모든 코드는 [Github](https://github.com/jojoldu/blog-code/tree/master/springboot-test) 에서 확인할 수 있다.

# SpringBoot 1.4 Test 사용하기 (2)

## 2. @WebMvcTest

* DataJpa 어노테이션이 Repository (Dao) 에 대한 테스트라면 WebMvcTest는 Controller을 위한 테스트 어노테이션이다.
* Scan 대상은 아래와 같다.
  + @Controller
  + @ControllerAdvice
  + @JsonComponent
  + Filter
  + WebMvcConfigurer and HandlerMethodArgumentResolver
* MockMvc를 자동으로 지원하고 있어 별도의 HTTP 서버 없이 Controller 테스트를 진행할 수 있다.
* 사용법 역시 간단하다.

@RunWith(SpringRunner.class)

@WebMvcTest(HomeController.class)

public class WebMvcTest {

@Autowired

private MockMvc mvc;

@Test

public void test\_샘플() throws Exception {

this.mvc.perform(get("/hello").accept(MediaType.TEXT\_PLAIN)) // /hello 라는 url로 text/plain 타입을 요청

.andExpect(status().isOk()) // 위 요청에 따라 결과가 status는 200이며

.andExpect(content().string("Hello World")); // response body에 "Hello World" 가 있는지 검증

}

}

### 2.1 상황1

* 호출한 URL의 View를 검증한다.
* 시작페이지 구성을 위해 "/" 를 요청하면 home.ftl을 전달하는지 테스트한다.
* code

@Test

public void test\_View검증() throws Exception {

this.mvc.perform(get("/")) // /로 url 호출

.andExpect(status().isOk()) // 위 요청에 따라 결과가 status는 200이며

.andExpect(view().name("home")); // 호출한 view의 이름이 home인지 확인 (확장자는 생략)

}

### 2.2 상황2

* 호출한 URL의 View와 Model 데이터를 검증한다.
* 아직 Service Layer의 상세스펙은 나온 상태가 아니다.
* 시작페이지 구성을 위해 "/" 를 요청하면 home.ftl과 Job, Tect, Essay List를 전달하는지 테스트한다.
* code

// service의 상세스펙이 나오지 않았으니 인터페이스로 service를 먼저 선언한다.

public interface PostService {

List<Job> getJobList();

List<Tech> getTechList();

List<Essay> getEssayList();

}

// 테스트 코드

@MockBean // postService에 가짜 Bean을 등록

private PostService postService;

@Test

public void test\_Model검증및ServiceMocking() throws Exception {

Job[] jobs = {new Job("잡플래닛", LocalDateTime.now(), new ArrayList<>())};

Tech[] techs = {new Tech("OKKY", LocalDateTime.now(), new ArrayList<>())};

given(this.postService.getJobList()) // this.postService.getJobList 메소드를 실행하면

.willReturn(Arrays.asList(jobs)); // Arrays.asList(jobs) 를 리턴해줘라.

given(this.postService.getTechList())

.willReturn(Arrays.asList(techs));

given(this.postService.getEssayList())

.willReturn(new ArrayList<>());

mvc.perform(get("/"))

.andExpect(status().isOk())

.andExpect(view().name("home"))

.andExpect(model().attributeExists("jobs")) // model에 "jobs" 라는 key가 존재하는지 확인

.andExpect(model().attribute("jobs", IsCollectionWithSize.hasSize(1))) // jobs model의 size가 1인지 확인

.andExpect(model().attribute("techs", contains(techs[0]))) // techs model이 "OKKY" 라는 객체를 가지고 있는지 확인

.andExpect(model().attribute("essays", is(empty()))); // 빈 Collection인지 확인

}

### 2.3 상황3

* Job 데이터를 입력받고 "/" 로 redirect 시킨다.
* 아직 Service Layer의 상세스펙은 나온 상태가 아니므로 reqeust, response 결과가 정상적인지만 확인한다.
* Job 스펙에 맞춰 content가 parameter에 포함된다.
* code

// controller 코드

@RequestMapping(value = "/job", method = RequestMethod.POST)

public String addJob(Job job) {

postService.addJob(job);

return "redirect:/";

}

// test 코드

@Test

public void test\_Job데이터입력하기() throws Exception {

mvc.perform(post("/job")

.contentType(MediaType.APPLICATION\_FORM\_URLENCODED)

.param("content", "많이 와주세요! http://jojoldu.tistory.com"))

.andExpect(status().is3xxRedirection()) // 302 redirection이 발생했는지 확인

.andExpect(header().string("Location", "/")) // location이 "/" 인지 확인

.andDo(MockMvcResultHandlers.print()); // test 응답 결과에 대한 모든 내용 출력

}

* .param() 외에도 **.header(), cookie(), sessionAttr()** 등의 메소드들이 지원되니 꼭 사용해보길 바란다!

### 2.4 상황4

* @ResponseBody를 통해 Json 데이터를 리턴시킨다.
* Ajax 요청에 대응하기 위해 getJob 메소드는 Job 객체의 Json 형태를 리턴시킨다.
* 정상적으로 저장되었는지 확인할 수 있어야 한다.
* code

// Controller 코드

@RequestMapping(value="/job/{idx}")

@ResponseBody

public Job getJob(@PathVariable long idx) {

return this.postService.getJob(idx);

}

// test 코드

@Test

public void test\_Json결과비교하기() throws Exception {

Job job = new Job("많이 와주세요! http://jojoldu.tistory.com", LocalDateTime.now(), new ArrayList<>());

given(this.postService.getJob(1)) // getJob 메소드에 인자값 1이 입력될 경우

.willReturn(job); // job 객체를 리턴한다. 이럴경우 service 구현체가 없어도 테스트가 가능하다.

mvc.perform(get("/job/1").accept(MediaType.APPLICATION\_JSON))

.andExpect(status().isOk())

.andExpect(jsonPath("$.content").value("많이 와주세요! http://jojoldu.tistory.com")) // json 데이터중 content 속성의 값을 비교한다.

.andDo(MockMvcResultHandlers.print());

}

* 일반적으로 Json 데이터를 테스트 코드상에서 비교하려면 Json 전체 데이터가 필요한데, update date같이 날짜가 있는 경우엔 전체 데이터 비교가 힘들다. 때문에 Json 데이터 중 일부의 데이터만 비교하는것이 좋다.
* $.content 코드는 일반적으로 **jsonPath** 라는 문법으로 불린다. jsonPath를 사용하여 content 값만 비교하였다.
* 자세한 사용법은 [링크](http://goessner.net/articles/JsonPath/)를 참고한다.

### 2.5 상황5

* Job 데이터 조회시 데이터가 없을 경우 NotFound Exception을 발생시킨다.
* NotFoundExcption은 Job/Tech/Essay 만을 나타낼수 있도록, PostNotFoundException 이라는 새로운 Exception으로 처리한다.
* code

// PostNotFound Exception

@ResponseStatus(HttpStatus.NOT\_FOUND) // 404 NOT\_FOUND status

public class PostNotFoundException extends RuntimeException{ // 직접 생성한 Exception

public PostNotFoundException(long idx) {

super("could not find post '" + idx + "'.");

}

}

// Controller의 메소드

@RequestMapping(value="/job/{idx}")

public Job getJob(@PathVariable long idx) {

return Optional.ofNullable(this.postService.getJob(idx))

.orElseThrow(() -> new PostNotFoundException(idx)); // this.postService.getJob(idx)가 null일 경우 PostNotFoundException 발생

}

//테스트 코드

@Test

public void test\_Exception체크() throws Exception {

given(this.postService.getJob(1)) // getJob 메소드에 인자값 1이 입력될 경우

.willReturn(null); // exception 발생을 위해 null 리턴

mvc.perform(get("/job/1")) // /job/1 을 호출할 경우

.andExpect(status().isNotFound()); // not found exception이 나오는지 아닌지 테스트

}

출처: <http://jojoldu.tistory.com/34> [기억보단 기록을]

<http://stackoverflow.com/questions/38168163/setting-up-mockmvc-with-webmvctest-in-spring-boot-1-4-mvc-testing>

|  |
| --- |
| @RunWith(SpringRunner.class)  @WebMvcTest(controllers = CategoryRestService.class)  @ContextConfiguration(classes={MjApplication.class, WebSecurityConfig.class})  public class CategoryRestServiceTest {  @MockBean  private CategoryRepository repository;  @MockBean  CurrentUserDetailsService currentUserDetailsService;  @MockBean  TokenAuthProvider tokenAuthProvider;  @Autowired  MockMvc mockMvc;  private MediaType contentType = new MediaType(MediaType.APPLICATION\_JSON.getType(),  MediaType.APPLICATION\_JSON.getSubtype(), Charset.forName("utf8"));  @Test  public void getCategories() throws Exception {  Category category1 = new Category();  category1.setName("Test Category 1");  category1.setId(1L);  Category category2 = new Category();  category2.setName("Test Category 2");  category2.setId(2L);  List<Category> categoryList = new ArrayList<Category>();  categoryList.add(category1);  categoryList.add(category2);  given(this.repository.findAll())  .willReturn(categoryList);  mockMvc.perform(get("/public/rest/category"))  .andExpect(status().isOk())  .andExpect(content().contentType(contentType))  .andExpect(jsonPath("$[0].id", is(1)))  .andExpect(jsonPath("$[0].name", is("Test Category 1")))  .andExpect(jsonPath("$[1].id", is(2)))  .andExpect(jsonPath("$[1].name", is("Test Category 2")));  }  } |

<https://spring.io/blog/2016/04/15/testing-improvements-in-spring-boot-1-4#testing-the-spring-mvc-slice>

<https://spring.io/guides/gs/spring-boot/>