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**객체 지향(OOP)이란 무엇인가?**

객체(Object)란 물리적으로 존재하거나 추상적으로 생각할 수 있는 것 중에서 자신의 속성을 가지고 있고 다른 것과 식별 가능한 것이다. 객체는 속성과 동작으로 구성되는데 자바는 이 속성들을 필드(field), 동작들을 메소드(method)라고 부른다.

**객체 지향의 장점**

프로그램을 **유연하고 변경이 용이**하게 만들기 때문에 대규모 소프트웨어 개발에 많이 사용. 프로그래밍을 더 배우기 쉽게 하고 소프트웨어 **개발과 보수를 간편**하게 하며, 보다 **직관적인 코드 분석**을 가능하게 한다.

**클래스를 사용하지 않는 비(非)객체 지향적인 코드**

비슷한 내용의(같은 종류) 데이터를 담는 변수들을 일일이 선언하고 사용하여서 변수 사용이 잦기 때문에 비경제적이다.

**객체 지향 프로그래밍의 특징**

1. **캡슐화(Encapsulation)**

* 객체의 필드, 메소드(method)를 하나로 묶고, 실제 구현 내용을 감추는 것. 외부 객체는 객체 내부의 구조를 알지 못하기 때문에 객체가 노출해서 제공하는 필드와 메소드만 이용할 수 있다.
* 캡슐화를 하는 이유 : 외부의 잘못된 사용으로 인해 **객체가 손상되지 않도록** 한다. 자바 언어는 캡슐화된 멤버의 노출 여부를 결정하는데 ‘**접근 제한자**(Access Modifier)’를 사용한다.

1. **상속(Inheritance)**
   * 상위(부모) 객체가 자기가 가지고 있는 필드, 메소드를 하위(자식) 객체에게 물려주어 하위 객체가 사용할 수 있도록 해주는 것.
   * 상속의 장점 : 상위 객체의 재사용으로 하위 객체를 쉽고 빨리 설계할 수 있도록 하고 반복된 코드의 중복을 줄여준다. 유지 보수 시간의 최소화.
2. **다형성(Polymorphism)**
   * 같은 타입이지만 실행 결과가 다양한 객체를 이용할 수 있는 성질.
   * 오버로딩과 오버라이딩이 다형성에 대한 대표적인 기능이다.

**클래스의 구성 멤버**

1. **필드**
   * 객체 고유 데이터, 부품 객체, 상태 정보를 저장. 선언 형태는 변수와 비슷하지만 필드를 변수라고 부르지 않는다. 변수는 생성자와 메소드 내에서만 사용되고 생성자와 메소드가 실행 종료되면 자동 소멸된다. 초기값이 지정되지 않은 필드들은 객체 생성 시 자동으로 기본 초기값으로 설정된다. 필드 타입 별로 기본 초기값은 다르다.
2. **생성자**
   * New 연산자로 호출되는 특별한 중괄호 { } 블록. 객체 생성 시 초기화를 담당. 메소드와 비슷하게 생겼지만, 클래스 이름으로 되어 있고 리턴 타입이 없다.
3. **메소드**
   * 객체의 동작에 해당하는 중괄호 { } 블록. 이름을 가진다. 메소드는 객체 간의 데이터 전달의 수단으로 사용된다. 외부로부터 매개 값을 받을 수도 있고, 실행 후 어떤 값을 리턴할 수도 있다.

**객체 지향 문법 핵심 Key Point 정리**

1. 내가 만든 클래스도 변수명(변수타입)이다. 이렇게 만들면 다양한 타입의 변수를 하나의 이름으로 관리할 수 있다.
2. equals를 override하는 이유 : 객체들의 내용 비교 가능
3. factory : 말 그대로 클래스 공장. 어떤 클래스를 사용할 지 정해서 그 클래스를 생성, 리턴하는 목적으로 사용한다.
4. 사용할 객체는 factory로부터 받아와서(DI) 사용한다. 의존형 주입(DI)
5. 오버라이딩(Overriding) 된 자원에 한해서만 다운캐스팅 하지 않아도 부모타입에서 자식타입의 함수를 호출할 수 있다. 이식성이 좋아진다는 장점이 있다.