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## Общие правила:

* Каждая задача в отдельном файле
* Каждая задача представляет собой функцию с названием taskN, где N – номер в списке задач.
* Файлы Input.txt, Output.txt находятся рядом с файлом программы.
* 9 задача должна иметь сигнатуру: task9(grid) и возвращать целое число. Grid – string[] (массив/лист строк)
* 10 задача должна иметь сигнатуру task10(line) и в файл записывать строку с ответом или «Ошибка!» (без кавычек).

## Волосатый бизнес

*(Время: 1 сек. Память: 16 Мб Сложность: 32%)*

Одного неформала выгнали с работы, и теперь ему надо как-то зарабатывать себе на жизнь. Поразмыслив, он решил, что сможет иметь очень неплохие деньги на продаже собственных волос. Известно, что пункты приема покупают волосы произвольной длины стоимостью С у.е. за каждый сантиметр. Так как волосяной рынок является очень динамичным, то цена одного сантиметра волос меняется каждый день как и курс валют. Неформал является очень хорошим бизнес-аналитиком. Он смог вычислить, какой будет цена одного сантиметра волос в каждый из ближайших N дней (для удобства пронумеруем дни в хронологическом порядке от 0 до N-1). Теперь он хочет определить, в какие из этих дней ему следует продавать волосы, чтобы по истечению всех N дней заработать максимальное количество денег. Заметим, что волосы у неформала растут только ночью и вырастают на 1 сантиметр за ночь. Следует также учесть, что до 0-го дня неформал с горя подстригся наголо и к 0-му дню длина его волос составляла 1 сантиметр.

Входные данные

В первой строке входного файла INPUT.TXT записано целое число N (0 < N ≤ 100). Во второй строке через пробел заданы N натуральных чисел, не превосходящих 100, соответствующие стоимости C[i] 1 сантиметра волос за каждый i-й день.

Выходные данные

В единственную строку выходного файла OUTPUT.TXT нужно вывести максимальную денежную сумму, которую может заработать неформал за N дней.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 73 31 96 24 46 | 380 |
| 2 | 10 1 2 3 4 5 6 7 8 9 10 | 100 |
| 3 | 10 10 9 8 7 6 5 4 3 2 1 | 55 |

## Зайчик

*(Время: 1 сек. Память: 16 Мб Сложность: 55%)*

|  |  |
| --- | --- |
| В нашем зоопарке появился заяц. Его поместили в клетку, и чтобы ему не было скучно, директор зоопарка распорядился поставить в его клетке лесенку. Теперь наш зайчик может прыгать по лесенке вверх, перепрыгивая через ступеньки. Лестница имеет определенное количество ступенек N. Заяц может одним прыжком преодолеть не более К ступенек. Для разнообразия зайчик пытается каждый раз найти новый путь к вершине лестницы. Директору любопытно, сколько различных способов есть у зайца добраться до вершины лестницы при заданных значениях K и N. Помогите директору написать программу, которая поможет вычислить это количество. Например, если K=3 и N=4, то существуют следующие маршруты: 1+1+1+1, 1+1+2, 1+2+1, 2+1+1, 2+2, 1+3, 3+1. Т.е. при данных значениях у зайца всего 7 различных маршрутов добраться до вершины лестницы. | https://acmp.ru/asp/article/image.asp?id=146 |
|  |  |

Входные данные

В единственной строке входного файла INPUT.TXT записаны два натуральных числа K и N (1 ≤ K ≤ N ≤ 300). К - максимальное количество ступенек, которое может преодолеть заяц одним прыжком, N – общее число ступенек лестницы.

Выходные данные

В единственную строку выходного файла OUTPUT.TXT нужно вывести количество возможных вариантов различных маршрутов зайца на верхнюю ступеньку лестницы без ведущих нулей.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 1 3 | 1 |
| 2 | 2 7 | 21 |
| 3 | 3 10 | 274 |

## Код

*(Время: 1 сек. Память: 16 Мб Сложность: 36%)*

В наши дни в космосе находятся сотни спутников, и все они обмениваются данными. При этом система распознавания сигналов работает по схеме «Свой-Чужой». Один из спутников отправляет запрос другому спутнику в формате двух целых чисел, а второй спутник отвечает первому так же двумя целыми числами. Первые два числа первого спутника представляют собой сумму цифр и количество цифр тех двух чисел, которыми должен ответить второй спутник. При этом в качестве ответа должны получиться числа, представляющие наибольшее и наименьшее возможные значения, которые могут быть сформированы по описанному выше методу.

Вам предстоит написать программу, формирующую ответ для второго спутника по известным числам, полученным от первого спутника.

Входные данные

Во входном файле INPUT.TXT записаны 2 натуральных числа S и K, представляющих сумму и количество цифр соответственно (K ≤ 100). При этом гарантируется, что возможно составить хотя бы одно K-значное число, сумма цифр которого равна S.

Выходные данные

В выходной файл OUTPUT.TXT выведите два числа – ответ второго спутника. При этом следует помнить, что все числа не имеют лидирующих нулей.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 1 3 | 100 100 |
| 2 | 2 3 | 200 101 |
| 3 | 3 4 | 3000 1002 |

## Дачники

*(Время: 1 сек. Память: 16 Мб Сложность: 45%)*

![https://acmp.ru/asp/article/image.asp?id=147](data:image/gif;base64,R0lGODlhPQHzAMQAAMzc7dbn72NttwIPioqLlbC11Wx3vIiOyAQGHOfo9Pf4+9nd6U9RYISRx5qf0H6HxEdRqsrP4Sgzm1Zisb7D4JCZy3J8vTtGpRQgk6Wrye7v8/f//+/3997n7+fv9////yH5BAAAAAAALAAAAAA9AfMAAAX/4Cd+wTae6NiZaft5ntuWcrrWKIyf9C7evlcs2PMBfToiy7jcJX3F3dE5hDZRU1wU5+EEP9nattb9hmVjWTl4dqVda+b33YpLr2K82svW//wtbXV8cn1fdjiCNoApiDWKWIw5hHdmkieOMpAnmyOZLoKdIh6XnlWVQaSHp4mlo65CloewT6hItKyPtLiyJxy/HABdwMTFvwAdxsq/AcnLxsLP0M7SwM3VxNHYx9TY19vBw9vI4Bzf4+LY5ODn6unV69vt8O8dMB7IMPYe+/33+fru7eP3L0BAgggHAvSX8N/AhwILHmSokOJEhxEPIsRnsKFHfBY/AtwIEQaAjiEr/14UWZKkRI8MQa6MObKlQpQzMSLkBEvUC0qteiEBqkuoE6KaetJCCkrpIaaBnKaCuiipUS5UI10lk5Xn1j1fmz4NG3WsobNDyfr0WSsoWipkq6bKZfUtF7pi7ZLBW1avGr5y+1oxW2jw1Lgo6DTqqgKW4kmIeSyNPOIxJsZ/6hY+SjnzYb9504IWzHl04NKb3YpO7dV0DsBaXWOC3Zr1385geMluvAo3W9q8Q9tCPVw1cePIufqevNvz6uJFP9t2vsOyJ8y55zCfPmM7dDTek4Mn/N1N+OikxcPBvva85vKDlpNXn1558+zS4bc3A5w6/Ub94ccdgPLNVSASAe5n4P9o1vlXgwXYNSjgcXng9kl3FkYo1XNabEjheMJ1GIQCGCTomHshVpjff4mhWB+IHKJXnYunxeYDAwjkmOMCIhCgIwEiUDAABQd+mOJ7WBWZ5H1ssefhktythWOOKCyAAJAiPDCABUru1eVtTOo2oI1whdnbaO1NiaUIDKz5wQUDXPDlenPGZ+aKMrJ4WZ2LXdVMMyd10EEzgwpKKKEdnFSAjhQ0QwADgwI6wKQLFBrAn5gWGmihnB4qaKIGXRrpqKICioylmZYKqqGsdvrpSR6UmuqfiZ46K6mruqorqLHeqioAtpKaaq6e7gqrrMJqGiyyvxbr7Kuh+korsKwyO23/sbVV4iMCDHzAAQJEjiDkpOHCV6OXdyLI52vrztauKWo5pQGjBLj5gZaTPpCukS8eSee+UJpLZsB6Bhcjktm6lYGO3aIA56RyjpmwfRIbzO+5CIMFMMUCT6xxlBuqiYICk5asQMUOgonyhHe9O4qJFsJ8X1t5SiaUyCeMW3K5Kq58YQoSNqldhkPPrCHRSmRs3gg4j4Bvyfp2XBmNA/d8cdUwXu3x0ngqjWHX/rKMXtMiPFxyxAWn/O/KQm/8sdRq28k21VuLbdWUOl4pAsklmwy33Wv/3fbc89XsdZ9uB06fgjLo3DfPYWMMh8w+U/43zYdjPbnLsaB5Ig74SjAA/wb5/i3hz5p/fXDkLRaeuc1g96u61hanLvkIcD5wwJZaov167RynDbjcgtMN/O+jOIk0yHGRrO/uBtw7wMmGs+5u4nVYLjzm1h+/OfYEMvgkChREvTuX90IO9Phvi2h00T4f/X7S8xsm+/o1JDDC+SPoX/3sBPsf/mJ3uwGu7n6tI6DtEnjA23XgC8NDAf/YAMHBSaGCxvsBBl0Hig0qkBMebCAWAGQSQd3jhCgsYQpX6AEtCYCFKzwVDFE4khmaRBg2dMhAbFhDHuIwhyDZ4Qx7OMQf5lCGQCQiDIEFxBIKcYlPXKIReWjCe2SjHOZ4xzO0ZIByAACLBimHoLwIRv8tPmOM4PhiOcIIDjSOo4xi7AY84NhGOUpDjcSoWwFPMEHCfdB7CNwT+CAzSEH6UYR1YxwO+lg8DgYSkIg7JO3itkdDNvKPcbNgDRi5PeygTo+ERCQkQznJCJIygMj7iSNvFzRXQA9+lwtQK89kv1jCcnuyZN/3arlA2O2AkwJkYCl9cjrl0U+UlBQmKrsngmLGqzPATKUmgwlKSwpvmtLMoCmreZ1nNueVhYRXOF/GOe49MpnXk2TLPAfNLZXTmPF7pzzHqUp2HnOR7ryPM/WpTWL283OY3ObUVpk6RW4yn+oMHjVHac2ForOb9PwkQyeaPG+iLJrMFGhFIwrPy3X/tJPz5M4sfQBOXjq0cyZNpTkNaMt74vKWJ12pMrnZTFci1HT/hGn7TrrPlfUUpwRNpC5TgNFzarSeCd1pNoNK0aNK9KFQRap+dhGEkl5OTFelZVYX5DOsbs+recqGGZcRj2pw0YtjVUZZqzGPO6Z1GuBIQDMSkMa3FmOt0mjrM7QxDjs+Q69ktWs2/LoMwKq1HjpJiU5cchAu5mQjC3msTDTSEljBRCORvawKKRsRAEjAABaQQGZpoljI2iQjHHmsSjS7WsZCFieanWxpJ+vam6g2sbUwqAyKWsmmPvWom0iA6CQwXB5dM6f1uyQyh6dbF/C2l779aDCFOwDRdgBO/xgw7lID2lzFnRSbYesuUQcQvYhqT4DUlUACYKAACIwuAt8F63bVZV6LzqiqNxXeT/ULiPTqrwwKmMDo1NfU/fIUuSn1rtfEK8H8xpepUW2Dfzf6AQFMqgAZBa9RNdzbqP42FENtcHmTukvlnmDC5ByBASaVgQ3LN8MvdrFWFxdiPjp4vsMcH4opnKVJOaDDTpWuSoWc0Q8Dwp/4RZ9PEXzfEw/XfxA9QQUmVQHo1hTCRzVwKrUc3hrv78YwxrIidxzlEzigdE3lsJWDHNKptnPEJl7nIckszhRkYFIjZjC76stnkXpZBM/1pUd1mhc6l5l8kxLAlZPrvni6NKbyM/9qgwJdYCaLyNCHJh/pJqAAJHMXoMv1dKiP/OcPUDrCltYFpjONggiQDgILKLVUjytmWRsZxweFM625KrgOPFnOMgAA6S5wXpXFGV0kzp5903Zq4KZaBhH49TKrJO1Bc7TNyLlWq54lqGNJa1AWGIAAquUrYm27VbyyFq6ohapkAYrbxYp2dSPwbVOR293ylgC9z82pdNe7Axl4QAMGTvCCG1zgBk94wQVeAYUrPAPLKvem4A2tXrl7WhF3t7kfmGab6vrBvC7YqsPngwjASQLaRR4A3Nu3lrv85TCPucwhQOAwh/x/ev6yko+tVOull+Oh9gB2U37O3UlAAEhPutL/lz6BpTud6U+POpx2vutR43q3YJbxp3GQ3gj8s73vdWizcw7orANZzUJ9czmL3b8n/0YWAR4w8qxadXx+/OrGps9If2n2mQ6Z0B+YMNoHKgILDwDDRe+7oJmteMI7OsFZtinVD1xrF6CYy6RZ8QBazNKDTn7LkscN5h1Y6rHbWsg7Hrx/8PVjK5u+nZ+3udVlj8/Ya332Tq4ulNmslykPoMo0ff03G4/qytM+12u/Cp3f7pczDyBqUKU7yPl+9+Mj282Pdi7xI298ERh69Jq7M3kdX3vRh56f3T/7+ZMdSVtgWvXDG5eiNSr8i26f7Dymsdr7jIpVM39AFLBpneZx/y4jfXhXYnpXetu3d6VEAyMHf4/hagMAa+vXZPZne50HaYAnauWHfp82ciTwbFUybP1RfxbYgUuWfiMEe2YQQsMEgrxnBEGwAMNFPSh4QSxIQcuDg7PhRE2kRCvkQk0URD8YRSzERE1EAcM1RTFkhDHEhFDkhCfkWQbQREJYhFI4hVl4D1eYRFV0RFv4D1B4hF+YDngkD4L1C2eVRnS0DW5UDTRYXQuAhnFERuBAgxCyDWv4RmuUhhywh+rQhtjwhnNUDDRFf/d3ej4Ag9FFGXEoATboeQWYiDuof8OHgWuGdj9XidS0ACSYZJOIiYcIfyAGYSY4be3XAl2nTbdWA/8SCAHJAIqMhnWi2IhbxzX2V30AFFOA4V8MCGyN1gIBOACcJgoGiItwc4y7qFK5BHqymIKxI3iglmMyUACJdjKTRonZ1wKnaDWoWFAKWIvFBzYohn+zVj3WOH7Rp40XiG04p4C6qH4z5n3VZo4y5THOt3PGqI7sZ2PxmIkxRno52I8NRWb2KF2+dwCux47JyJAgZU+Q12DiyH0rsnzT+I0Jw3oZqH0TyYGS6IG4J48k5ZAa2Ha6J5IhqXmct5AdGY7uuGAueW30eJIoSY2Fd2HM1I1zR5J/Jz77F5FrlgSr9ovXJyJxhwE1h4j/uHhix48n+FLbSJF815KA1ycPeJH/CpUUYIcB8JU1HwmNU2l+KjiKFVh3WAGCB2kGHIBdXbmTVHmJL9lls4BfS+lbtOBZNKlSrqAjXwAAJ0d0dUCAMyOYXTWPSCJWXkRYxgCI9JCYXlRc7uCY2JA3CLANjziH6qCYxcCYbiWZ2MCZe+WHwaCZxWBY0IBYmzVbNYFa++BYrIVbsbWanGUSBqBvqllarXValPmaeClar7lZtQUDrnmbtwWcp9VC5FWcsiVZsulalkWcO9Fxz8hz6/EAKEedKECZOOCJccJ24/WW7SiTzAOX5iU6XGmWMsCXrvhqsTaQ2CmRcSk7+KeMNXkXGoBdSelshikurzaAP/me/ph8/xD5lLQolocRd4fnjLEzLpwmlTfIX9MJobd4ew86fahheK1Xn1n5Aek4f/o5kuDZkCH6kOOZiwLaY89HocAoAuKnj/A4iXU5jvRVoiKKbb7nodKJJwkJkBFqoV8JoA0Fk1VpYyPqjQolfg1aafOxO78HZNlYpF5ZoCBpkyoqpQTJasN4AYSQliMQbptXpRwZivEpkMMXox86o61GOuolo2VSYTgJptzolOipfWZqj95JlGEalUB2IZcZgkSDoEmJp3E6kYL6nUN6iL9FBx5ppUBFQNTFlYu6B1uZn5E6qAYallOKkYA0nzxZZFlxn6OTAbaWAO51nj7KqHNqqeKJff8myn8ugKCItzILMHRAWnZ1+qI+oJ6Vs2xNCaWeGgQY2hybWKum1qmJV4va+XjFoW26Uiz+dnHgJm73xiwbx23Pqm721m7UangWQHHdFi3Qmm8RoK3DMnH8hijeBq0BEG7jRq7r5q3oCq7Yyq7TmimU2azolq7YWiv1+q6tQpZ0eaJScKMd06fjRJ88OpJ1mawtRaOM56tGZWRIGol7JIEXEIsHa6wddmq6am0O26tjqhVZChWK8IoK0IrheaXFCrF7SmRnancC6xYSuKayM4wNeo85Sn0wGrP/U6jwqadBGWkGqzkdymrI+LCHSlHN5rOnZKRKCqKXSqWBZ55tSX7/IyB+cIayBJqnYFmhChqSCYupKnuOSAKqSFk1zgd9+XeqXEusOvmrA4q0q5ocsJowTAp8QWp9bZuqhjq37/iffEty5RGs1KGRghu4AZqxtxozvBqle0t5E5oC+BI1RaB5sdq0X+u1GfWkUaupmRSTY6u1KUCwQCBgGHC5mKu3qqqybxuxLsupizsz3smikzIBsXaU+YmzbIp8isuzXsO0Ope0HhZpjUOCpVq1xBOMcguUwbeAihiVldq3Xeu5AiWBpJNdUqu8qAq5YtuoYAtC7pkILki9QLcDCzAp1zlM47u9mrC+j9u+nAi/PUiEXmiF4jaESASG+DuGTRiGHiAA/76ZRPybQvlLRfb7QlhYhAeMv2U4RP6LDwNMQ2V4RX0IDqBJVoJYDYR4R2BEmsSwwXuVwVtEXnbIDn54wWolwmfkwcBwhr8AsFDrtweYvGy7um6rsUHbuDmJw4jqsi0rphnLsjkctxsqvR6bvUWciiXZvSSqua47llbblGYKvHW2tUXWjGUqvEqpxf9nxQ76oxL6vY6rYJtbltzrxE4qgi8LxjVMwzOsxG9MpEAcuq+Lq6E7u0GJx80bu616xzp8rCELw2K8w0LcvIVsix87xkYcxkisyHBcxj2auWwsyUkMjuHbxo8Mp26suouMyXIsw3JJnnQcyDmLxmFryoLcyP+L1sdevKdYvKtAu8dcTJitnMcbiJXvC8mRq709J2lmTMm57MtQvLvsy8mZrKG9jMw2jLjBC8rySVUKayEBGZTTjKi0/FUBO5j7mR6ImUYs/IckXFflUAANUAHmfM7onM4Dl87sjM4P0M7wXAEMF8/pXADfHA6eaVbhjA75LA0ofJr9nFf3zFe/sFrQGZzIWYW/uZyXRQEVIGAyF9ESPdEU7XIXUADKOVorQVvHOZzMiZuL1dHJudAazRKsiVrP+dEHkcqT3D27AwFRF9My7XRNN9NKV9M2LQBTN8c3fMjD+8cby8PFagBqHNQ+jYhHvY9JrcawSxnQU82lzLusK6f/nvxlfNywrFrLzVwxTz3My7jMZ9zSwhzD01vJaSfKUtPVuwyyQczTzGy0zwy4C6XWaPrWQ72zveuqf4vWBUPXqgzIbR3Yo0zEjvzJXE1eRe13YA3Mi63LTBzWZr2poJvWiO3VRu3WVV12S+3VTb0bfr2icWzVeD3VVw2VfnbJhW2r2kTFKzvLkXy0bM28iOzF0fuzh03Ulq3YnczYu+3YqPy0g7zGxfxInx3ZxBzMytzbmmzbxEq2oczKfV3ZuUoleU3ao93custckx3duL0DDGvXrRvUEOAA5F3e5n3eDXDe6o3e693eBnABCunMNcKs3nqtvkKv7tos58oq7Cqv/7dyr/9mrvj6rRY3r9Ka3/S93wSOrX+SAaJT0RAe4YnWr/o94PFa4BKXcdQq4CyNdaVNp6Xw3Zl91/RUADmddDid0yme0yuJ3d7JqYdc3C7QseAt1D8t36dMvqSG2i4t3cF92Tje4cmc48at3XL9OzKOgCOOsEKu5KFdxXaNUvDB2ktbCkm+yV8N2LJ941seg1o927wcVZzr2T7+1xvZ2GP947p9zGsGfmedspTd3WpuyKR83GS83Kkb13w912Wu4zyO53kL6HCd3Gz+5g354XEq5216w4h+xb5rzHuWyLCN3NB15YUO3L8t5onNlEN+iG4u2X/eW5ae54Ru2Njtw/9DPNiSnniNLmJQbefj1equ/OiCnmKnveepPdSrvd1OC7ddDoHPC3m1bercvelRTOmebuyrbOZrTuoF5b5obgP4dQHt3d7mXO3qnd7Yzt7bXt4CNgEtGL8dJO6BAO1YLu2v4YP1C0RdCIZb+DQSHu/yPnMM7L9A+IT1rsA/GMFaaO8PjIReuEMUbMIWvM+BuA0FAAEXcOJINwErLtMPD/EMLwAT4AAlTId1dPHeIJogjMEVnPFsaIhRPdylHuglP+hE3ukjr/KwfumfG+opf+cnv7ZPTvOQbvIxf+6WjEnh7ew438O5/fMoD/RrzfLOLTtUTtW57mGvjNVhHrFNb9r/X870tyy8Pc/pMt/myu6nRT/pWZ/snM3rNX/0M0/2Oe/ywm30XLrqQS3rtqzXY5/ddkrrZArnUS66S3zqdZ72Xw/qsazZnVvkwy70mh70x973hd/1fK/cZY/3Panqep8uCZC7dQzzTa7zl4/2ax/5kqQlEPAA6uP4y854U2xrUc+Lrn1zS+9Up48k8P754ZLdiorL0a71hj/6gk/7mI/pfv5o8F4yEGABqLvXPkAB3e7tE3j85K3tys/8x3/tza/8yy/9DgD9x+/83Y7922792U/92o/t3L/t31/t4//gMAf7lugDvz/v7N/+7v/+8B//8j//9C/hB7B7CdPN2+AA/xEPAoI4Ctcgkak6qe04se4ayyRdvzcO43Zv62q8nyAoNLqGP2TSiBlAo9KLpeDhYLNawFXb8YABX8+4DB57xGDyGj1+DAznObueNtfx9zafng7Q4aGp5QWuEdq5HQIWNu416iEq+gEwClJeOkr22VUaamZGTlpIRV0YZHyFHuJ9uH50bLzO0r7G1uJ+HAxY5OLe+tICB79eEc8OHycTGx+7LgdD+zY7S+da41IryzrDcr/CRUE8UCh8aBNjY9euz+72drcjfx+jR9On4wfb+8rb6k/j0M3bQH+u+F0DmHAWnHHlaCH8pZBgvG8RGCBAQKDWLgMFJ7IDCdHDx5LdwP+YrCZyFsqKKeuRdCnzQ4KHuVBizJiRwQcCOhEUULfyVQBuCxDwzKCR1ruXxIoOjBhyINSTAmceq+pMqrChrrTWu6qSqtdzV5Vm3OgqwlKKEk1iVJtxgTteTu9FFbvtbkC+C636fQsYa768r9ACdcWgwL9+ZYGldRX5VcfAU0/GHEt4X+a9m6d1Lvz5Zmi8o7N1zolAAYMM8xyXZNt2Z114mm+HtdzV8OnLW/WKxs0MuGnh+4D/VNv4rzOoBSZj5EnZbm9aYIfrnnX9eHaiZbm+7ra9b3Xt34HLRuA6vOCxz2cjrd392fn5bnOXX/7bvkGz/OvT4tNc7Pm2l2xyxTf/nUf50RdVabAxeM6DzHm21YTtVQjTfw7SsgADOUnXYC7j/TXZZK40Jd5jADa3Im8t2geedzES5wuJGGL3SgIMRHDUiTf2V1VckiFA13S2ZfgUi0kGc2MtMooI42DG2bhkcFmxqAEDFLiCWARRFihaB/EppRyK1FFJYY5p4shdhP1Bed+VazIJ4X4flDmLgOrJSWBwF52o4IaYDWphoRq++d2FYRan4U8IuLJnWkLNlyKbjJJ36W5T1qmmm5r6+WmnbWaaZAAdnFpJB6iueiqrr3bgSQCnzooqrbRmMEEFrdraa62puhosr7DKequvtMYqBqu/GgvssMISCwizx7IK/4CyzTYbK7TbrqqtB9OCmyyv4CKr6qvcrlostb+Kuyy21aILrbfk+truu+ya62qodiIKqn79joopaYcys+im/h5k8L6eghZYf3DWyLDE2URM6sRPViywxRQTLOqcjdL58b8i35TxwQFDZPLCG2Pccakks5yyyyU77CKhiXKI880I99mwzob+DDDMTp4ccpM23yklz3ESvXLLKtJIVtRQX2ydlSAf/SLK5mkNcy1NF6PyyFlz6rXVXWM9Nr9Gr502zUGzXbXTMsPtsdsxsyQ2mEXf/TTPEM/Mcd0v98034W0j/jabDysa+JMKqy13MZDvXThLlPcsecKOj1Sz1GVbPv8j6InjAvZBemde+tWkf7265h+Y7t9pjKPNuuGKbx254H+7jrfufude+eET075z8Kk/zvnlyk/O/OaDD3xa7IBTvTTq0/fe+tRKH8800vhxf7vqtb8ee5xBZi++9qOXn/7cXLO/cQcDIU93NfRTf//2yuDvvi39k+8XAIwfOx4XhlWtIYEKPOACGxgGLjhwgcqKoAIRQcEHXjCBE8zgIzhoLQ4eEA0XtOAIIehBBJ4QhGkwYQY32EIRllCFLuwCFgCghRvikAOAyCEPV8XDHNrwhzjcoRC90IEibgGJWiCiEn2oRA4E8YlMRKITlRhFJU6xiFVE4hWRmEUhbrGIXdRbS/GSdrz8ndF/wnvd+b4XN9+tcXejKiP40hhAjeHRfnYkoPr6mDfnyW5xagxk91DXxjvq0Wx/5OP7wobIRp7ukbrDXs7CF7rnWdJ2y6te9zBHSeMpKUaexEcIAAA7)Всем известно, что дачники – народ странный, почти такой же, как и программисты. Строят они свои дачи непонятно где, да и выращивают там непонятно что и непонятно зачем. А уж как они туда добираются, это другая история: кто на автобусе, кто на электричке, кто на автомобиле, ну а кто-то вовсе пешком ходит от дома и до самого участка. Так что не стоит удивляться, если вдруг Вы узнаете, что некое садоводческое товарищество располагается на острове, а дачники добираются до него самолетом. Да еще и на этом острове может не быть посадочной полосы, так что высадиться на остров можно, только прыгая с парашютом (мы уж не рассматриваем то, как они возвращаются с дач домой). Рассмотрим этот уникальный случай. Пилот всегда старается осуществить высадку парашютистов таким образом, чтобы дачники приземлялись как можно ближе к своим прямоугольным участкам. Пилоту интересно знать: сколько дачников приземлится на свои участки? Помогите ему решить эту задачу!

Входные данные

В первой строке входного файла INPUT.TXT записано натуральное число N (1 ≤ N ≤ 1000) – количество дачников, далее идут N строк, в каждой из которых описаны координаты каждого дачника и его участка:  
X Y X1 Y1 X2 Y2 X3 Y3 X4 Y4  
где  
(X,Y) – координаты приземления парашютиста  
(X1, Y1, X2, Y2, X3, Y3, X4,Y4) – координаты прямоугольного участка на плоскости, указанные последовательно.  
Все координаты – целые числа, не превышающие 50000 по абсолютной величине

Выходные данные

В выходной файл OUTPUT.TXT нужно вывести количество дачников, приземлившихся на свой участок. Попадание на границу участка считается попаданием на участок.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 6 6 3 6 6 9 8 7 5 4 13 5 9 2 9 8 12 8 12 2 3 2 2 1 2 3 6 3 6 1 | 2 |

## Магараджа

*(Время: 1 сек. Память: 16 Мб Сложность: 60%)*

Магараджа — это шахматная фигура, сочетающая возможности ферзя и коня. Таким образом, магараджа может ходить и бить на любое количество клеток по диагонали, горизонтали и вертикали (т.е. как ферзь), а также либо на две клетки по горизонтали и на одну по вертикали, либо на одну по горизонтали и на две по вертикали (как конь).

Ваша задача — найти число способов расставить на доске N на N ровно K магараджей так, чтобы они не били друг друга.

Входные данные

Входной файл INPUT.TXT содержит два целых числа: N и K (1 ≤ K ≤ N ≤ 10).

Выходные данные

В выходной файл OUTPUT.TXT выведите ответ на задачу.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 1 | 9 |
| 2 | 4 2 | 20 |
| 3 | 5 3 | 48 |

# Баланс скобок

*(Время: 1 сек. Память: 16 Мб Сложность: 42%)*

Дана последовательность, состоящая из открывающихся и закрывающихся круглых, квадратных и фигурных скобок.

Требуется написать программу, которая определит возможность добавления в эту последовательность цифр и знаков арифметических действий таким образом, чтобы получилось правильное скобочное выражение.

Входные данные

Входной файл INPUT.TXT содержит не менее 1 и не более 10 строк. В каждой строке записана одна последовательность скобок. Длина последовательности от 1 до 255 символов.

Выходные данные

В выходной файл OUTPUT.TXT выведите слитно символы 0 или 1. Их общее количество равно количеству введенных строк. Для каждой строки выводится 0, если из нее может получиться правильное скобочное выражение, и 1 иначе.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | ([{}]) ([{ | 01 |

## Поиск прямоугольников

*(Время: 0,5 сек. Память: 16 Мб Сложность: 34%)*

На поле N×M клеток (N строк и M столбцов) положили K прямоугольников один поверх другого в случайном порядке. Длины сторон прямоугольников выражаются целым числом клеток. Прямоугольники не выходят за границы поля. Границы прямоугольников совпадают с границами клеток поля.

Получившуюся ситуацию записали в таблицу чисел (каждой клетке поля соответствует клетка таблицы). Если клетка поля не закрыта прямоугольником, то в соответствующую клетку таблицы записали число 0. Если же клетка закрыта одним или несколькими прямоугольниками, то в соответствующую клетку таблицы записали число, соответствующее номеру самого верхнего прямоугольника, закрывающего эту клетку.

Требуется написать программу, которая определит положение и размеры прямоугольников. Гарантируется, что во входных данных содержится информация, которой достаточно для однозначного определения размеров прямоугольников.

Входные данные

Входной файл INPUT.TXT содержит в первой строке целые числа N, M, K (1 ≤ N ≤ 200, 1 ≤ M ≤ 200, 1 ≤ K ≤ 255). Далее следует N строк по M чисел в каждой — содержимое таблицы. Все числа в таблице целые, находятся в диапазоне от 0 до K включительно.

Выходные данные

**![Поиск прямоугольников](data:image/gif;base64,R0lGODlhewBnAIABAAAAAAAAACH5BAEAAAEALAAAAAB7AGcAAAL/jI+py+0Po5y02ouz3rx7DYTiSJbmiabqyrbqAmDuTNd2Csv3zvdnfhFlYkPQMAS0CGXGoo6YgFaWwSbzmZwir9wqViEFb6NjWBkRFqcNa/T50Ia/A1R0A5quR+FZMN9/97cXyKbWJ1jo1haWR4iY2NfIwEi2tjgoF4f56CAZ4QnBOHdpp/h5OImKqllqCvgKyTYHy5lK69j6kDdq+6inyhqbizvc67o5LMoaF8wcSgzMG1nZWW1trCp8mwmM/FtbHC6ujVx+PI5nOG0uDOq93U4NL2s5azJ/z05Xgs9/Dh5q1iknXbRY+uKl4JQjB4MIfEYwoRJpE4NBo2DxooRv/xnVSVRipaIZHyRLmlyRTddDXSFBIhynsuO8gQoncHy5MKJLhw1F1rTZEiPFkUTv2IuJzaM+ekX1pZOXpGfUlE+XVuUGj9I/X/jKOSv21dfQZFBZLvUK9GyysVy3rtqYMlzGXVLJut02N26tvGXBacV6TS2dpN0g9iU3eO0yjegMz0R8cx1gqmYJw1w8iW28u4kZd7aMGOBnpQCvMpVcGi02d3Yni+Zozx862aVph87nOjTSn3B1Cq1rc2XgnR9/680sU7BnxwaPNyUOPSdP56QxBrWOc9/J7dxPqunewjf26ZXAsxCfljznTsKRo++tPven9s+lFw9ON75x3jR9rv83mpx88N230RvfyOKeUQkueNaBy4xiIISjCYjEIgKZphuGE7aS32HiHOjXUWARw1pbuYG4oXaVeXhIRyWuFqEmFmJW3Vv9iQZWjMMJGKJFwBHG11Yozrjifyn6CJpcOmqE4pErhcVYMwyeZlmTRHpGY1zMLFnlk1PClKJuYY75y5BfsuOgaqjd5g2XiozAIm5UllcmgHA6ZVuZ9LEYUIA4FrmfkfXh996NgfLInp8q8sfcoXMSqt94BM7XYXORpjdpn9+Zx2mnL/CZqKei2lBjn6Oe6kKpjUKa6aqYIrojq9FJOmuTyyVaqKsDwnorgLkCSuujbiwXm4wi+qrlsW67VRhlDFdONZOGMu41aGPALkrLi6Np+9deD0HZJSmcgMutmuuBG4242pDb1Yiqhilltdu2Oy6JeH1767PvOGXuvkpOmyRkyk7ILr/ugopuVgOXe3C29wKsl76tpdawv95C/JiTYf0oCMeQ/AgbCf2IfO7ApT6oLq8B48rotbsK+7Ks9s36KsyGyhxszjVjO7OjOse8s60rI9uqyzejinSnIyUt9AdOL820ok9PTXXVVl+NddZab8111wsUAAA7)**Выходной файл OUTPUT.TXT должен содержать K строк. Каждая строка должна описывать соответствующий ее номеру прямоугольник четырьмя числами X1 Y1 X2 Y2 (X1 и Y1 должны описывать координаты левого нижнего угла прямоугольника, а X2 и Y2 — координаты правого верхнего угла). Числа должны разделяться пробелом.

Начало координат расположено в левом нижнем углу таблицы. Таким образом, координаты левого нижнего угла поля — (0,0), правого верхнего — (M,N).

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 5 2 0 2 2 2 2 0 2 2 2 2 1 1 2 2 2 1 1 0 0 0 | 0 0 2 2 1 1 5 4 |

## Скобочки - 2

*(Время: 1 сек. Память: 16 Мб Сложность: 37%)*

Напомним, что называется правильной скобочной последовательностью:

* пустая строка является правильной скобочной последовательностью;
* если строка а — правильная скобочная последовательность, то строки (а), [а] — тоже правильные скобочные последовательности;
* если строки а и b — правильные скобочные последовательности, то строка ab — тоже правильная скобочная последовательность.

Задана строка S, состоящая из квадратных и круглых скобок. Разрешается заменять квадратную открывающую скобку ([) на круглую открывающую (() и наоборот, а также квадратную закрывающую скобку (]) на круглую закрывающую ()) и наоборот.

За одно действие разрешается изменить ровно один символ строки. Необходимо за минимальное число действий преобразовать S в правильную скобочную последовательность.

Входные данные

Входной файл INPUT.TXT содержит строку S. Ее длина не превосходит 100 000 символов.

Выходные данные

В выходной файл OUTPUT.TXT выведите искомое минимальное число действий или -1, если преобразовать S в правильную скобочную последовательность невозможно.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | (())[] | 0 |
| 2 | [(]) | 2 |
| 3 | ((]]] | -1 |

## ABC Path

--Problem Statement--

You will be given a 2-dimensional grid of letters. Write a method to find the length of the longest path of consecutive letters, starting at 'A'. Paths can step from one letter in the grid to any adjacent letter (horizontally, vertically, or diagonally).

For example, in the following grid, there are several paths from 'A' to 'D', but none from 'A' to 'E':

{ "ABE",

"CFG",

"BDH",

"ABC" }

One such path is:

A B .

C . .

. D .

. . .

(spaces are for clarity only)

so, for this grid, your method should return 4.

--Definition--

Class: ABCPath

Method: length

Parameters: string[]

Returns: int

Method signature: int length(string[] grid)

(be sure your method is public)

--Limits--

Time limit (s): 840.000

Memory limit (MB): 64

--Notes--

- The longest path may start at any 'A' character in the input.

Constraints

- grid will contain between 1 and 50 elements, inclusive.

- Each element of grid will be between 1 and 50 characters long, inclusive.

- Each element of grid will have the same length.

- grid will contain only uppercase letters ('A'-'Z').

--Examples--

0)

{ "ABE", "CFG", "BDH", "ABC" }

Returns: 4

This is the example from the problem statement.

1)

{ "A" }

Returns: 1

2)

{ "BCDEFGHIJKLMNOPQRSTUVWXYZ" }

Returns: 0

Paths must start with an 'A'.

## Калькулятор

Написать калькулятор, которые принимает на вход строку, введенную пользователем.

Строка может содержать следующие символы: 0-9, (), + - \* /

Если строка представляет собой верное арифметическое выражение, то вывести результат, иначе сообщить об ошибке. Все числа в строке – целые.

Примеры:

1+2-(3-5)/2 = 4

-10/2+5 = 0

2+2\*2 = 6

2\*(2+2) = 8

-2++3( = Ошибка!

|  |  |
| --- | --- |
| 11 |  |
| 12 |  |

<https://www.hackerrank.com/domains/sql?filters%5Bstatus%5D%5B%5D=unsolved&badge_type=sql>